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Abstract

The amount of sequenced DNA is increasing quickly. To analyse this increasing amount of data,
faster computers help, but also, faster algorithms and data structures are needed. These new
methods may be fast in theory, but more importantly, they should be fast in practice.

In this thesis, our goal is to write algorithms that achieve close-to-optimal throughput. Ideally,
we can prove that no other methods can be more than, say, twice as fast as our method. This has a
few implications. Our code should use an algorithm that not only has a good complexity, but is also
efficient. Further, and the focus of this thesis, this means that algorithms should be implemented
optimally. This requires a deep understanding of how modern CPUs execute our code, so that we
can ensure they do so efficiently.

We strive for optimality of a few different problems. First, we look at the problem of pairwise
alignment: the task of finding the number of mutations between two DNA sequences. For example,
one can count the number of mutations between two strains of the Sars-CoV-2 (COVID) virus.
Research on this problem has a long and rich history, spanning over 50 years. We survey this
history and introduce a new pairwise aligner, A*PA2, that combines a good, near-linear, complexity
with a highly efficient implementation. We then extend these results to text searching or mapping,
where shorter pieces of DNA must be found in longer strings.

Secondly, we consider minimizers. On a high level, this is a technique that takes a long DNA
sequence and downsamples it to a small fraction of substrings. This is done in such a way that
every sufficiently long piece of sequence contains at least one sample. We can then ask the question:
what is the smallest number of samples we must select (or: the highest compression ratio we can
achieve), while still satisfying this condition. We explore the theory of this problem, and give a
new, near-tight, bound on the maximal compression ratio that can be achieved. We also develop
minimizer schemes that reach a compression level (density) close to this bound.

Lastly, we look more into writing and optimizing high performance code in two categories:
compute-bound and memory-bound code. We first implement a method to quickly compute
minimizers, simd-minimizers, that is much faster than previous methods. Since this method is
used to compress the input, it is the only part of a longer pipeline that works on the full data,
rather than the compressed version, so that it can easily become a bottleneck.

In PtrHash, we implement a fast minimal perfect hash function, which is a data structure used in
many applications, and specifically also in datastructures to index genomic sequences. We design a
data structure that minimizes the number of memory accesses and that interleaves these as much as
possible, to fully saturate the memory bandwidth of the hardware. Again, this achieves significant
speedup over other methods.

In conclusion, we achieve a speedup on the order of 10× on three different problems, by using
carefully designed algorithms and implementations. Thus, my thesis is that optimal software can
only be achieved by designing algorithms in parallel with their implementation, and that these can
not be considered independently.
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Zusammenfassung

Die Menge an sequenzierter DNA wächst schnell. Um diese zunehmende Datenmenge zu analysieren,
helfen zwar schnellere Computer, aber es werden auch schnellere Algorithmen und Datenstrukturen
benötigt. Diese neuen Methoden mögen in der Theorie schnell sein, aber wichtiger ist, dass sie sich
in der Praxis als schnell erweisen.

In dieser Arbeit ist unser Ziel, Algorithmen zu schreiben, die einen nahezu optimalen Durchsatz
erreichen. Idealerweise können wir zeigen, dass keine andere Methode mehr als – sagen wir – doppelt
so schnell wie unsere sein kann. Das hat einige Konsequenzen: Unser Code sollte einen Algorithmus
verwenden, der nicht nur eine gute Komplexität hat, sondern auch effizient ist. Darüber hinaus –
und darauf liegt der Fokus dieser Arbeit – bedeutet das, dass Algorithmen optimal implementiert
sein müssen. Dazu ist ein tiefes Verständnis darüber erforderlich, wie moderne CPUs unseren Code
ausführen, damit wir sicherstellen können, dass sie dies effizient tun.

Wir streben nach Optimalität bei verschiedenen Problemen. Zuerst betrachten wir das Problem
des Pairwise Alignment – die Aufgabe, die Anzahl an Mutationen zwischen zwei DNA-Sequenzen
zu finden. Zum Beispiel kann man die Anzahl der Mutationen zwischen zwei Varianten des Sars-
CoV-2 (COVID) Virus zählen. Die Forschung zu diesem Problem hat eine lange und reichhaltige
Geschichte, die über 50 Jahre zurückreicht. Wir geben einen Überblick über diese Geschichte und
stellen einen neuen Pairwise-Aligner vor, A*PA2, der eine gute, nahezu lineare Komplexität mit
einer hocheffizienten Implementierung kombiniert. Anschließend erweitern wir diese Ergebnisse auf
das Text-Suchen bzw. Mapping, bei dem kürzere DNA-Stücke in längeren Sequenzen gefunden
werden müssen.

Als Nächstes betrachten wir minimizers. Auf hoher Ebene ist das eine Technik, die eine lange
DNA-Sequenz nimmt und sie auf einen kleinen Bruchteil an Teilstrings reduziert. Dies geschieht
so, dass jedes ausreichend lange Teilstück der Sequenz mindestens eine dieser Proben enthält.
Dann stellt sich die Frage: Wie wenige Proben müssen wir auswählen (bzw. welches höchste
Kompressionsverhältnis können wir erreichen), während diese Bedingung weiterhin erfüllt ist? Wir
untersuchen die Theorie dieses Problems und geben eine neue, nahezu exakte Schranke für das
maximal erreichbare Kompressionsverhältnis an. Wir entwickeln außerdem Minimizer-Schemata,
die eine Kompression (density) nahe an dieser Schranke erreichen.

Zum Schluss befassen wir uns tiefergehend mit dem Schreiben und Optimieren von Hochleis-
tungscode in zwei Kategorien: Compute-bound und Memory-bound Code. Zuerst implementieren wir
eine Methode zur schnellen Berechnung von Minimizers, simd-minimizers, die deutlich schneller
ist als bisherige Methoden. Da diese Methode zur Komprimierung der Eingabe verwendet wird, ist
sie der einzige Teil einer längeren Verarbeitungs-Pipeline, der auf den vollständigen Daten arbeitet,
und kann somit leicht zum Flaschenhals werden.

In PtrHash implementieren wir eine schnelle minimale perfekte Hashfunktion, eine Datenstruktur,
die in vielen Anwendungen verwendet wird – insbesondere auch beim Indexieren von genomischen
Sequenzen. Wir entwerfen eine Datenstruktur, die die Anzahl der Speicherzugriffe minimiert
und diese so weit wie möglich überlappt, um die Speicherbandbreite der Hardware vollständig
auszunutzen.

Zusammenfassend erreichen wir durch sorgfältig entworfene Algorithmen und Implementierungen
eine Beschleunigung um den 10× bei drei verschiedenen Problemen. Meine These ist daher: Optimale
Software kann nur erreicht werden, wenn Algorithmusdesign und Implementierung gemeinsam
gedacht werden – sie können nicht unabhängig voneinander betrachtet werden.
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1 Introduction

Over the last decades, the field of bioinformatics has grown a lot. DNA sequencing is quickly
getting faster and cheaper, causing an exponential growth in the amount of sequenced data. At the
same time, CPUs are also getting faster, but unfortunately, this growth does not keep up with the
growth of genomic data. Thus, more and more algorithms and tools are developed to analyse this
data more efficiently.

In this thesis, we continue the line of developing new tools. Naturally, we would like new
methods to be faster and more efficient than previous methods, so they can keep up with the
growing amount of data. We will achieve this not only by introducing new algorithms, but also by
developing highly efficient implementations. In particular, modern CPUs are increasingly complex
machines that apply a lot of techniques to execute any given code as fast as possible. In order to
make our code as fast as possible, we must be aware of this, and write it in such a way that the
CPU can indeed execute it efficiently.

Specifically, our goal will be to design solutions with optimal throughput. The simple interpreta-
tion is that one should be able to prove that a given piece of code solves some problem in the least
possible amount of time. This typically implies a few things:

The algorithm has optimal complexity, for example, linear (O(n)) instead of quadratic (O(n2)).
The algorithm has optimal efficiency, for example, a low “hidden constant” of n/10 instead of
100n.
The implementation of the algorithm optimally exploits the given hardware.

At times, the first two goals are at odds with each other: there may be a very inefficient linear
solution (a classical example are linked lists), or a very efficient quadratic solution (such as dynamic
programming, Part I). The last two goals, efficiency and implementation, are related, but slightly
different. With efficiency, we mean the absolute number of (abstract) operations the code uses,
while an optimal implementation efficiently executes these instructions, ideally by executing many
of them in parallel.

Ideally, an implementation is accompanied by a proof that, indeed, the implementation is
optimal and that better performance is not possible. In practice, this is often not quite possible.
Nevertheless, some back-of-the-envelope calculations should ideally show that code is within a small
factor of a lower bound imposed by hardware.

This thesis is divided into three parts, that each investigate a different problem.

1.1 Part 1: Pairwise Alignment

In the first part, we look at the classic problem of pairwise alignment. Given, for example, two
DNA sequences, such as two Sars-CoV-2 (COVID) sequences, that consist of around 30 thousand
bases (“DNA characters”), the task is to find the differences (mutations) between them.

In t ro duct ion



2 1. Introduction

The main challenge here is that as DNA sequencers get better, they output longer and longer
sequences. While methods that scale quadratically with sequence length are fine for sequences up
to length 10 thousand, they become slow for significantly longer sequences.

Chapter 2: A History of Pairwise Alignment. We start with a formal problem statement of
pairwise alignment. Then, we review existing algorithms and techniques to implement them
efficiently. The focus is on those methods that form the background for our own work.

Chapter 3: A*PA. In this chapter, we introduce A* pairwise aligner. The goal of A*PA is to
achieve near-linear runtime on a large class of input sequences, thereby improving the quadratic
complexity of most previous methods. The main technique we use is, as the name suggests, the A*
shortest path algorithm. The benefit of this method is that it can use a heuristic that informs it
about the alignment. This way, it can use global information to steer the search for an alignment,
whereas all other methods only have the local picture. By using a number of optimizations, A*PA
is linear-near on synthetic test data, and thus almost has the optimal O(n) linear algorithmic
complexity. This chapter is based on the following paper, which has shared first-authorship with
Pesho Ivanov:

A*PA [GKI24]: Ragnar Groot Koerkamp, Pesho Ivanov, Exact Global Alignment using A* with
Chaining Seed Heuristic and Match Pruning, Bioinformatics 2024.

Chapter 4: A*PA2. Unfortunately, A*PA can be slow when run on real data. Specifically in
regions with a lot of mutations, some local quadratic behaviour is inevitable. Because the A*
algorithm is quite heavy, requiring many memory accesses, performance degrades very quickly in
these cases.

In A*PA2, we improve on this. Instead of A*, which has great complexity but low efficiency, we
fall back to the highly efficient methods based on dynamic programming. We are able to merge
this with the good complexity of A*PA to achieve a significantly faster method.

A*PA2 balances doing little work (a good complexity) with doing work fast (a good efficiency).
Compared to A*PA, this means that it is better to do 100× more work, but do this 1000× faster.

This chapter is based on the paper on A*PA2,

A*PA2 [GK24]: Ragnar Groot Koerkamp, A*PA2: Up to 19× Faster Exact Global Alignment,
WABI 2024.

Chapter 5: Semi-global alignment and mapping. In this last chapter on pairwise alignment, we
generalize our method from global to semi-global alignment. Instead of aligning two full sequences,
we now align one sequence to only a (small) part of another sequence. For example, we can search
for some small known marker of length 100 in a sequenced read of a few thousand bases (known as
string searching). Or we can search for a read of length around 10kbp (10 thousand base pairs) in a
genome of 200Mbp (known as mapping).

The input data for this problem spans many orders of magnitude, and thus, different solutions
are used. We review some variants of this problem, and adapt A*PA2 into A*Map for semi-global
alignment and mapping.
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1.2 Part 2: Low Density Minimizers

One way to handle the increasing amounts of sequenced biological data is by compressing or
sketching the data. One sketching scheme is to compute the minimizers of the input: we can
consider all the substrings of length k of the input (k-mers), and sample some subset of them. The
relative size of this subset is called the density, and the smaller this size, the better the compression
ratio. In this part, we investigate the maximal compression ratio these schemes can achieve in
theory and practice, while still satisfying a number of guarantees.

There is a large number of papers on this topic, and there are many aspects to consider. Because
of this, most papers touch upon multiple aspects of this problem. We attempt to somewhat untangle
this situation, and cover the literature and our new contributions one topic at a time.

Chapter 6: Theory of Sampling Schemes. We start with a formal introduction of minimizer
schemes, and also the slightly more general sampling schemes. We introduce how the density of
these schemes is defined and how it can be computed, and review a number of theoretical results
around this.

Chapter 7: Lower Bounds on Density. In this chapter, we review existing lower bounds on the
density, that tell us something about the maximum possible compression ratio that can be achieved.
As it turns out, existing lower bounds are not nearly tight. The main result is a new, near-tight
lower bound. This is based on the following paper, which has shared first-authorship between Bryce
Kille and myself.

Density lower-bound [KGKM+24]: Bryce Kille, Ragnar Groot Koerkamp, Drake McAdams,
Alan Liu, and Todd J. Treangen, A Near-Tight Lower Bound on the Density of Forward Sampling
Schemes, Bioinformatics 2024.

Chapter 8: Sampling Schemes. We then turn our attention to practical minimizer and sampling
schemes. We first review existing minimizer schemes, and then introduce the open-closed minimizer
and the mod-minimizer. The main result is that the mod-minimizer has near-optimal density (close
to the previously established lower bound) when parameters are large. This work is based on two
papers:

Mod-minimizer [GKP24]: Ragnar Groot Koerkamp and Giulio Ermanno Pibiri, The mod-
minimizer: A Simple and Efficient Sampling Algorithm for Long k-mers, WABI 2024.
Open-closed minimizer [GKLP25]: Ragnar Groot Koerkamp, Daniel Liu, and Giulio Ermanno
Pibiri, The Open-Closed Mod-Minimizer Algorithm, accepted to AMB 2025.

Chapter 9: Selection Schemes. We end the investigation of minimizers by asking the question:
can we construct sampling schemes that are not just near-optimal, but exactly optimal? As a first
step towards this goal, we consider the simple case where k = 1. We obtain the anti-lexicographic
sus-anchor, which usually has density that is practically indistinguishable from optimal. But
unfortunately, it does not exactly match the lower bound.

1.3 Part 3: High Throughput Bioinformatics

Lastly, we shift our attention to the efficient implementation of algorithms and data structures.
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Chapter 10: Optimizing Throughput. First, we give an overview of techniques that can be used
to speed up code. These are split into two categories: techniques to improve compute-bound code,
where the executing the instructions is the bottleneck, and techniques to improve memory-bound
code, where reading or writing from memory is the bottleneck.

Chapter 11: SimdMinimizers. As already seen, minimizers can be used as a way to obtain a
smaller sketch of some input data. If the compression ratio is high, this means that the processing
of this sketch can be much faster, so that the sketching in itself becomes the compute-bound
bottleneck. SimdMinimizers is a highly optimized implementation of the most used minimizer
method, that can be over 10× faster than previous implementations. It achieves this by using a
nearly branch-free algorithm, and by using SIMD instructions to process 8 sequences in parallel.

SimdMinimizers [GKM25]: Ragnar Groot Koerkamp and Igor Martayan, SimdMinimizers:
Computing Random Minimizers, Fast, SEA 2025.

Chapter 12: PtrHash. We also investigate the memory-bound application of minimal perfect
hashing. This data structure is an important part of the SSHash k-mer dictionary [Pib22], that is
used in various applications in bioinformatics. In this application, a static dictionary (hashmap) is
built on the set of minimizers. A minimal perfect hash function does this with only a few bits of
space per key, rather than having to store the key itself. In PtrHash, we simplify previous methods
to allow for a more optimized implementation and up to 4× faster queries, while only sacrificing a
little bit of space.

PtrHash [GK25]: Ragnar Groot Koerkamp, PtrHash: Minimal Perfect Hashing at RAM
Throughput, SEA 2025.

Further results. I also briefly mention here one additional paper that closely relates to this thesis,
but that is not otherwise a part of it: the U-index. This is again a data structure based on
minimizers, that works by building an index on the sketched (compressed) representation of the
text.

U-index [AFGK+25]: Lorraine A. K. Ayad, Gabriele Fici, Ragnar Groot Koerkamp, Grigorios
Loukides, Rob Patro, Giulio Ermanno Pibiri, Solon P. Pissis, U-index: A Universal Indexing
Framework for Matching Long Patterns, SEA 2025.
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2 A History of Pairwise Alignment

Summary
In this chapter, we survey methods for global pairwise alignment, which is the problem of finding the
minimal number of mutations between two genomic sequences.

There is a vast amount of literature on algorithms for pairwise alignment and its variants. We start
with the classic DP algorithm by Needleman and Wunsch and go over a number of improvements, both
algorithmic and in the implementation. We focus on those methods that A*PA (Chapter 3) and A*PA2
(Chapter 4) build on.

Attribution
This chapter is based on the introductions of the A*PA and A*PA2 papers [GKI24, GK24], and also on
unpublished notes on pairwise alignment. The A*PA paper has joint first-authorship with Pesho Ivanov,
and also the unpublished notes are coauthored with Pesho Ivanov.

2.1 A Brief History

The problem of pairwise alignment was originally introduced in genomics in 1970 by Needleman and
Wunsch [NW70]. In their paper, they use their method to align proteins of around 100 amino acids.
This way, they find the mutations between the two sequences, which can be insertions, deletions, or
substitutions of single amino acids. Specifically, the alignment corresponds to the minimal number
of such mutations that is needed to transform one sequence into the other.

Since this first paper, the sequences being aligned have grown significantly in length. For
example, the mutations between different strains of the 30 000 bases long SARS-CoV-2 (COVID)
virus can be found this way. Even more, full-genome alignment of 3 000 000 000 bases long human
genomes is entering the picture, although here approximate rather than exact methods tend to be
used.

Algorithmic improvements. Along with the increasing length and amount of genomic sequences,
alignment algorithms have significantly improved since their introduction over 50 years ago. This
started with a significant number of algorithmic improvements from 1970 to 1990. These first
brought the runtime down from cubic (O(n2m) for sequences of length n and m) to near-linear when
the sequences are similar, with the band-doubling method of Ukkonen [Ukk85a] with complexity
O(ns). This is still used by the popular tool Edlib [ŠŠ17]. At the same time, that complexity was
further improved to O(n + s2) in expectation by Ukkonen and Myers [Ukk85a, Mye86] with the
diagonal transition method, and also this is used in the popular BiWFA [MSMME21, MSEG+23]
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8 2. A History of Pairwise Alignment

aligner. BiWFA further incorporates the divide-and-conquer technique or Hirschberg [Hir75] to
reduce its memory usage.

All this is to say: there was a large number of early algorithmic contributions, and at the core,
the best methods conceptually haven’t changed much since then [Med23a].

Implementation improvements. Nevertheless, the amount of genomic data has significantly
increased since then, and algorithms had to speed up at the same time to keep up. As the
algorithmic speedups seemed exhausted, starting in roughly 1990, the focus shifted more towards
more efficient implementations of these methods. By 1999, this resulted in the O(ns/w) bitpacking
algorithm of Myers [Mye99], that provides up to w = 64× speedup by packing 64 adjacent states of
the internal DP matrix into two 64 bit computer words. With more recent advances in computer
hardware, this has also extended to SIMD instructions that can do up to 512-bit instructions,
providing another up to 8× speedup [SK18].

Approximate alignment. At the same time, there also has been a rise in popularity of approximate
alignment algorithms and tools. Unlike all methods considered so far, these are not guaranteed
to find the minimal number of mutations between the two sequences. Rather, they sacrifice
this optimality guarantee to achieve a speedup over exact methods. Two common techniques are
x-drop [ZSWM00] and static banding, that both significantly reduce the region of the DP matrix
(Figure 2.1) that needs to be computed to find an alignment.

Before proceeding with the survey, we briefly highlight the contributions A*PA and A*PA2
make.

2.1.1 A*PA
Despite all the algorithmic contributions so far, in a retrospective on pairwise alignment [Med23a],
Medvedev observed that

a major open problem is to implement an algorithm with linear-like empirical scaling on
inputs where the edit distance is linear in n.

Indeed, the best algorithms so far scale as O(s2) when the edit distance is s, and this is still linear
in n when the edit distance is, say, s = 0.01 ⋅ n. A*PA attempts to break this boundary.

As we will see soon, pairwise alignment corresponds to finding the shortest path in a graph.
The classic algorithm for this is Dijkstra’s algorithm [Dij59]. A faster version of it that can use
domain-specific information is the A* algorithm [HNR68]. It achieves this by using a heuristic that
estimates the cost of the (remaining) alignment. In A*PA (Chapter 3), we take the seed heuristic of
A*ix [IBM+20, IBV22] as a starting point and improve it to the gap-chaining seed heuristic, similar
to [MM95], and extend it with inexact matches. For inputs with uniform error rate up to 10%, this
can estimate the remaining distance very accurately. By additionally adding pruning, A*PA2 ends
up being near-linear in practice when errors are uniformly distributed, improving on the quadratic
behaviour of previous exact methods.

2.1.2 A*PA2
A drawback of A*PA is that it is based on plain A*, which, like Dijkstra’s algorithm, is a relatively
cache-inefficient graph algorithm.

On the other hand, some of the fastest aligners use DP (dynamic programming) with bitpacking
to very efficiently compute the edit distance between sequences, even though they do not have the
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near-linear scaling of A*PA. In A*PA2 (Chapter 4), we build a highly optimized aligner. It merges
the ideas of band-doubling and bit-packing (as already used by Edlib [ŠŠ17]) with SIMD and the
heuristics developed for A*PA. This results in significant speedups over both A*PA and Edlib. In
particular, A*PA2 is up to 1000× faster per visited state.

As Fickett stated 40 years ago [Fic84, p. 1] and still true today,
at present one must choose between an algorithm which gives the best alignment but is
expensive, and an algorithm which is fast but may not give the best alignment.

A*PA2 narrows this gap, and is nearly as fast as approximate methods.

2.1.3 Overview
The remainder of this chapter reviews the history of exact global pairwise alignment in more
detail. In particular, we focus on those methods that A*PA and A*PA2 build on, including
algorithmic improvements and implementation techniques. Rather than presenting all work strictly
chronologically, we treat them topic by topic. At times, we include formal notation for the concepts
we introduce, which will be useful in later chapters.

We start our survey with a formal problem statement for pairwise alignment (??). Then, we
list a number of variants of global alignment (??, ??). While these are not our focus, they can
help to contextualize other existing methods. Then we move on to the classic DP algorithms in
Section 2.5 and the algorithmic improvements in later sections. These are also covered in the
surveys by Kruskal [Kru83] and Navarro [Nav01].

In ?? we present some theoretical results on the complexity of the pairwise alignment problem
and the best worst-case methods (although not practical). We also introduce some methods for the
strongly related longest common subsequence (LCS) problem (??). Then, in ??, we briefly explain
the methods used in some common tools that are the main baseline for the comparison of A*PA
and A*PA2. We end with a table summarizing the papers discussed in this chapter, ??.

Scope. There is also a vast literature on text searching, where all (approximate) occurrences of
a short pattern in a long text must be found. This field has been very active since around 1990,
and again includes a large number of papers. We consider these mostly out of scope and refer the
reader to Navarro’s survey [Nav01].

More recently, read mapping has become a crucial part of bioinformatics, and indeed, there is
also a plethora of different tools for aligning and mapping reads. This is a generalization of text
searching where patterns tend to be significantly longer (100 to 10000 of bases, rather than tens of
characters). Due to the amounts of data involved, most solutions to this problem are approximate,
with the notable exception of A*ix [IBM+20, IBV22], which is the precursor for the work on A*PA
presented in subsequent chapters, and POASTA [vDME+24]. we refer the reader to the survey by
Alser at al. [ARD+21] for a thorough overview of many tools and methods used for read alignment.

Lastly, we again note that most moderns read mappers and alignment tools are approximate, in
that they are not guaranteed to return an alignment with provably minimal cost. A*PA and A*PA2
are both exact methods, and thus we will focus on these. We again refer the reader to [ARD+21].

2.2 Problem Statement

The main problem of this chapter is as follows.

His tory o f PA
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Figure 2.1 An example of an edit graph (left) corresponding to the alignment of strings ABCA and ACBBA,
adapted from [Sel74]. Bold edges indicate matches of cost 0, while all other edges have cost 1. All edges
are directed from the top-left to the bottom-right. The shortest path of cost 2 is highlighted. The middle
shows the corresponding dynamic programming (DP) matrix containing the distance g∗(u) to each state.
The right shows the final alignment corresponding to the shortest path through the graph, where a C is
inserted between the first A and B, and the initial C is substituted for a B.

▶ Problem 2.1 (Global pairwise alignment). Given two sequences A and B of lengths n and m,
compute the edit distance ed(A, B) between them.

Before looking into solutions to this problem, we first cover some theory to precisely define it.

Input sequences. As input, we take two sequences A = a0a1 . . . an−1 and B = b0b1 . . . bm−1 of
lengths n and m over an alphabet Σ that is typically of size σ = 4. We usually assume that n ≥m.
We refer substrings ai . . . ai′−1 as Ai...i′ to a prefix a0 . . . ai−1 as A<i and to a suffix ai . . . an−1 as A≥i.

Edit distance. The edit distance s ∶= ed(A, B) is the minimum number of insertions, deletions,
and substitutions needed to convert A into B. In practice, we also consider the divergence
d ∶= ed(A, B)/n, which is the average number of errors per character. This is different from the
error rate e, which we consider to be the (relative) number of errors applied to a pair of sequence.
The error rate is typically higher than the divergence, since random errors can cancel each other.

Dynamic programming. Pairwise alignment has classically been approached as a dynamic pro-
gramming (DP) problem. For input strings of lengths n and m, this method creates a (n+1)×(m+1)
table that is filled cell by cell using a recursive formula, as we. There are many algorithms based
on DP, as we will see in Section 2.5.

Edit graph. The alignment graph or edit graph (Figure 2.1) is a way to formalize edit distance
[Vin68, Ukk85a]. It contains states ⟨i, j⟩ (0 ≤ i ≤ n, 0 ≤ j ≤ m) as vertices. It further contains
edges, such that an edge of cost 0 corresponds to a pair of matching characters, and an edge of
cost 1 corresponds to an insertion, deletion, or substitution. The vertical insertion and horizontal
deletion edges have the form ⟨i, j⟩ → ⟨i, j + 1⟩ and ⟨i, j⟩ → ⟨i + 1, j⟩ of cost 1. Diagonal edges are
⟨i, j⟩ → ⟨i + 1, j + 1⟩ and have cost 0 when Ai = Bj and substitution cost 1 otherwise. A shortest
path from vs ∶= ⟨0, 0⟩ to vt ∶= ⟨n, m⟩ in the edit graph corresponds to an alignment of A and B.
The distance d(u, v) from u to v is the length of the shortest (minimal cost) path from u to v, and
we use edit distance, distance, length, and cost interchangeably. Further we write g∗(u) ∶= d(vs, u)
for the distance from the start to u, h∗(u) ∶= d(u, vt) for the distance from u to the end, and
f∗(u) ∶= g∗(u) + h∗(u) for the minimal cost of a path through u.
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Figure 2.2 Different types of pairwise alignment. Bold vertices and edges indicate where each type of
alignment may start and end. Local-extension alignment can end anywhere, whereas local alignment can
also start anywhere. Like clipping, these modes require a score for matching characters, while in other
cases, a cost model (with cost-0 matches) suffices. This figure is based on an earlier version that was made
in collaboration with Pesho Ivanov.

In figures, we draw sequence A at the top and sequence B on the left. Index i will always be
used for A and indicates a column, while index j is used for B and indicates a row.

Shortest path algorithms. Using this graph, the problem of pairwise alignment reduces to finding
a shortest path in a graph. There are many shortest path algorithms for graphs, and indeed, many
of them are used for pairwise alignment. Since the graph is acyclic, the simplest method is to
greedily process the states in any topologically sorted order such as row-wise, column-wise, or
anti-diagonal by anti-diagonal. We then start by setting d(⟨0, 0⟩) = 0, and find the distance to any
other state as the minimum distance to an incoming neighbour plus the cost of the final edge. As
we will see soon, this is often implemented using dynamic programming (DP).

Dijkstra’s shortest path algorithm, which visits states in order of increasing distance, can also
be applied here [Dij59]. This does require that all edges have non-negative weights. An extension
of Dijkstra’s algorithm is A* [HNR68], which visits states in order of increasing “anticipated total
distance”.

2.3 Alignment types

There are a few variants of pairwise alignments and edit distance. While the focus of this chapter
is (unit cost) edit distance, it is helpful to first have an overview of the different variants since most
papers each assume a slightly different context.

In global pairwise alignment, the two sequences must be fully matched against each other. In
practice though, there are a number of different settings, see Figure 2.2.

Global: Align both sequences fully, end-to-end.
Ends-free: Ends-free alignment allows one of the sequences on each end to have a (small)
number of unmatched characters. This way, the alignment is still mostly from the top-left to
the bottom-right, and global-alignment algorithms still work.
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12 2. A History of Pairwise Alignment

Figure 2.3 Overview of different cost models. The highlighted edge indicates the cost of matching
characters, while all remaining edges indicate the cost of mismatch or indel edges. The longest common
subsequence (LCS) is a score rather than a cost, and counts the maximal number of matching characters.
This figure is based on an earlier version that was made in collaboration with Pesho Ivanov.

Semi-global: Align a full sequence to a substring of a reference, e.g., when mapping a read onto
a larger genome.
Extension: Align one sequence to a prefix of the other.
Overlap: Align two partially overlapping reads against each other.
Local-extension: Align a prefix of the two sequences. Unlike all previous methods, this alignment
can end anywhere in the edit graph. This requires a cost model that trades off matching aligned
characters with not matching characters at all, and thus gives a positive score to the matching
bases.
Local: Local alignment takes this a step further and aligns a substring of A to a substring
of B. This is somewhat like ends-free, but now we may skip the start/end of both sequences
at the same time. The increased freedom in the location of the alignment prevents the faster
global-alignment algorithms from working well.
Clipping: When a sequence (read) is aligned onto a longer sequence (reference), it can happen
that the read has, say, around 100 bp of noise at the ends that can not be aligned. When doing
a local alignment, these characters will simply not be matched. It can be desirable to add
an additional fixed-cost clipping penalty that is applied whenever the start or end of the read
indeed has unaligned bases, so that effectively, an affine cost is paid for this.

In this chapter, we only consider global alignment and corresponding algorithms. These methods
also work for ends-free alignment when the number of characters that may be skipped is relatively
small. Later, in Chapter 5, we look deeper into semi-global alignment and its variants.

2.4 Cost Models

There are different models to specify the cost of each edit operation (Figure 2.3) [Spo91]. In
particular, in a biological setting the probability of various types of mutations may not be equal,
and thus, the associated costs should be different. We list some of them here, from simple to more
complicated.

../mapping/mapping.org
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Hamming distance: The hamming distance [Ham50] between two sequences is the number of
substitutions required to transform one into the other, where insertions or deletions are not
allowed. This is simple to compute in linear time.
LCS: The longest common subsequence maximizes the number of matches, or equivalently,
minimizes the number of indels (insertions or deletions) while not allowing substitutions.
Unit cost edit distance / Levenshtein distance: The classic edit distance counts the minimum
number of indels and/or substitutions needed, where each has a cost of 1.
Edit distance: In general, the edit distance allows for arbitrary indel and substitution costs.
Matches/mismatches between characters ai and bj have cost δ(ai, bj). Inserting/deleting a
character has cost δ(ε, bj) > 0 and δ(ai, ε) > 0 respectively. Usually the cost of a match is 0 or
negative (δ(a, a) ≤ 0) and the cost of a mismatch is positive (δ(a, b) > 0 for a ≠ b).
In this chapter, when we use edit distance, we usually mean the unit-cost version.
Affine cost: Insertions and deletions in DNA sequences are somewhat rare, but that once there
is an indel, it is relatively common for it to be longer than a single character. This is modelled
using affine costs [SWF81, Got82], where there is a cost o to open a gap, and a cost e to extend
a gap, so that the cost of a gap of length k is wk = o + k ⋅ e.
It is also possible to have different parameters (oins, eins) and (odel, edel) for insertions and
deletions.
Dual affine: Affine costs are not sufficient to capture all biological processes: the gap cost can
give a too large penalty to very long indels of length 100 to 1000. To fix this, a second gap cost
can be introduced with separate parameters (o2, e2), with for example an offset of o = 1000 and an
extend cost of e = 0.5. The cost of a gap of length k is now given by wk =min(o1+k ⋅e1, o2+k ⋅e2).
More general, a piecewise linear cost can be considered as well [Got90].
Concave: Even more general, we can give gaps of length k a cost wk, where wk is a concave
function of k, where longer gaps become relatively less expensive. Double-affine costs are an
example of a concave gap cost.
Arbitrary: Even more general, we can merge the concave gap costs with arbitrary substitution
costs δ(a, b) for (mis)matches.

In practice, most methods for global alignment use a match cost δ(a, a) = 0, fixed mismatch
cost δ(a, b) =X > 0 for a ≠ b, and fixed indel cost δ(a, ε) = δ(ε, b) = I.

In the chapter on semi-global alignment and mapping (blog), we discuss additional cost models
used when the alignment mode is not global.

2.4.1 Minimizing Cost versus Maximizing Score
So far, most of the cost models we considered are just that: cost models. They focus on minimizing
the cost of the edits between two sequences, and usually assume that all costs are ≥ 0, so that in
particular matching two characters has a cost of 0.

In some settings, scores are considered instead, which are simply the negative of the cost. In
this setting, matching characters usually give a positive score, so that this is explicitly rewarded.
This is for example the case when finding the longest common subsequence, where each pair of
matching characters gives a score of 1, and everything else has a score of 0.

Both approaches have their benefits. When using non-negative costs, all edges in the alignment
graph have non-negative weights. This significantly simplifies the shortest path problem, since this
is, for example, a requirement for Dijkstra’s algorithm. Scores, on the other hand, work better for
overlap, extension, and local alignment: in these cases, the empty alignment is usually a solution,

His tory o f PA

../mapping/mapping.org
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Figure 2.4 The cubic algorithm as introduced by Needleman and Wunsch [NW70]. Consider the
highlighted cell. In the cubic algorithm, we first compute the cost between the two preceding characters,
which are both B and thus create a match. Then, we consider all earlier cells in the the preceding row and
column, and consider all gaps of arbitrary length k and cost wk = k. The quadratic algorithm does not
support arbitrary gap costs, but relies on wk = k. This allows it to only consider three neighbouring states.

and thus, we must give some bonus to the matching of characters to compensate for the inevitable
mismatches that will also occur. Unfortunately, this more general setting usually means that
algorithms have to explore a larger part of the alignment graph. The ratio between the match
bonus (score > 0) and mismatch penalty (score < 0) influences the trade-off between how many
additional characters must be matched for each additional mismatch.

Cost-vs-score duality. For the problem of longest common subsequence there is a duality between
scores and costs. When p is the length of the LCS, and s is the cost of aligning the two sequences
via the LCS cost model where indels cost 1$ and mismatches are not allowed, we have

2 ⋅ p + s = n +m. (2.1)

Thus, maximizing the number of matched characters is equivalent to minimizing the number of
insertions and deletions.

A similar duality holds for global alignment: there is a direct correspondence between maximizing
score and minimizing cost [SWF81, EP22]: given a scoring model with fixed affine costs δ(a, a) =M ,
δ(a, b) =X, and wk = O +E ⋅ k, there is a cost-model (with δ(a, a) = 0) that yields the same optimal
alignment.

2.5 The Classic DP Algorithms

We are now ready to look into the first algorithms. We start with DP algorithms, that process the
graph one column at a time. Note that we present all algorithms as similar as possible: they go
from the top-left to the bottom-right, and always minimize the cost. We write D(i, j) = g∗(⟨i, j⟩)
for the cost to state ⟨i, j⟩. Smith et al. [SWF81] provide a nice overview of the similarities and
differences between the early approaches.

Note that for the sake of exposition, we start with the paper of Needleman and Wunsch [NW70],
even though Vintsyuk [Vin68] already discovered a very similar method a few years before, although
in a different domain.

Needleman-Wunsch’ cubic algorithm. The problem of pairwise alignment of biological sequences
was first formalized by Needleman and Wunsch [NW70]. They provide a cubic recurrence that
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assumes a (mis)match between ai−1 and bj−1 of cost δ(ai−1, bj−1) and an arbitrary gap cost wk.
The recursion uses that before matching ai−1 and bj−1, either ai−2 and bj−2 are matched to each
other, or one of them is matched to some other character:

D(0, 0) =D(i, 0) =D(0, j) ∶= 0
D(i, j) ∶= δ(ai−1, bj−1) cost of match

+min ( min
0≤i′<i

D(i′, j−1) +wi−i′−1, cost of matching ai′−1 against bj−2 next

min
0≤j′<j

D(i−1, j′) +wj−j′−1). cost of matching ai−2 against bj′−1 next

The value of D(n, m) is the final cost of the alignment.
The total runtime is O(nm ⋅ (n +m)) = O(n2m) since each of the n ⋅m cells requires O(n +m)

work.

A quadratic DP. The cubic DP was improved into a quadratic DP by Sellers [Sel74] and Wagner
and Fisher [WF74]. The improvement comes from dropping the arbitrary gap cost wk, so that
instead of trying all O(n +m) indels in each position, only one insertion and one deletion is tried:

D(0, 0) ∶= 0
D(i, 0) ∶=D(i − 1, 0) + δ(ai, ε)
D(0, j) ∶=D(0, j − 0) + δ(ε, bj)
D(i, j) ∶=min (D(i−1, j−1) + δ(ai, bj), (mis)match

D(i−1, j) + δ(ai, ε), deletion
D(i, j−1) + δ(ε, bj)). insertion.

This algorithm takes O(nm) time since it now does constant work per DP cell.
This quadratic DP is now called the Needleman-Wunsch (NW) algorithm (Figure 2.5a, Fig-

ure 2.6a). Gotoh [Got82] refers to it as Needleman-Wunsch-Sellers’ algorithm, to highlight the
speedup that Sellers contributed [Sel74]. Apparently Gotoh was not aware of the identical formula-
tion of Wagner and Fischer [WF74].

Vintsyuk published a quadratic algorithm already before Needleman and Wunsch [Vin68], but
in the context of speech recognition. Instead of a cost of matching characters, there is some cost
δ(i, j) associated to matching two states, and it does not allow deletions:

D(i, j) ∶=min (D(i−1, j−1), D(i−1, j)) + δ(i, j).

Sankoff also gives a quadratic recursion [San72], similar to the one by Sellers [Sel74], but
specifically for LCS. This leads to the recursion

S(i, j) ∶=max (S(i−1, j−1) + δ(ai, bj), S(i−1, j), S(i, j−1)),

where we use S to indicate that the score is maximized.

Local alignment. Smith and Waterman [SW81] introduce a DP for local alignment. The structure
of their algorithm is similar to the cubic DP of Needleman and Wunsch and allows for arbitrary gap
costs wk. While introduced as a maximization of score, here we present it as minimizing cost (with
δ(a, a) < 0) for consistency. The new addition is a min(0, . . . ) term, that can reset the alignment
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16 2. A History of Pairwise Alignment

whenever the cost goes above 0. The best local alignment ends in the smallest value of D(i, j) in
the table.

D(0, 0) =D(i, 0) =D(0, j) ∶= 0
D(i, j) =min (0, start a new local alignment

D(i − 1, j − 1) + δ(ai−1, bj−1), (mis)match
min
0≤i′<i

D(i′, j) −wi−i′ , deletion

min
0≤j′<j

D(i, j′) −wj−j′). insertion

This algorithm uses arbitrary gap costs wk, as first mentioned by Needleman and Wunsch [NW70]
and formally introduced by Waterman [WSB76]. Because of this, it runs in O(n2m).

The quadratic algorithm for local alignment is now usually referred to as the Smith-Waterman-
Gotoh (SWG) algorithm, since the ideas introduced by Gotoh [Got82] can be used to reduce the
runtime from cubic by assuming affine costs, just like to how Sellers [Sel74] sped up the Needleman-
Wunsch algorithm [NW70] for global alignment costs by assuming linear gap costs. Note though
that Gotoh only mentions this speedup in passing, and that Smith and Waterman [SW81] could
have directly based their idea on the quadratic algorithm of Sellers [Sel74] instead.

Affine costs. To my knowledge, the first mention of affine costs of the form o + k ⋅ e is by Smith,
Waterman, and Fitch [SWF81]. Gotoh [Got82] generalized the quadratic recursion to these affine
costs, to circumvent the cubic runtime needed for the arbitrary gap costs wk of Waterman [WSB76].
This is done by introducing two additional matrices P (i, j) and Q(i, j) that contain the minimal
cost to get to (i, j) where the last step is required to be an insertion or deletion respectively:

D(i, 0) = P (i, 0) = I(i, 0) ∶= 0
D(0, j) = P (0, j) = I(0, j) ∶= 0
P (i, j) ∶=min (D(i − 1, j) + o + e, new gap

P (i − 1, j) + e) extend gap
Q(i, j) ∶=min (D(i, j − 1) + o + e, new gap

Q(i, j − 1) + e) extend gap
D(i, j) ∶=min (D(i − 1, j − 1) + δ(ai−1, bj−1), (mis)match

P (i, j), close gap
Q(i, j)) close gap

This algorithm run in O(nm) time.
Gotoh also mentions that this method can be modified to solve the local alignment of Smith

and Waterman [SW81] in quadratic time. Later, Gotoh further extended the method to support
double affine costs and more general piecewise linear gap costs [Got90].

Traceback. To compute the final alignment, we can follow the trace of the DP matrix: starting
at the end ⟨n, m⟩, we can repeatedly determine which of the preceding DP-states was optimal as
predecessor and store these states. This takes linear time, but requires quadratic memory since all
states could be on the optimal path, and thus we need to keep the entire matrix in memory. Gotoh
notes [Got82] that if only the final score is required, only the last two columns of the DP matrix D

(and P and Q) are needed at any time, so that linear memory suffices.
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2.6 Linear Memory using Divide and Conquer

Hirschberg [Hir75] introduces a divide-and-conquer algorithm to compute the LCS of two sequences
in linear space. Instead of computing the full alignment from ⟨0, 0⟩ to ⟨n, m⟩, we first fix a column
halfway, i⋆ = ⌊n/2⌋. This splits the problem into two halves: we compute the forward DP matrix
D(i, j) for all i ≤ i⋆, and introduce a backward DP D′(i, j) that is computed for all i ≥ i⋆. Here,
D′(i, j) is the minimal cost for aligning suffixes of length n − i and m − j of A and B. It is shown
that there must exist a j⋆ such that D(i⋆, j⋆) +D′(i⋆, j⋆) = D(n, m), and we can find this j⋆ as
the j that minimizes D(i⋆, j) +D′(i⋆, j).

At this point, we know that the point (i⋆, j⋆) is part of an optimal alignment. The two resulting
subproblems of aligning A[0, i⋆] to B[0, j⋆] and A[i⋆, n] to B[j⋆, m] can now be solved recursively
using the same technique, where again we find the midpoint of the alignment. This recursive process
is shown in Figure 2.5e and Figure 2.6e. The recursion stops as soon as the alignment problem
becomes trivial, or, in practice, small enough to solve with the usual quadratic-memory approach.

Space complexity. The benefit of this method is that it only uses linear memory: each forward or
reverse DP is only needed to compute the scores in the final column, and thus can be done in linear
memory. After the midpoint ⟨i⋆, j⋆⟩ is found, the results of the left and right subproblem can be
discarded before recursing. Additionally, the space for the solution itself is linear.

Time complexity. We analyse the time complexity following [MM88]. The first step takes
2⋅O((n/2)m) = O(nm) time. We are then left with two subproblems of size i⋆ ⋅j⋆ and (n−i⋆)(m−j⋆).
Since i⋆ = n/2, their total size is n/2 ⋅ j⋆ + n/2 ⋅ (m − j⋆) = nm/2. Thus, the total time in the first
layer of the recursion is nm/2. Extending this, we see that the total number of states halves with
each level of the recursion. Thus, the total time is bounded by

mn + 1
2
⋅mn + 1

4
⋅mn + 1

8
⋅mn + ⋅ ⋅ ⋅ ≤ 2 ⋅mn = O(mn).

Indeed, in practice this algorithm indeed takes around twice as long to find an alignment as the
non-recursive algorithm takes to find just the score.

Applications. Hirschberg introduced this algorithm for computing the longest common subsequence
[Hir75]. It was then applied multiple times to reduce the space complexity of other variants as
well: Myers first applied it to the O(ns) LCS algorithm [Mye86], and also improved the O(nm)
algorithm by Gotoh [Got82] to linear memory [MM88]. Similarly, BiWFA [MSEG+23] improves
the space complexity of WFA from O(n + s2) to O(s) working memory, where s is the cost of the
alignment.

2.7 Dijkstra’s Algorithm and A*
Dijkstra’s algorithm. Both Ukkonen [Ukk85a] and Myers [Mye86] remarked that pairwise align-
ment can be solved using Dijkstra’s algorithm [Dij59] (Figure 2.5b, Figure 2.6b), which visits states
by increasing distance. Ukkonen gave a bound of O(nm log(nm)), whereas Myers’ analysis uses
the fact that there are only O(ns) at distance ≤ s (see Section 2.8) and that a discrete priority
queue that avoids the log is sufficient, and thus concludes that the algorithms runs in O(ns).

However, Myers [Mye86, p. 2] observes that

His tory o f PA



18 2. A History of Pairwise Alignment

the resulting algorithm involves a relatively complex discrete priority queue and this queue
may contain as many as O(ns) entries even in the case where just the length of the [. . . ]
shortest edit script is being computed.

And indeed, I am not aware of any tool that practically implemented Dijkstra’s algorithm to
compute the edit distance.

A* and the gap cost heuristic. Hadlock realized [Had88] that Dijkstra’s algorithm can be
improved upon by using A* [HNR68, HNR72, Pea84], a more informed algorithm that uses a
heuristic function h that gives a lower bound on the remaining edit distance between two suffixes.
He proposes two heuristics, one based on character frequencies, and also the widely used gap cost
heuristic [Ukk85a, Had88, Spo89, Spo91, MM95]. This uses the difference in length between two
sequences as a lower bound on their edit distance (Figure 2.5f, Figure 2.6f):

cgap(⟨i, j⟩, ⟨i′, j′⟩) = ∣(i − i′) − (j − j′)∣.

We specifically highlight the papers by Wu et al. [WMMM90] and Papamichail and Papamichail
[PP09], where the authors’ method exactly matches the A* algorithm with the gap-heuristic, in
combination with diagonal transition (Section Section 2.9, Figure 2.5g, Figure 2.6g).

Seed heuristic. Much more recently, A*ix [IBM+20, IBV22] introduced the much stronger seed
heuristic for the problem of sequence-to-graph alignment. This heuristic splits the sequence A into
disjoint k-mers, and uses that at least one edit is needed for each remaining k-mer that is not
present in sequence B.

In A*PA [GKI24] (Chapter 3) we will improve this into the gap-chaining seed heuristic and add
pruning, which results in near-linear alignment when the divergence is sufficient low.

Notation. To prepare for the theory on A*PA, we now introduce some formal terminology and
notation for Dijkstra’s algorithm and A*. Dijkstra’s algorithm finds a shortest path from vs = ⟨0, 0⟩
to vt = ⟨n, m⟩ by expanding (generating all successors) vertices in order of increasing distance g∗(u)
from the start. This next vertex to be expanded is chosen from a set of open vertices. The A*
algorithm, instead, directs the search towards a target by expanding vertices in order of increasing
f(u) ∶= g(u) + h(u), where h(u) is a heuristic function that estimates the distance h∗(u) to the end
and g(u) ≥ g∗(u) is the shortest length of a path from vs to u found so far. We say that u is fixed
when the distance to u has been found, i.e., g(u) = g∗(u). A heuristic is admissible if it is a lower
bound on the remaining distance (h(u) ≤ h∗(u)), which guarantees that A* has found a shortest
path as soon as it expands vt. A heuristic h1 dominates (is more accurate than) another heuristic
h2 when h1(u) ≥ h2(u) for all vertices u. A dominant heuristic will usually (but not always [Hol10])
expand less vertices. Note that Dijkstra’s algorithm is equivalent to A* using a heuristic that is
always 0, and that both algorithms require non-negative edge costs.

We end our discussion of graph algorithms with the following observation, as Spouge states
[Spo91, p. 3],

algorithms exploiting the lattice structure of an alignment graph are usually faster,
and further [Spo89, p. 4]:

This suggests a radical approach to A* search complexities: dispense with the lists [of open
states] if there is a natural order for vertex expansion.

In A*PA2 [GK24] (Chapter 4), we follow this advice and replace the plain A* search in A*PA with
a much more efficient approach based on computational volumes that merges DP and A*.
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Figure 2.5 Schematic overview of global pairwise alignment methods. The shaded areas indicate states
computed by each method, and darker shades indicate states that are computed multiple times. In practice,
diagonal transition only computes a very sparse set of states, as indicated by lines rather than an area.

Figure 2.6 A detailed example of each method shown in Figure 2.5. Shaded areas indicate computed
values, and darker shades states are computed more than once. The yellow path indicates the optimal
alignment. For diagonal transition (DT), the wavefronts are indicates by black lines, and this grey lines
indicate a best path to each state. The top right (j) shows contours for the longest common subsequence.
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20 2. A History of Pairwise Alignment

2.8 Computational Volumes and Band Doubling

So far, Dijkstra’s algorithm is the only method we’ve seen that is faster than Θ(nm). But as
remarked by Spouge, unfortunately it tends to be slow. To our knowledge, Wilbur and Lipman
[WL83, WL84] are the first to give a sub-quadratic algorithm, by only considering states near
diagonals with many k-mer matches, not unlike the approach taken by modern seed-and-extend
algorithms. However, this method is not exact, i.e., it could return a suboptimal alignment.
Nevertheless, they raise the question whether the alignments found by their method are closer to
biological truth than the true minimal cost alignments found by exact algorithms.

Reordering the matrix computation. The main reason the methods so far are quadratic is that
they compute the entire n ×m matrix. But, especially when the two sequences are similar, the
optimal alignment is likely to be close to the main diagonal. Thus, Fickett [Fic84] proposes to
compute the entries of the DP matrix in a new order: Instead of column by column, we can first
compute all entries at distance up to some threshold t, and if this does not yet result in a path to
the end (⟨n, m⟩), we can expand this computed area to a larger area with distance up to t′ > t, and
so on, until we try a t ≥ s. In fact, when t is increased by 1 at a time this is equivalent to Dijkstra’s
algorithm (Figure 2.5b, Figure 2.6b).

Vertices at distance ≤ t can never be more than t diagonals away from the main diagonal, and
hence, computing them can be done in O(nt) time. This can be much faster than O(nm) when s

and t are both small, and works especially well when t is not too much larger than s. For example,
t can be set as a known upper bound for the data being aligned, or as the length of some known
suboptimal alignment.

Gap heuristic. In parallel, Ukkonen introduced a very similar idea [Ukk85a], statically bounding
the computation to only those states that can be contained in a path of length at most t from the
start to the end of the graph. In particular, it uses the gap heuristic, so that the minimal cost of
an alignment containing ⟨i, j⟩ is

f(⟨i, j⟩) ∶= cgap(⟨0, 0⟩, ⟨i, j⟩) + cgap(⟨i, j⟩, ⟨n, m⟩) = ∣i − j∣ + ∣(n − i) − (m − j)∣.

Ukkonen’s algorithm then only considers those states for which f(⟨i, j⟩) ≤ t (Figure 2.5h, Figure 2.6h).
Thus, instead that the actual distance to a state is at most t (g∗(⟨i, j⟩) ≤ t), it requires that the
best possible cost of a path containing ⟨i, j⟩ is sufficiently low.

Band doubling. Ukkonen also introduces band doubling [Ukk85a]. The method of Fickett computes
all states with distance up to some threshold t. The idea of band doubling is that if it turns out
that t = t0 < s, then it can be doubled to t1 = 2t0, t2 = 4t0, and so on, until a tk = 2k ≥ s is found. As
we already saw, testing t takes O(nt) time. Now suppose we test t0 = 1, t1 = 2, . . ., tk−1 = 2k−1 < s,
up to tk = 2k ≥ s. Then the total cost of this is

t0n + t1n + ⋅ ⋅ ⋅ + tkn = 1 ⋅ n + 2 ⋅ n + ⋅ ⋅ ⋅ + 2k ⋅ n < 2k+1 ⋅ n = 4 ⋅ 2k−1 ⋅ n < 4sn.

Thus, band doubling finds an optimal alignment in O(ns) time. Note that computed values are not
reused between iterations, so that each state is computed twice on average.

Two tools implementing this band doubling are Edlib and KSW2.
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Computational volumes. Spouge unifies the methods of Fickett and Ukkonen in computational
volumes [Spo89, Spo91], which are subgraphs of the full edit graph that are guaranteed to contain
all shortest paths. Thus, to find an alignment, it is sufficient to only consider the states in such a
computational volume. Given a bound t ≥ s, some examples of computational volumes are:
1. {u}, the entire (n + 1) × (m + 1) graph [NW70] (Figure 2.5a, Figure 2.6a).
2. {u ∶ g∗(u) ≤ t}, the states at distance ≤ t, introduced by Fickett [Fic84] and similar to Dijkstra’s

algorithm [Dij59] (Figure 2.5b, Figure 2.6b).
3. {u ∶ cgap(vs, u) + cgap(u, vt) ≤ t} the static set of states possibly on a path of cost ≤ t [Ukk85a]

(Figure 2.5h, Figure 2.6h).
4. {u ∶ g∗(u) + cgap(u, vt) ≤ t}, as used by Edlib [ŠŠ17, Spo91, PP09] (Figure 2.5i, Figure 2.6i).
5. {u ∶ g∗(u) + h(u) ≤ t}, for any admissible heuristic h, which we will use in A*PA2 and is similar

to A*.

2.9 Diagonal Transition

Around 1985, the diagonal transition (Figure 2.5c, Figure 2.6c) algorithm was independently
discovered by Ukkonen [Ukk83, Ukk85a] (for edit distance) and Myers [Mye86] (for LCS). It
hinges on the observation that along diagonals of the edit graph (or DP matrix), the value of
g∗(⟨i, j⟩) =D(i, j) never decreases [Ukk85a, Lemma 3], as can be seen in Figure 2.1.

We already observed before that when the edit distance is s, only the s diagonals above and
below the main diagonal are needed, and on these diagonals, we only are interested in the values
up to s. Thus, on each diagonal, there are at most s transition from a distance g ≤ s to distance
g + 1. We call the farthest state along a diagonal with a given distance a farthest reaching state.
Specifically, given a diagonal −s ≤ k ≤ s, we consider the farthest u = ⟨i, j⟩ on this diagonal (i.e.,
with i − j = k) at distance g (g∗(u) ≤ g). Then we write Fgk ∶= i + j to indicate the antidiagonal of
this farthest reaching state. (Note that more commonly [Ukk85a, MSMME21], just the column i is
used to indicate how far along diagonal k = i − j the farthest reaching state can be found. Using
i + j leads to more symmetric formulas.) In order to write the recursive formula on the Fgk, we
need a helper function: LCP(i, j) returns the length of the longest common prefix between A≥i

and B≥j , which indicates how far we can walk along the diagonal for free starting at u = ⟨i, j⟩. We
call this extending from u. The recursion then starts with F00 = LCP(0, 0) as the farthest state
along the main diagonal with cost 0. A wavefront is the set of farthest reaching states for a given
distance, as shown by black lines in Figure 2.6c. To compute wavefront Fg,● in terms of Fg−1,●, we
first find the farthest state at distance g on diagonal k that is adjacent to a state at distance g − 1:

Xgk ∶=max(Fg−1,k−1 + 1, Fg−1,k + 2, Fg−1,k+1 + 1).

From this state, with coordinates i(Xgk) = (Xgk + k)/2 and j(Xgk) = (Xgk − k)/2, we can possibly
walk further along the diagonal for free to obtain the farthest reaching point:

Fgk =Xgk + LCP(i(Xgk), j(Xgk)).

The edit distance between two sequences is then the smallest g such that Fg,n−m ≥ n +m.

Time complexity. The total number of farthest reaching states is O(s2), since there are 2s + 1
diagonal within distance s, and each has at most s+1 farthest reaching states. The total time spent
on LCP is at most O(ns), since on each of the 2s + 1 diagonals, the LCP calls cover at most n

characters in total. Thus, the worst case of this method is O(ns). Nevertheless, Ukkonen observes
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[Ukk85a] that in practice the total time needed for LCP can be small, and Myers proves [Mye86]
that the LCS-version of the algorithm does run in expected O(n + s2) when we assume that the
input is a random pair of sequences with distance s.

Myers also notes that the LCP can be computed in O(1) by first building (in O(n +m) time) a
suffix tree on the input strings and then using an auxiliary data structure to answer lowest-common-
ancestor queries, leading to a worst-case O(n + s2) algorithm. However, this does not perform well
in practice.

We remark here that when the divergence d = s/n is fixed at, say, 1%, s2 still grows quadratically
in n, and thus, in practice still method still becomes slow when the inputs become too long.

Space complexity. A naive implementation of the method requires O(s2) memory to store all
values of Fgk (on top of the O(n +m) input sequences). If only the distance is needed, only the
last front has to be stored and O(s) additional memory suffices. To reduce the O(s2) memory,
Hirschberg’s divide-and-conquer technique can also be applied here [Mye86]: we can run two
instances of the search in parallel, from the start and end of the alignment graph, until they meet.
Then, this meeting point must be on the optimal alignment, and we can recurse into the two
sub-problems. These now have distance s/2, so that overall, the cost is

2 ⋅ (s/2)2 + 4 ⋅ (s/4)2 + 8 ⋅ (s/8)2 ⋅ ⋅ ⋅ = s2/2 + s2/4 + s2/8 + ⋅ ⋅ ⋅ < s2.

Applications. Wu et al. [WMMM90] and Papamichail and Papamichail [PP09] apply diagonal
transition to align sequences of different lengths, by incorporating the gap-heuristic (Figure 2.5g,
Figure 2.6g). Diagonal transition has also been extended to linear and affine costs in the wavefront
alignment algorithm (WFA) [MSMME21] in a way similar to [Got82], by introducing multiple layers
to the graph. Similar to Myers [Mye86], BiWFA [MSEG+23] applies Hirscherg’s divide-and-conquer
approach [Hir75] to obtain O(s) memory usage (on top of the O(n +m) input).

2.10 Parallelism

So far we have mostly focused on the theoretical time complexity of methods. However, since the
introduction of O(n + s2) diagonal transition around 1985, no further significant breakthroughs
in theoretical complexity have been found. Thus, since then, the focus has shifted away from
reducing the number of computed states and towards computing states faster through more efficient
implementations and more modern hardware. Most of the developments in this area were first
developed for either semi-global or local alignment, but they just as much apply to global alignment.

As Spouge notes [Spo89] in the context of computational volumes:
The order of computation (row major, column major or antidiagonal) is just a minor detail
in most algorithms.

But this decision exactly at the core of most efficient implementations.

SWAR. The first technique in this direction is microparallelism [ACG95], nowadays also called
SWAR (SIMD within a register), where each (64-bit) computer word is divided into multiple (e.g.
16-bit) parts, and word-size instructions modify all (4) parts in parallel. This can then applied
with inter-sequence parallelism to search a given query in multiple reference sequences in parallel
[ACG95, BYG92, WM92, HFN05, Rog11].
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Anti-diagonals. Hughey [Hug96] notes that values along anti-diagonals of the DP matrix are not
dependent on each other, and thus can be computed in parallel. Wozniak [Woz97] applied SIMD
(single instruction, multiple data) instructions for this purpose, which are special CPU instructions
that operate on multiple (currently up to 512 bits, for AVX-512) computer words at a time.

Vertical packing. Rognes and Seeberg [RS00, p. 702] also use microparallelism, but use vertical
instead of anti-diagonal vectors:

The advantage of this approach is the much-simplified and faster loading of the vector of
substitution scores from memory. The disadvantage is that data dependencies within the
vector must be handled.

Indeed, when using vertical vectors a sequence profile (see below) can be used to quickly determine
the (mis)match score of each of the character in the vector. However, the DP cells now depend on
each other, and it may be necessarily to (slowly) iterate through the values in the vector to handle
insertions corresponding to vertical edges in the edit graph.

Striped SIMD. To work around the dependencies between adjacent states in each vector, Farrar
[Far06] introduces an alternative striped SIMD scheme where lanes are interleaved with each other.
Thus, the query is split into, say, 8 segments that are aligned in parallel (each in one lane of the
SIMD vector). In this case, there are still dependencies between adjacent segments, and these are
resolved using a separate while loop, for as long as needed. This is used by for example BSAlign
[SR24].

Bitpacking. An observation that we have not used so far is that for unit cost edit distance
specifically, it can be shown that the difference between distances to adjacent states is always in
{−1, 0,+1}. Myers [Mye99] uses this fact to encode w = 64 adjacent differences into two $w$-bit
words: one word in which bit j indicates that the j’th difference is +1, and one word in which
bit j indicates that the j’th difference is −1. If we additionally know the difference along the top
edge, Myers’ method can efficiently compute the output differences of a 1 ×w rectangle in only 20
instructions.

We call each consecutive non-overlapping chunk of 64 rows a lane, so that there are ⌈m/64⌉ lanes,
where the last lane may be padded. As presented originally, for text searching, this method only
uses 17 instructions, but some additional instructions are needed to carry the horizontal difference
to the next lane when m > w.

Currently, Edlib [ŠŠ17] is the most popular tool that implements bitpacking, alongside band
doubling and divide-and-conquer, so that it has a complexity of O(ns/w).

The supplement of BitPAl [LHB14, BHL13] introduces an alternative scheme for edit distance
based on a different encoding of the {−1, 0,+1} values, that also ends up using 20 instructions. We
show implementations of both Myers’ and BitPAl’s method in Figure 2.7.

Profile. The DP recurrence relation depends on the sequences A and B via δ(ai, bj), which is 1
when ai ≠ bj . When using a vertorized method, we would like to query this information efficiently
for multiple pairs (i, j) at once. When using vertical vectors, this can be done efficiently using a
profile [RS00]. For Myers’ bitpacking, this looks as follows. For each character c in the alphabet,
the bitvector Eq[c] stores for each character bj of B whether it equals c as a single bit. Then, when
the lane for rows j = 0 to j = 64 is processed in column i, we can simply read the indicator word
corresponding to these lanes from the bitvector for c = ai (Eq[ai]) and directly use it in the bitwise
algorithm.
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1 pub fn compute_block_simd_myers(
2 // 0 or 1. Indicates -1 difference on top.
3 hp0: &mut Simd<u64, 4>,
4 // 0 or 1. Indicates -1 difference on top.
5 hm0: &mut Simd<u64, 4>,
6 // 64-bit indicator of +1 differences on left.
7 vp: &mut Simd<u64, 4>,
8 // 64-bit indicator of -1 differences on left.
9 vm: &mut Simd<u64, 4>,

10 // 64-bit indicator of chars equal to top char.
11 eq: Simd<u64, 4>,
12 ) {
13 let vx = eq | *vm;
14 let eq = eq | *hm0;
15 // The addition carries information between rows.
16 let hx = (((eq & *vp) + *vp) ^ *vp) | eq;
17 let hp = *vm | !(hx | *vp);
18 let hm = *vp & hx;
19 // Extract the high bit as bottom difference.
20 let right_shift = Simd::<u64, 4>::splat(63);
21 let hpw = hp >> right_shift;
22 let hmw = hm >> right_shift;
23 // Insert the top horizontal difference.
24 let left_shift = Simd::<u64, 4>::splat(1);
25 let hp = (hp << left_shift) | *hp0;
26 let hm = (hm << left_shift) | *hm0;
27 // Update the input-output parameters.
28 *hp0 = hpw;
29 *hm0 = hmw;
30 *vp = hm | !(vx | hp);
31 *vm = hp & vx;
32 }

(a) Myers’ bitpacking

pub fn compute_block_simd_bitpal(
// 0 or 1. Indicates 0 difference on top.
hz0: &mut Simd<u64, 4>,
// 0 or 1. Indicates -1 difference on top.
hp0: &mut Simd<u64, 4>,
// 64-bit indicator of -1 differences on left.
vm: &mut Simd<u64, 4>,
// 64-bit indicator of -1 and 0 differences on left.
vmz: &mut Simd<u64, 4>,
// 64-bit indicator of chars equal to top char.
eq: Simd<u64, 4>,

) {
let eq = eq | *vm;
let ris = !eq;
let notmi = ris | *vmz;
let carry = *hp0 | *hz0;
// The addition carries info between rows.
let masksum = (notmi + *vmz + carry) & ris;
let hz = masksum ^ notmi ^ *vm;
let hp = *vm | (masksum & *vmz);
// Extract the high bit as bottom difference.
let right_shift = Simd::<u64, 4>::splat(63);
let hzw = hz >> right_shift;
let hpw = hp >> right_shift;
// Insert the top horizontal difference.
let left_shift = Simd::<u64, 4>::splat(1);
let hz = (hz << left_shift) | *hz0;
let hp = (hp << left_shift) | *hp0;
// Update the input-output parameters.
*hz0 = hzw;
*hp0 = hpw;
*vm = eq & hp;
*vmz = hp | (eq & hz);

}

(b) Bitpal’s bitpacking

Figure 2.7 Bitpacking Rust code for SIMD version of Myers’ and Bitpal’s bitpacking algorithms that
both take 20 instructions.

For SIMD and SWAR methods that use packed integer values (rather than single bits), the
same can be done, where we can simply write the values of all δ(ai, bj).

Difference recurrence relations. For more general cost models, such as affine costs, direct
bitpacking does not work, since differences between adjacent states can be larger than 1. Still, it is
beneficial to consider differences between adjacent states rather than absolute distances: these are
typically smaller, so that they require fewer bits to store and more of them can be processed in
parallel [SK18]. Suzuki and Kasahara introduce this technique for affine-cost alignment, and this
has subsequently been used by KSW2 and BSAlign [SR24].

Blocks. A separate improvement is made by Block aligner [LS23], an approximate aligner that
can also handle position-specific scoring matrices. Its main novelty is to divide the computation
into large blocks. This results in highly predictable code, and benefits the execution speed, even
though some more (redundant) states may be computed.

2.11 LCS and Contours

So far, all pairwise alignment methods we looked at are based on the alignment graph. The longest
common subsequence problem also admits different solutions. See e.g. [BHR] for a survey.
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Sparse dynamic programming. Instead of finding a minimal-cost path through a graph, we can
search for the longest chain of matches [Hir75, Hir77, HS77]. Suppose there are r matches in total,
where each match is a pair (i, j) such that ai = bj . We can then process these matches from left to
right (by increasing i and j), and for each of them determine the longest chain of matches ending in
them (Figure 2.6j). By extension, we determine for each state ⟨i, j⟩ the length S(⟨i, j⟩) of the LCS
of A<i and B<j . Such methods that only consider a subset of vertices of the graph or DP-matrix
are using sparse dynamic programming, and are reviewed and extended in [EGGI92a, EGGI92b].

Note that S can never decrease as we move right or down the matrix, and this allows to efficiently
store the values of a column via a list of thresholds of rows where the LCS jumps from g to g + 1.
Then, the value of a cell can be found using binary search, so that the overall algorithm runs in
O((r + n) lg n). While this is slow in general, when there are only few (r ≈ n) matches, as may
be the case when comparing lines of code, this algorithm is much faster than previous quadratic
methods.

Contours. The regions of equal S create a set of contours (Figure 2.6j), where contour ℓ is the
boundary between the regions with S(u) ≥ ℓ and S(u) < ℓ. Each contour is determined by a set of
dominant matches ai = bj for which S(i + 1, j + 1) is larger than both S(i, j + 1) and S(i + 1, j).

LCSk. We also mention here the LCSk variant, where the task is to maximize the number of
length-k matches between the two input strings. This was first introduced around 1982 by Wilbur
and Lipman [WL83, WL84], and rediscovered in 2014 [BLS13, PŽŠ14, PKM+17, DG14]. When
choosing k sufficiently larger than logσ n, this has the benefit that the number of $k$-mer matches
between the two strings is typically much smaller than n2, so that the O((r + n) lg n) runtime
becomes feasible. The drawback, however, is that this not provide an exact solution to the original
LCS problem.

Chaining k-mers. A solution to the LCSk problem consist of a sequence of matching $k$-mers.
Together, these form a chain, which is formally defined as a sequence of vertices u1, . . ., un in a
partially ordered set (whose transitive close is a directed acyclic graph), such that u1 ≤ u2 ≤ ⋅ ⋅ ⋅ ≤ un.
Then, LCSk is equivalent to finding the longest chain in the poset of k-mer matches. In this
formulation, a score (the length) is maximized. Myers and Miller [MM95] instead consider a version
where the cost of a chain is minimized, by using the gap cost over the gap between consecutive
k-mer matches in the chain.

2.12 Some Tools

There are many aligners that implement O(nm) (semi)-global alignment using numerous of the
aforementioned implementation techniques, such as SeqAn [DWRR08], Parasail [Dai16], SWIPE
[Rog11], Opal [Šoš15], libssa [Fri15], SWPS3 [SLKD08], and SSW library [ZLGM13].

Dedicated global alignment implementations implementing band-doubling are much rarer, and
we list some recent ones here. For more, we refer to the survey of Alser et al. [ARD+21].

KSW2 [Li16] implements banded alignment using the difference recurrence [SK18] with SIMD,
and supports (double) affine costs.

Edlib [ŠŠ17] implements band doubling [Ukk85a] using the g∗(u) + cgap(u, vt) ≤ t computational
volume, similar to A* with the gap-heuristic. It uses Myers’ bitpacking [Mye99]. For traceback, it
uses Hirschberg’s divide-and-conquer approach [Hir75]: once the distance is found, the alignment
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Differences at block edge

In

In

Out

Out

DP Table

Figure 2.8 In the four Russians method, the n ×m grid is divided into blocks of size r × r. For each
block, differences between DP table cells along the top row R and left column S are the input, together
with the corresponding substrings of A and B. The output are the differences along the bottom row R′ and
right column S′. For each possible input of a block, the corresponding output is precomputed, so that the
DP table can be filled by using lookups only. Red shaded states are not visited.

is started over from both sides towards the middle column, where a state on the shortest path is
determined. This is recursively applied to the left and right halves until the sequences are short
enough that quadratic memory can be used.

WFA [MSMME21] builds on the O(n + s2) diagonal transition method [Ukk85a, Mye86], and
extends it to affine costs using a method similar to [Got82].

BiWFA [MSEG+23] is a later version that applies divide-and-conquer [Hir75] to reduce to linear
memory usage.

2.13 Subquadratic Methods and Lower Bounds

We end this chapter with a discussion of some more theoretical methods that have a worst case
that is slightly better than quadratic.

Lower bounds. Backurs and Indyk [BI18] have shown that unit cost edit distance can not be
solved in time O(n2−δ) for any δ > 0, on the condition that the Strong Exponential Time Hypothesis
(SETH) is true. Soon after, it was also shown that SETH implies that LCS also can not be solved
in time O(n2−δ) for any δ > 0 [ABW15].

Four Russians method. The so called four Russians method was introduced by [ADKF70]. It is a
general method to speed up DP algorithms from n2 to n2/ log n, provided that entries are integers
and all dependencies are ’local’.

This idea was applied to pairwise alignment by Masek [MP80], resulting in the first subquadratic
worst-case algorithm for edit distance. It works by partitioning the n ×m matrix in blocks of size
r × r, for some r = logk n, as shown in Figure 2.8. Consider the differences Ri and Si between
adjacent DP cells along the top row (Ri) and left column (Si) of the block. The core observation is
that the differences R′i and S′i along the bottom row and right column of the block only depend on
Ri, Si, and the substrings ai⋯ai+r and bj⋯bj+r. This means that for some value of k depending on
the alphabet size σ, r = logk n is small enough so that we can precompute the values of R′ and S′
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for all possibilities of (R, S, ai⋯ai+r, bj⋯bj+r) in O(n2/r2) time. In practice, r needs to be quite
small.

Using these precomputed values, the DP can be sped up by doing a single O(1) lookup for each
of the O(n2/r2) blocks, for a total runtime of O(n2/ log2 n). The runtime was originally reported
as O(n2/ log n), but subsequent papers realized that the r differences along each block boundary fit
in a single machine word, so that lookups are indeed O(1) instead of O(r). While this is the only
known subquadratic worst-case algorithm, it does not break the O(n2−δ) lower bound, since log2 n

grows subpolynomial.
Masek’s method requires a constant size alphabet. A first extension to general alphabets increased

the time to O(n2(log log n)2/ log2(n)) [BFC08], and this was later improved to O(n2 log log n/ log2(n))
[Gra16]. An algorithm with similar complexity also works for LCS.

Applications. Wu et al. provide an implementation of this method for approximate string matching
[WMM96]. They suggest a block size of 1 × r, for r = 5 or r = 6, and provide efficient ways of
transitioning from one block to the next.

Nowadays, the bit-parallel technique of Myers [Mye99] has replaced four Russians, since it can
compute up to 64 cells in a single step, while not having to wait for (comparatively) slow lookups
of the precomputed data.

2.14 Summary

We summarize most of the papers discussed in this section in chronological order in Table 2.1. Not
mentioned in the table are the review papers by Smith et al. [SWF81], Kruskal [Kru83], Spouge
[Spo91], and Navarro [Nav01], and also Bergroth et al.’s survey on LCS algorithms [BHR]. A more
recent review on read-aligners was done by Alser et al. [ARD+21].
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3 A*PA: Exact Global Alignment using A*
with Chaining Seed Heuristic and Match
Pruning

Summary
In this chapter, we introduce A* Pairwise Aligner, A*PA. As the name suggests, this aligner uses the

A* shortest path algorithm to compute the edit distance and alignment between two sequences.
In particular, this method works by finding a shortest path through the edit graph. To do this efficiently,

it uses a heuristic that can quickly give a lower bound estimate on the edit distance between (suffixes of)
the input sequences.

As a starting point, we take the seed heuristic [IBV22], that was developed for sequence-to-graph
alignment. In short, it splits one of the sequences into short k-mers. Then, every k-mer that does not occur
in the other sequence implies the presence of at least one edit, and the edit distance is at least the number
of such k-mers absent in the other sequence.

We improve this heuristic in various ways. First, we require that the matches of these k-mers form a
chain, similar to methods for longest common subsequence (LCS) [Hir75, Hir77, HS77] and LCSk methods
[BLS13, PKM+17]. Then, we add a /gap cost/ on the chaining of matches that are not on the same
diagonal, like [MM95]. We extend the heuristic to inexact matches, so that the lack of a match of a k-mer
implies the existence of at least two edits. We also extend the A* to be based on the diagonal transition
method [Ukk85a, Mye86], rather than on the edit graph directly, so that only farthest reaching states are
visited.

We further introduce the novel match pruning, which dynamically improves the A* heuristic as the
search progresses, and causes the method to have near-linear runtime when the error rate is low.

On random sequences of divergence d=4% and length n, the empirical runtime of A*PA scales near-
linearly with length up to n = 107 bp. At n = 107 bp, A*PA is over 500× faster than competing aligners
Edlib and BiWFA. On long (n>500 kbp) reads of a human sample it efficiently aligns sequences with
divergence d<10%, leading to 3× median speedup compared to Edlib and BiWFA.

Attribution
This chapter is based on the A*PA paper, “Exact global alignment using A* with chaining seed heuristic
and match pruning” [GKI24], which has joint first-authorship with Pesho Ivanov. Large parts of this
chapter are copied verbatim or with minor changes from that publication.

A*PA was developed in close collaboration with Pesho Ivanov. Specifically, the seed heuristic is a direct
application of his earlier work on A*ix [IBM+20, IBV22]. Pesho Ivanov’s contributions predominantly
include the extension of the heuristic to the more general seed heuristic with chaining, gaps, and inexact
matches. My own contributions predominantly include match pruning, the efficient implementation of the
heuristics using contours, and the proofs and experiments.
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(a)
Band-doubling

(Edlib)

(b)
Dijkstra

(c)
DT

(WFA)

(d)
DT+D&C
(BiWFA)

(e)
This work

(A*PA)

Figure 3.1 Computed states per algorithm. Various optimal alignment algorithms and their
implementation are demonstrated on synthetic data (length n=500 bp, divergence d=16%). The colour
indicates the order of computation from blue to red. (a) Band-doubling (Edlib), (b) Dijkstra, (c) Diagonal
transition/DT (WFA), (d) DT with divide-and-conquer/D&C (BiWFA), (e) A*PA with gap-chaining seed
heuristic (GCSH), match pruning, and DT (seed length k=5 and exact matches).

3.1 Overview

We start this chapter with an intuitive overview of A*PA (Section 3.1). In Section 3.2, we briefly
re-introduce important concepts, alongside formal notation that will be needed. In the following
sections we formally introduce the heuristic (Section 3.3), pruning (Section 3.4), and a method to
efficiently evaluate the heuristic (Section 3.6). We end with a comparison against other methods
(Section 3.7). Proofs of the main theorems can be found in (Section 3.A).

To align two sequences A and B globally with minimal cost, we use the A* shortest path
algorithm from the start to the end of the alignment graph, as first suggested by Hadlock [Had88].
A core part of the A* algorithm is the heuristic function h(u) that provides a lower bound on the
remaining distance from the current vertex u. A good heuristic efficiently computes an accurate
estimate h, so suboptimal paths get penalized more and A* prioritizes vertices on a shortest path,
thus reaching the target quicker. In this paper, we extend the seed heuristic of A*ix [IBV22] in
several ways to increase its accuracy for long and erroneous sequences.

Seed heuristic (SH). To define the seed heuristic hs, we split A into short, non-overlapping
substrings (seeds) of fixed length k (Figure 3.2a). Since the whole sequence A has to be aligned,
each of the seeds also has to be aligned somewhere in B. If a seed does not match anywhere in B

without mistakes, then at least 1 edit has to be made to align it. Thus, the seed heuristic hs is
the number of remaining seeds (contained in A≥i) that do not match anywhere in B. The seed
heuristic is a lower bound on the distance between the remaining suffixes A≥i and B≥j . In order to
compute hs efficiently, we precompute all matches in B for all seeds from A. Where A*ix [IBV22]
uses crumbs to mark upcoming matches in the graph, we do not need them due to the simpler
structure of sequence-to-sequence alignment.

Chaining (CSH). One drawback of the SH is that it may use matches that do not lie together on
a path from u to the end, as for example the matches for s1 and s3 in Figure 3.2a. In the chaining
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(a) Seed heuristic (b) Chaining seed heuristic (c) Gap-chaining seed
heuristic

(d) CSH + match pruning

Figure 3.2 Demonstration of seed heuristic, chaining seed heuristic, gap-chaining seed
heuristic, and match pruning. Sequence A on top is split into 5 seeds (horizontal black segments ).
Each seed is exactly matched in B (diagonal black segments ). The heuristic is evaluated at state u (blue
circles ), based on the 4 remaining seeds. The heuristic value is based on a maximal chain of matches
(green columns for seeds with matches; red columns otherwise). Dashed lines denote chaining of matches.
(a) The seed heuristic hs(u)=1 is the number of remaining seeds that do not have matches (only s2). (b)
The chaining seed heuristic hcs(u)=2 is the number of remaining seeds without a match (s2 and s3) on a
path going only down and to the right containing a maximal number of matches. (c) The gap-chaining seed
heuristic hgcs(u)=4 is minimal cost of a chain, where the cost of joining two matches is the maximum of the
number of not matched seeds and the gap cost between them. Red dashed lines denote gap costs. (d) Once
the start or end of a match is expanded (green circles ), the match is pruned (red cross ), and future
computations of the heuristic ignore it. s1 is removed from the maximum chain of matches starting at u so
ĥcs(u) increases by 1.

seed heuristic hcs (Section 3.3), we enforce that the matches occur in the same order in B as their
corresponding seeds occur in A, i.e., the matches form a chain going down and right (Figure 3.2b).
Now, the number of upcoming errors is at least the minimal number of remaining seeds that cannot
be aligned on a single chain to the target. When there are many spurious matches (i.e. outside the
optimal alignment), chaining improves the accuracy of the heuristic, thus reducing the number of
states expanded by A*. To compute CSH efficiently, we subtract the maximal number of matches
in a chain starting in the current state from the number of remaining seeds.

Gap costs (GCSH). The CSH penalizes the chaining of two matches by the seed cost, the number
of skipped seeds in between them. This chaining may skip a different number of letters in A and
B, in which case the absolute difference between these lengths (gap cost) is a lower bound on the
length of a path between the two matches. The gap-chaining seed heuristic hgcs (Figure 3.2c) takes
the maximum of the gap cost and the seed cost, which significantly improves the accuracy of the
heuristic for sequences with long indels.

Inexact matches. To further improve the accuracy of the heuristic for divergent sequences, we use
inexact matches [WM92, MSSGR12]. For each seed in A, our algorithm now finds all its inexact
matches in B with cost at most 1. The lack of a match of a seed then implies that at least r=2
edits are needed to align it. This doubles the potential of our heuristic to penalize errors.

Match pruning. In order to further improve the accuracy of our heuristic, we apply the multiple-
path pruning observation [PM17]: once a shortest path to a vertex u has been found, no other
path to u can be shorter. Since we search for a single shortest path, we want to incrementally
update our heuristic (similar to Real-Time Adaptive A* [KL06]) to penalize further paths to u. We
prove that once A* expands a state u which is at the start or end of a match, indeed it has found

A*PA
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a shortest path to u. Then we can ignore (prune) such a match, thus penalizing other paths to
u (Figure 3.2d, Section 3.4). Pruning increases the heuristic in states preceding the match, thereby
penalizing states preceding the “tip” of the A* search. This reduces the number of expanded states,
and leads to near-linear scaling with sequence length (Figure 3.1e).

Diagonal transition (DT). The diagonal transition algorithm only visits so called farthest reaching
states [Ukk85a, Mye86] along each diagonal and lies at the core of WFA [MSMME21] (Figure 3.1c).
We introduce the diagonal transition optimization to the A* algorithm that skips states known to
be not farthest reaching. This is independent of the A* heuristic and makes the exploration more
“hollow”, especially speeding up the quadratic behavior of A* in complex regions.

We present an algorithm to efficiently initialize and evaluate these heuristics and optimiza-
tions (Sections 3.5 and 3.6), prove the correctness of our methods (Section 3.A), and evaluate and
compare their performance to other optimal aligners (Section 3.7).

3.2 Preliminaries

This section provides definitions and notation that are used throughout this chapter. A summary
of notation is shown in Table 3.1.

Sequences. The input sequences A = a0a1 . . . ai . . . an−1 and B = b0b1 . . . bj . . . bm−1 are over an
alphabet Σ with 4 letters. We refer to substrings ai . . . ai′−1 as Ai...i′ , to prefixes a0 . . . ai−1 as A<i,
and to suffixes ai . . . an−1 as A≥i. The edit distance ed(A, B) is the minimum number of insertions,
deletions, and substitutions of single letters needed to convert A into B. The divergence is the
observed number of errors per letter, d ∶= ed(A, B)/n, whereas the error rate e is the number of
errors per letter applied to a sequence.

Alignment graph. Let state ⟨i, j⟩ denote the subtask of aligning the prefix A<i to the prefix B<j .
The alignment graph (also called edit graph) G(V, E) is a weighted directed graph with ver-
tices V = {⟨i, j⟩ ∣ 0 ≤ i ≤ n, 0 ≤ j ≤m} corresponding to all states, and edges connecting subtasks:
edge ⟨i, j⟩ → ⟨i+1, j+1⟩ has cost 0 if ai = bj (match) and 1 otherwise (substitution), and edges
⟨i, j⟩ → ⟨i+1, j⟩ (deletion) and ⟨i, j⟩ → ⟨i, j+1⟩ (insertion) have cost 1. We denote the starting state
⟨0, 0⟩ by vs, the target state ⟨n, m⟩ by vt, and the distance between states u and v by d(u, v). For
brevity we write f⟨i, j⟩ instead of f(⟨i, j⟩).

Paths and alignments. A path π from ⟨i, j⟩ to ⟨i′, j′⟩ in the alignment graph G corresponds to
a (pairwise) alignment of the substrings Ai...i′ and Bj...j′ with cost cpath(π). A shortest path π∗

from vs to vt corresponds to an optimal alignment, thus cpath(π∗) = d(vs, vt) = ed(A, B). We write
g∗(u) ∶= d(vs, u) for the distance from the start to u and h∗(u) ∶= d(u, vt) for the distance from u

to the target.

Seeds and matches. We split the sequence A into a set of consecutive non-overlapping sub-
strings (seeds) S = {s0, s1, s2, . . . , s⌊n/k⌋−1}, such that each seed sl=Alk...lk+k has length k. Af-
ter aligning the first i letters of A, our heuristics will only depend on the remaining seeds
S≥i ∶= {sl ∈ S ∣ lk ≥ i} contained in the suffix A≥i. We denote the set of seeds between u=⟨i, j⟩
and v=⟨i′, j′⟩ by Su...v = Si...i′ = {sl ∈ S ∣ i ≤ lk, lk + k ≤ i′} and an alignment of s to a subsequence
of B by πs. The alignments of seed s with sufficiently low cost (Section 3.3) form the set Ms of
matches.
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Dijkstra and A*. Dijkstra’s algorithm [Dij59] finds a shortest path from vs to vt by expanding
(generating all successors) vertices in order of increasing distance g∗(u) from the start. Each
vertex to be expanded is chosen from a set of open vertices. The A* algorithm [HNR68, HNR72,
Pea84], instead directs the search towards a target by expanding vertices in order of increasing
f(u) ∶= g(u) + h(u), where h(u) is a heuristic function that estimates the distance h∗(u) to the end
and g(u) is the shortest length of a path from vs to u found so far. A heuristic is admissible if it
is a lower bound on the remaining distance, h(u) ≤ h∗(u), which guarantees that A* has found a
shortest path as soon as it expands vt. Heuristic h1 dominates (is more accurate than) another
heuristic h2 when h1(u) ≥ h2(u) for all vertices u. A dominant heuristic will usually, but not
always [Hol10], expand less vertices. Note that Dijkstra’s algorithm is equivalent to A* using a
heuristic that is always 0, and that both algorithms require non-negative edge costs. Our variant of
the A* algorithm is provided in Algorithm 1.

Chains. A state u = ⟨i, j⟩ ∈ V precedes a state v = ⟨i′, j′⟩ ∈ V , denoted u ⪯ v, when i ≤ i′ and j ≤ j′.
Similarly, a match m precedes a match m′, denoted m ⪯m′, when the end of m precedes the start of
m′. This makes the set of matches a partially ordered set. A state u precedes a match m, denoted
u ⪯m, when it precedes the start of the match. A chain of matches is a (possibly empty) sequence
of matches m1 ⪯ ⋅ ⋅ ⋅ ⪯ml.

Gap cost. The number of indels to align substrings Ai...i′ and Bj...j′ is at least their difference
in length: cgap(⟨i, j⟩, ⟨i′, j′⟩) ∶= ∣(i′−i)−(j′−j)∣. For u ⪯ v ⪯ w, the gap cost satisfies the triangle
inequality cgap(u, w) ≤ cgap(u, v) + cgap(v, w).

Contours. To efficiently calculate maximal chains of matches, contours are used. Given a set of
matches M, S(u) is the number of matches in the longest chain u ⪯m1 ⪯ . . . , starting at u. The
function S⟨i, j⟩ is non-increasing in both i and j. Contours are the boundaries between regions of
states with S(u) = ℓ and S(u) < ℓ (Figure 3.3). Note that contour ℓ is completely determined by
the set of matches m ∈ M for which S(start(m)) = ℓ [Hir77]. Hunt and Szymanski [HS77] give an
algorithm to efficiently compute S whenM is the set of single-letter matches between A and B, and
Deorowicz and Grabowski [DG14] give an algorithm when M is the set of exact k-mer matches.

3.3 General chaining seed heuristic

We introduce three heuristics for A* that estimate the edit distance between a pair of suffixes. Each
heuristic is an instance of a general chaining seed heuristic. After splitting the first sequence into
seeds S, and finding all matches M in the second sequence, any shortest path to the target can
be partitioned into a chain of matches and connections between the matches. Thus, the cost of a
path is the sum of match costs cm and chaining costs γ. Our simplest seed heuristic ignores the
position in B where seeds match and counts the number of seeds that were not matched (γ=cseed).
To efficiently handle more errors, we allow seeds to be matched inexactly, require the matches in
a path to be ordered (CSH), and include the gap-cost in the chaining cost γ=max(cgap, cseed) to
penalize indels between matches (GCSH).

Inexact matches. We generalize the notion of exact matches to inexact matches. We fix a threshold
cost r (0<r≤k) called the seed potential and define the set of matches Ms as all alignments m of
seed s with match cost cm(m) < r. The inequality is strict so thatMs = ∅ implies that aligning the
seed will incur cost at least r. Let M= ⋃sMs denote the set of all matches. With r=1 we allow

A*PA
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Table 3.1 Summary of definitions and notations.

Object Notation

Sequences
Alphabet Σ = {A, C, G, T}
Sequences A = a0a1 . . . ai . . . an−1 ∈ Σ∗

B = b0b1 . . . bj . . . bm−1 ∈ Σ∗
Substring Ai..i′ = ai . . . ai′−1
Prefix A<i = a0 . . . ai−1
Suffix A≥i = ai . . . an−1
Edit distance ed(A, B)
Divergence d = ed(A, B)/n
Error rate e

Alignment graph
Graph G = (V, E)
Vertices (states) u, v ∈ V = {⟨i, j⟩ ∣ 0 ≤ i ≤ n, 0 ≤ j ≤m}
Edges match/substitution ⟨i, j⟩ → ⟨i+1, j+1⟩

deletion ⟨i, j⟩ → ⟨i+1, j⟩
insertion ⟨i, j⟩ → ⟨i, j+1⟩

Distance d(u, v)
Path, shortest path π, π∗

Cost cpath(π)
Diagonal transition
Farthest-reaching state Fgk = i+j on diagonal k=i−j

A*
Start and target state vs = ⟨0, 0⟩, vt = ⟨n, m⟩
Distance from vs g∗= d(vs, ⋅)
Distance to vt h∗= d(⋅, vt)
Heuristic h

Best distance from start g

Estimated distance f = g + h

Admissible heuristic h ≤ h∗

Consistent heuristic h(u) ≤ d(u, v) + h(v)
Expanded states E

Object Notation

Seeds and matches
Seed length k

Seed potential r

Seeds s ∈ S, sl = Alk..lk+k

Seeds in suffix S≥i = {sl ∈ S ∣ lk ≥ i}
Alignment of seed πs

Matches (per seed) m ∈ M, Ms, M = ∣M∣
Terminal match mω from vt to vt

Cost of match 0 ≤ cm(m) < r

Score of match 0 < score(m) = r − cm(m) ≤ r

Score of seed score(s) =maxm∈Ms score(m)
Chains
Preceding states ⟨i, j⟩ ⪯ ⟨i′, j′⟩ when i ≤ i′ and j ≤ j′

Preceding matches m ⪯m′ when end(m) ⪯ start(m′)
u ⪯m when u ⪯ start(m)

Partial order u ⪯p v when p(u) ≤ p(v)
i-order ⟨i, j⟩ ⪯i ⟨i′, j′⟩ when i ≤ i′

⪯p-chain m1 ⪯p ⋅ ⋅ ⋅ ⪯p ml ⪯p vt

Chaining costs
Chaining cost γ(m, m′)
Gap cost cgap(⟨i, j⟩, ⟨i′, j′⟩) ∶= ∣(i′−i)−(j′−j)∣
Seed cost cseed(u, v) = r ⋅ ∣Su...v ∣
Gap-seed cost cgs =max(cgap, cseed)

Scores
Potential P ⟨i, j⟩ = r ⋅ ∣S≥i∣
Chain score Sp(m)=maxm⪯pm1⪯p⋅⋅⋅⪯pvt score(m)+ . . .

Sp(u) =maxu⪯pm⪯pvt Sp(m)
Computation hp,cseed(u) = P (u) − Sp(u)

Heuristics
SH hs(u) = P (u) − Si(u)
CSH hcs(u) = P (u) − S⪯(u)
GCSH hgcs(u) =max(cgap(u, vt), P (u) − ST (u))

T ∶ ⟨i, j⟩ ↦ (i−j−P ⟨i, j⟩, j−i−P ⟨i, j⟩)
Pruning heuristic ĥM

Layers
Layer Lℓ = {u ∣ Sp(u) ≥ ℓ}
Dominant state u ∈ Lℓ s.t. {v ∈ Lℓ ∣ u ⪯ v} = {u}

only exact matches, while with r=2 we allow both exact and inexact matches with one edit. We do
not consider higher r in this paper. For notational convenience, we define mω ∉ M to be a match
from vt to vt of cost 0.

Potential of a heuristic. We call the maximal value the heuristic can take in a state its potential
P . The potential of our heuristics in state ⟨i, j⟩ is the sum of seed potentials r over all seeds after i:
P ⟨i, j⟩ ∶= r ⋅ ∣S≥i∣.

Chaining matches. Each heuristic limits how matches can be chained based on a partial order on
states. We write u ⪯p v for the partial order implied by a function p: p(u) ⪯ p(v). A ⪯p-chain is a
sequence of matches m1 ⪯p ⋅ ⋅ ⋅ ⪯p ml that precede each other: end(mi) ⪯p start(mi+1) for 1 ≤ i < l.
To chain matches according only to their i-coordinate, SH is defined using ⪯i-chains, while CSH
and GCSH are defined using ⪯ that compares both i and j.
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Chaining cost. The chaining cost γ is a lower bound on the path cost between two consecutive
matches: from the end state u of a match, to the start v of the next match.

For SH and CSH, the seed cost is r for each seed that is not matched: cseed(u, v) ∶= r ⋅ ∣Su...v ∣.
When u ⪯i v and v is not in the interior of a seed, then cseed(u, v) = P (u) − P (v).

For GCSH, we also include the gap cost cgap(⟨i, j⟩, ⟨i′, j′⟩) ∶= ∣(i′−i)−(j′−j)∣ which is the minimal
number of indels needed to correct for the difference in length between the substrings Ai...i′ and
Bj...j′ between two consecutive matches (Section 3.2). Combining the seed cost and the chaining
cost, we obtain the gap-seed cost cgs =max(cseed, cgap), which is capable of penalizing long indels
and we use for GCSH. Note that γ=cseed+cgap would not give an admissible heuristic since indels
could be counted twice, in both cseed and cgap.

For conciseness, we also define γ, cseed, cgap, and cgs between matches γ(m, m′) ∶= γ(end(m), start(m′)),
from a state to a match γ(u, m′) ∶= γ(u, start(m′)), and from a match to a state γ(m, u) = γ(end(m), u).

General chaining seed heuristic. We now define the general chaining seed heuristic that we use
to instantiate SH, CSH and GCSH.

▶ Definition 3.1 (General chaining seed heuristic). Given a set of matches M, partial order ⪯p, and
chaining cost γ, the general chaining seed heuristic hMp,γ(u) is the minimal sum of match costs and
chaining costs over all ⪯p-chains (indexing extends to m0 ∶= u and ml+1 ∶=mω):

hMp,γ(u) ∶= min
u⪯pm1⪯p⋅⋅⋅⪯pml⪯pvt

mi∈M

∑
0≤i≤l

[γ(mi, mi+1) + cm(mi+1)].

Heuristic Order Chaining cost γ

hs(u) Seed heuristic (SH) ⪯i cseed
hcs(u) Chaining seed h. (CSH) ⪯ cseed

hgcs(u) Gap-chaining seed h. (GCSH) ⪯ max(cgap, cseed)
Table 3.2 Definitions of our heuristic functions. SH orders the matches by i and uses only the

seed cost. CSH orders the matches by both i and j. GCSH additionally exploits the gap cost.

We instantiate our heuristics according to Table 3.2. Our admissibility proofs (Section 3.A.1)
are based on cm and γ being lower bounds on disjoint parts of the remaining path. Since the more
complex hgcs dominates the other heuristics it usually expand fewer states.

▶ Theorem 1. The seed heuristic hs, the chaining seed heuristic hcs, and the gap-chaining seed
heuristic hgcs are admissible. Furthermore, hMs (u) ≤ hMcs (u) ≤ hMgcs(u) for all states u.

We are now ready to instantiate A* with our admissible heuristics but we will first improve
them and show how to compute them efficiently.

3.4 Match pruning

In order to reduce the number of states expanded by the A* algorithm, we apply the multiple-path
pruning observation: once a shortest path to a state has been found, no other path to this state
could possibly improve the global shortest path [PM17]. As soon as A* expands the start or end of
a match, we prune it, so that the heuristic in preceding states no longer benefits from the match,

A*PA



36 3. A*PA: Exact Global Alignment using A*

and they get deprioritized by A*. We define pruned variants of all our heuristics that ignore pruned
matches:

▶ Definition 3.2 (Pruning heuristic). Let E be the set of expanded states during the A* search, and
let M/E be the set of matches that were not pruned, i.e. those matches not starting or ending in
an expanded state. We say that ĥ ∶= hM/E is a pruning heuristic version of h.

The hat over the heuristic function (ĥ) denotes the implicit dependency on the progress of
the A*, where at each step a different hM/E is used. Our modified A* algorithm (Algorithm 1)
works for pruning heuristics by ensuring that the f -value of a state is up-to-date before expanding
it, and otherwise reorders it in the priority queue. Even though match pruning violates the
admissibility of our heuristics for some vertices, we prove that A* is sill guaranteed to find a shortest
path (Section 3.A.2). To this end, we show that our pruning heuristics are weakly-admissible
heuristics (Definition 3.7) in the sense that they are admissible on at least one path from vs to vt.

▶ Theorem 2. A* with a weakly-admissible heuristic finds a shortest path.

▶ Theorem 3. The pruning heuristics ĥs, ĥcs, ĥgcs are weakly admissible.

Pruning will allow us to scale near-linearly with sequence length, without sacrificing optimality
of the resulting alignment.

3.5 A* and Diagonal Transition
A*. We now present our precise variant of A* [HNR68] that supports match pruning (Algorithm 1).
All computed values of g are stored in a hash map, and all open states are stored in a bucket queue
of tuples (v, g(v), f(v)) ordered by increasing f . Line 14 prunes (removes) a match and thereby
increases some heuristic values before that match. As a result, some f -values in the priority queue
may become outdated. Line 11 solves this problem by checking if the f -value of the state about to
be expanded was changed, and if so, line 12 pushes the updated state to the queue, and proceeds by
choosing a next best state. This way, we guarantee that the expanded state has minimal updated
f . To reconstruct the best alignment we traceback from the target state using the hash map g (not
shown).

Diagonal transition. For a given distance g, the diagonal transition method only considers the
farthest-reaching (f.r.) state u=⟨i, j⟩ on each diagonal k=i−j at distance g. We use Fgk ∶= i+j to
indicate the antidiagonal1 of the farthest reaching state. Let Xgk be the farthest state on diagonal
k adjacent to a state at distance g−1, which is then extended into Fgk by following as many matches
as possible. The edit distance is the lowest g such that Fg,n−m ≥ n +m, and we have the recursion

Xgk ∶=max(Fg−1,k−1+1, Fg−1,k+2, Fg−1,k+1+1), (3.1)
Fgk =Xgk + LCP (A≥(Xgk+k)/2, B≥(Xgk−k)/2) . (3.2)

The base case is X0,0=0 with default value Fgk=−∞ for k>∣g∣, and LCP is the length of the longest
common prefix of two strings. Each edge in a traceback path is either a match created by an
extension (3.2), or a mismatch starting in a f.r. state (3.1). We call such a path an f.r. path.

1 Previous works indicate the column i of u, but using the antidiagonal i+j keeps the symmetry between insertions
and deletions.
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Algorithm 1 A* algorithm with match pruning.
Lines added for pruning (11, 12, and 14) are marked in bold.

1: Input: Sequences A and B and pruning heuristic h

2: Output: Edit distance between A and B

3: function astar(A, B, h)
4: g(vs) ← 0 ▷ Hashmap of distances; default +∞
5: q ← BucketQueue() ▷ Bucket queue of open states
6: q.push((vs, g=0, f=0))
7: repeat
8: (u, gu, fu) ← q.pop() ▷ Pop u with minimal f

9: if gu > g(u) then
10: continue ▷ u was already expanded
11: else if fu < g(u) + h(u) then ▷ h(u) has increased
12: q.push((u, gu, g(u) + h(u))) ▷ Reorder u

13: else ▷ Expand u

14: P rune(u)
15: for successors v of u do
16: gv ← gu + d(u, v)
17: v ← Extend(v) ▷ Greedy matching within seed
18: if gv < g(v) then ▷ Open v

19: g(v) ← gv

20: q.push((v, gv, gv + h(v)))
21: until vt is expanded
22: return g(vt)

Implementation. In Algorithm 2 we further modify the A* algorithm to only consider f.r. paths.
We replace the map g that tracks the best distance by a map Fgk that tracks f.r. states (lines 4,
18, and 19). Instead of g(u) decreasing over time, we now ensure that Fg,k increases over time.
Each time a state u is opened or expanded, the check whether g(u) decreases is replaced by a
check whether Fgk increases (line 9). This causes the search to skip states that are known to not
be farthest reaching. The proof of correctness (Theorem 2) still applies.

Alternatively, it is also possible to implement A* directly in the diagonal-transition state-space
by pushing states Fgk to the priority queue, but for simplicity we keep the similarity with the
original A*.

3.6 Evaluating the heuristic

We present an algorithm to efficiently compute our heuristics. At a high level, we rephrase the
minimization of costs (over paths) to a maximization of scores (over chains of matches). We
initialize the heuristic by precomputing all seeds, matches, potentials and a contours data structure
used to compute the maximum number of matches on a chain. During the A* search, the heuristic
is evaluated in all explored states, and the contours are updated whenever a match gets pruned.

Scores The score of a match. m is score(m)∶=r− cm(m) and is always positive. The score of a
⪯p-chain m1 ⪯p ⋅ ⋅ ⋅ ⪯p ml is the sum of the scores of the matches in the chain. We define the chain
score of a match m as

Sp(m) ∶= max
m⪯pm1⪯p⋅⋅⋅⪯pml⪯pvt

{ score(m) + ⋅ ⋅ ⋅ + score(ml)}. (3.3)
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Algorithm 2 A*-DT algorithm with match pruning.
Lines changed for diagonal transition (4, 9, 18, and 19) are in bold.

1: Input: Sequences A, B and pruning heuristic h

2: Output: Edit distance between A and B

3: function astar-dt(A, B, h)
4: F0,0 ← 0 ▷ Hashmap of f.r. point per g and k; default −∞
5: q ← BucketQueue() ▷ Bucket queue of open states
6: q.push((vs, g=0, f=0))
7: repeat
8: (u, gu, fu) ← q.pop() ▷ Pop u with minimal f

9: if iu+ju < Fgu,iu−ju then
10: continue ▷ u is not farthest reaching
11: else if fu < g(u) + h(u) then ▷ h(u) has increased
12: q.push((u, gu, g(u) + h(u))) ▷ Reorder u

13: else ▷ Expand u

14: P rune(u)
15: for successors v of u do
16: gv ← gu + d(u, v)
17: v ← Extend(v) ▷ Greedy matching in seed
18: if iv+jv > Fgv,iv−jv then ▷ Open v

19: Fgv,iv−jv ← iv+jv

20: q.push((v, gv, gv + h(v)))
21: until vt is expanded
22: return g(vt)

Since ⪯p is a partial order, Sp can be computed with base case Sp(mω) = 0 and the recursion

Sp(m) = score(m) + max
m⪯pm′⪯vt

Sp(m′). (3.4)

We also define the chain score of a state u as the maximum chain score over succeeding matches
m: Sp(u) = maxu⪯pm⪯pvt Sp(m), so that Equation (3.4) can be rewritten as Sp(m) = score(m) +
Sp(end(m)).

The following theorem allows us to rephrase the heuristic in terms of potentials and scores for
heuristics that use γ=cseed and respect the order of the seeds, which is the case for hs and hcs (proof
in Section 3.A.3):

▶ Theorem 4. hMp,cseed
(u) = P (u) − Sp(u) for any partial order ⪯p that is a refinement of ⪯i (i.e.

u ⪯p v must imply u ⪯i v).

Layers and contours. We compute hs and hcs efficiently using contours. Let layer Lℓ be the set of
states u with score Sp(u) ≥ ℓ, so that Lℓ ⊆ Lℓ−1. The ℓth contour is the boundary of Lℓ (Figure 3.3).
Layer Lℓ (ℓ > 0) contains exactly those states that precede a match m with score ℓ ≤ Sp(m) < ℓ + r

(Lemma 5 in Section 3.A.3).

Computing Sp(u). This last observation inspires our algorithm for computing chain scores. For
each layer Lℓ, we store the set L[i] of matches having score ℓ: L[ℓ] = {m ∈ M ∣ Sp(m) = ℓ}. The
score Sp(u) is then the highest ℓ such that layer L[ℓ] contains a match m reachable from u (u ⪯p m).
From Lemma 5 we know that Sp(u) ≥ ℓ if and only if one of the layers L[ℓ′] for ℓ′ ∈ [ℓ, ℓ + r)
contains a match preceded by u. We use this to compute Sp(u) using a binary search over the
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(a) SH (b) CSH (c) GCSH

(d) SH + pruning (e) CSH + pruning (f) GCSH + pruning

Figure 3.3 Contours and layers of different heuristics after aligning (n=48, m=42, r=1, k=3, edit
distance 10). Exact matches are black diagonal segments ( ). The background colour indicates Sp(u), the
maximum number of matches on a ⪯p-chain from u to the end starting, with Sp(u) = 0 in white. The thin
black boundaries of these regions are Contours. The states of layer Lℓ precede contour ℓ. Expanded states
are green ( ), open states blue ( ), and pruned matches red ( ). Pruning matches changes the contours and
layers. GCSH ignores matches m⪯̸T vt.

layers ℓ. We initialize L[0]={mω} (mω is a fictive match at the target vt), sort all matches in
M by ⪯p, and process them in decreasing order (from the target to the start). After computing
Sp(end(m)), we add m to layer Sp(m) = score(m) +Sp(end(m)). Matches that do not precede the
target (start(m) /⪯p mω) are ignored.

Pruning matches from L. When pruning matches starting or ending in state u in layer ℓu = Sp(u),
we remove all matches that start at u from layers L[ℓu−r+1] to L[ℓu], and all matches starting in
some v and ending in u from layers L[ℓv−r+1] to L[ℓv].

Pruning a match may change Sp in layers above ℓu, so we update them after each prune. We
iterate over increasing ℓ starting at ℓu + 1 and recompute ℓ′ ∶= Sp(m) ≤ ℓ for all matches m in L[ℓ].
If ℓ′ ≠ ℓ, we move m from L[ℓ] to L[ℓ′]. We stop iterating when either r consecutive layers were
left unchanged, or when all matches in r − 1 + ℓ − ℓ′ consecutive layers have shifted down by the
same amount ℓ − ℓ′. In the former case, no further scores can change, and in the latter case, Sp

decreases by ℓ− ℓ′ for all matches with score ≥ ℓ. We remove the emptied layers L[ℓ′ + 1] to L[ℓ] so
that all higher layers shift down by ℓ − ℓ′.

SH. Due to the simple structure of the seed heuristic, we also simplify its computation by only
storing the start of each layer and the number of matches in each layer, as opposed to the full set
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of matches.

GCSH. Theorem 4 does not apply to gap-chaining seed heuristic since it uses chaining cost
γ=max(cgap(u, v), cseed(u, v)) which is different from cseed(u, v). It turns out that in this new
setting it is never optimal to chain two matches if the gap cost between them is higher than the
seed cost. Intuitively, it is better to miss a match than to incur additional gapcost to include it.
We capture this constraint by introducing a transformation T such that u ⪯T v holds if and only if
cseed(u, v) ≥ cgap(u, v), as shown in Section 3.A.4. Using an additional consistency constraint on
the set of matches we can compute hMgcs via ST as before.

▶ Definition 3.3 (Consistent matches). A set of matches M is consistent when for each m ∈ M
(from ⟨i, j⟩ to ⟨i′, j′⟩) with score(m)>1, for each adjacent pair of existing states (⟨i, j±1⟩, ⟨i′, j′⟩)
and (⟨i, j⟩, ⟨i′, j′±1⟩), there is an adjacent match with corresponding start and end, and score at
least score(m)−1.

This condition means that for r=2, each exact match must be adjacent to four (or less around the
edges of the graph) inexact matches starting or ending in the same state. Since we find all matches
m with cm(m)<r, our initial set of matches is consistent. To preserve consistency, we do not prune
matches if that would break the consistency of M.

In order to compute chains of matches when the gap cost is included, we define the following
transformation, that bears some resemblance to the earlier work by Myers and Miller on chaining
[MM95].

▶ Definition 3.4 (Gap transformation). The partial order ⪯T on states is induced by comparing both
coordinates after the gap transformation

T ∶ ⟨i, j⟩ ↦ (i − j − P ⟨i, j⟩, j − i − P ⟨i, j⟩).

▶ Theorem 5. Given a consistent set of matches M, the gap-chaining seed heuristic can be
computed using scores in the transformed domain:

hMgcs(u) =
⎧⎪⎪⎨⎪⎪⎩

P (u) − ST (u) if u ⪯T vt,
cgap(u, vt) if u ⪯̸T vt.

Using the transformation of the match coordinates, we reduce cgs to cseed and efficiently compute
GCSH for any explored state.

3.7 Results

Our algorithm is implemented in the aligner A*PA2 in Rust. We compare it with state of the art
exact aligners on synthetic (Section 3.7.2) and human (Section 3.7.3) data3 using PaBench4. We
justify our heuristics and optimizations by comparing their scaling and performance (Section 3.7.7).

2 github.com/RagnarGrootKoerkamp/astar-pairwise-aligner (tag evals)
3 github.com/pairwise-alignment/pa-bench/releases/tag/datasets
4 github.com/pairwise-alignment/pa-bench (tag astarpa-evals)

https://github.com/RagnarGrootKoerkamp/astar-pairwise-aligner
https://github.com/RagnarGrootKoerkamp/astar-pairwise-aligner/releases/tag/evals
https://github.com/pairwise-alignment/pa-bench/releases/tag/datasets
https://github.com/pairwise-alignment/pa-bench
https://github.com/pairwise-alignment/pa-bench/releases/tag/astarpa-evals
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Figure 3.4 Runtime comparison on synthetic data (a)(b) Log-log plots comparing variants of our
heuristic, including the simplest (SH) and most accurate (GCSH with DT), to Edlib, BiWFA, and other
algorithms (averaged over 106 to 107 total bp, seed length k=15). The slopes of the bottom (top) of the
dark-grey cones correspond to linear (quadratic) growth. SH without pruning is dotted, and variants with
DT are solid. For d=12%, red dots show where the heuristic potential is less than the edit distance. Missing
data points are due to exceeding the 32 GiB memory limit. (c) Runtime scaling with divergence (n=105,
106 total bp, k=15).
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Figure 3.5 Runtime on long human reads. Each dot is an alignment without (left) or with (right)
genetic variation. Runtime is capped at 100 s. Boxplots show the three quartiles, and red dots show where
the edit distance is larger than the heuristic potential. The median runtime of A*PA (GCSH + DT, k=15,
r=2) is 3× (left) and 1.7× (right) faster than Edlib and BiWFA.

3.7.1 Setup
Synthetic data. Our synthetic datasets are parameterized by sequence length n, induced error
rate e, and total number of basepairs N , resulting in N/n sequence pairs. The first sequence in
each pair is uniform-random from Σn. The second is generated by sequentially applying ⌊e⋅n⌋
edit operations (insertions, deletions, and substitutions with equal 1/3 probability) to the first
sequence. Introduced errors can cancel each other, making the divergence d between the sequences
less than e. Induced error rates of 1%, 5%, 10%, and 15% correspond to divergences of 0.9%, 4.3%,
8.2%, and 11.7%, which we refer to as 1%, 4%, 8%, and 12%.

Human data. We use two datasets of ultra-long Oxford Nanopore Technologies (ONT) reads of
the human genome: one without and one with genetic variation. All reads are 500–1100 kbp long,
with mean divergence around 7%. The average length of the longest gap in the alignment is 0.1 kbp
for ONT reads, and 2 kbp for ONT reads with genetic variation (detailed statistics in Table 3.3).
The reference genome is CHM13 (v1.1) [NKR+22]. The reads used for each dataset are:

ONT : 50 reads sampled from those used to assemble CHM13.
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Length [ kbp] Divergence [%] Max gap [ kbp]

Dataset Cnt min mean max min mean max min mean max

ONT 50 500 594 849 3 6 18 0 0 1
ONT+gen.var. 48 502 632 1,053 4 7 20 0 1.9 42

Table 3.3 Human datasets statistics. ONT reads only include short gaps, while genetic variation
also includes long gaps. Cnt: number of sequence pairs. Max gap: longest gap in the reconstructed
alignment.

ONT with genetic variation: 48 reads from another human [BDH+19], as used in the BiWFA
paper [MSEG+23].

Algorithms and aligners. We compare SH, CSH, and GCSH (all with pruning) as implemented in
A*PA to the state-of-the-art exact aligners BiWFA and Edlib. We also compare to Dijkstra’s
algorithm and A* with previously introduced heuristics (gap cost and character frequencies [Had88],
and SH without pruning of A*ix [IBV22]). We exclude SeqAn and Parasail since they are
outperformed by WFA and Edlib [MSMME21, ŠŠ17]. We run all aligners with unit edit costs
with traceback enabled.

A*PA parameters. Inexact matches (r=2) and short seeds (low k) increase the accuracy of GCSH
for divergent sequences, thus reducing the number of expanded states. On the other hand, shorter
seeds have more matches, slowing down precomputation and contour updates. A parameter grid
search on synthetic data shows that the runtime is generally insensitive to k as long as k is high
enough to avoid too many spurious matches (k ≫ log4 n), and the potential is sufficiently larger than
edit distance (k ≪ r/d). For d=4%, exact matches lead to faster runtimes, while d=12% requires
r=2 and k < 2/d = 16.7. We fix k = 15 throughout the evaluations since this is a good choice for
both synthetic and human data.

Execution. We use PaBench on Arch Linux on an Intel Core i7-10750H processor with 64 GB
of memory and 6 cores, without hyper-threading, frequency boost, and CPU power saving features.
We fix the CPU frequency to 2.6GHz, limit the memory usage to 32 GiB, and run 1 single-threaded
job at a time with niceness −20.

Measurements. PaBench first reads the dataset from disk and then measures the wall-clock
time and increase in memory usage of each aligner. Plots and tables refer to the average alignment
time per aligned pair, and for A*PA include the time to build the heuristic. Best-fit polynomials
are calculated via a linear fit in the log-log domain using the least squares method.

3.7.2 Scaling on synthetic data
Runtime scaling with length. We compare our A* heuristics with Edlib, BiWFA, and other
heuristics in terms of runtime scaling with n and d (Figure 3.4). As theoretically predicted, Edlib
and BiWFA scale quadratically. For small edit distance, Edlib is subquadratic due to the bit-
parallel optimization. Dijkstra, A* with the gap heuristic, character frequency heuristic [Had88],
or original seed heuristic [IBV22] all scale quadratically. The empirical scaling of A*PA is
subquadratic for d≤12 and n≤107, making it the fastest aligner for long sequences (n>30 kbp).
For low divergence (d≤4%) even the simplest SH scales near-linearly with length (best fit n1.06 for
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Figure 3.6 Runtime scaling with divergence (linear, synthetic, n=105, 106 bp total, k=15). The
figure shows the same results as Figure 3.4c, but zoomed out to show scaling for high d, where runtime
of A*PA degrades from constant in d to linear in d. r=1 and r=2 indicate exact and inexact matches,
respectively. Red dots show where the heuristic potential is less than the edit distance. Missing datapoints
timed out after 100 s.

n≤107). For high divergence (d=12%) we need inexact matches, and the runtime of SH sharply
degrades for long sequences (n>106 bp) due to spurious matches. This is countered by chaining the
matches in CSH and GCSH, which expand linearly many states (Section 3.7.5). GCSH with DT is
not exactly linear due to high memory usage and state reordering (Section 3.7.6 shows the time
spent on parts of the algorithm).

Performance. A*PA with SH with DT is >500× faster than Edlib and BiWFA for d=4%
and n=107 (Figure 3.4a). For n=106 and d≤12%, memory usage is less than 500 MB for all
heuristics (Section 3.7.4).

Runtime scaling with divergence Figure 3.4c shows that A*PA has near constant runtime in d

as long as the edit distance is sufficiently less than the heuristic potential (i.e. d≪ r/k). In this
regime, A*PA is faster than both Edlib (linear in d) and BiWFA (quadratic in d). For 1 ≤ d ≤ 6%,
exact matches have less overhead than inexact matches, while BiWFA is fastest for d ≤ 1%. A*PA
becomes linear in d for d ≥ r/k (Figure 3.6).

Two modes. Figure 3.6 shows the runtime scaling with divergence for various heuristics. We
notice two regimes of operation, depending on whether the heuristic potential P is sufficient to
compensate for the edit distance: near-linear in n (constant in d) and quadratic in n (linear in d).
The edit distance becomes larger than the potential P around d = r/k. For k=15 as in Figure 3.6, the
threshold is near d≈1/k=6.7% for exact matches and near d≈2/k=13.3% for inexact matches. Every
error not accounted for by the heuristic triggers a search “to the side”, causing A* to explore O(n)
additional states. When using DT, only O(s − P ) additional farthest reaching states are explored
instead, where s is the edit distance. This leads to observed runtimes of O(n + n ⋅max(s − P, 0))
without DT, and O(n+max(s−P, 0)2) with DT. These are similar to Edlib’s O(ns) and BiWFA’s
O(n + s2), but skipping over the first P errors.
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3.7.3 Speedup on human data

We compare runtime (Figure 3.5, Section 3.7.6), and memory usage (Section 3.7.4) on human data.
We configure A*PA to prune matches only when expanding their start (not their end), leaving
some matches on the optimal path unpruned and speeding up contour updates. The runtime of
A*PA (GCSH with DT) on ONT reads is less than Edlib and BiWFA in all quartiles, with the
median being >3× faster. However, the runtime of A*PA grows rapidly when d≥10%, so we set a
time limit of 100 seconds per read, causing 6 alignments to time out. In real-world applications,
the user would either only get results for a subset of alignments, or could use a different tool to
align divergent sequences. With genetic variation, A*PA is 1.7× faster than Edlib and BiWFA
in median. Low-divergence alignments are faster than Edlib, while high-divergence alignments
are slower (3 sequences with d≥10% time out) because of expanding quadratically many states in
complex regions (Figure 3.9). Since slow alignments dominate the total runtime, Edlib has a lower
mean runtime.

3.7.4 Memory usage

Table 3.4 compares memory usage of aligners on synthetic sequences of length n=106. Alignments
with inexact matches (d≥8%) use significantly more memory than those with exact matches because
more k-mer hashes need to be stored to find inexact matches. Table 3.5 compares memory usage
on the human data sets.

Memory usage [MB]

Aligner d=1% d=4% d=8% d=12%

Edlib 2 1 2 2
BiWFA 15 13 14 18
SH 50 59 151 480
CSH 52 59 151 261
GCSH 49 50 151 255
SH + DT 49 49 151 150
CSH + DT 49 49 151 150
GCSH + DT 48 46 152 150

Table 3.4 Memory usage per algorithm (synthetic data, n=106). Exact matches are used when
d ≤ 4%, and inexact matches when d ≥ 8%.

ONT reads + genetic var.

Aligner Median Max Median Max

Edlib 2 5 2 6
BiWFA 11 19 15 24
A*PA (GCSH + DT) 160 3,478 270 6,926

Table 3.5 Memory usage [MB] of aligners on human data. Medians are over all alignments;
maximums are over alignments not timing out.
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(b) d=4%, inexact matches.
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Figure 3.7 Equivalent band scaling with sequence length on synthetic data. (k=15). The
equivalent band is the number of expanded states per bp for aligning synthetic sequences. Averages are
over total N=107 bp.
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Figure 3.8 Runtime distributions per stage of A*PA (GCSH with DT) (stages do not overlap).
Stage A* includes expanding and opening states. Pruning matches includes consistency checks. Updating
contours includes updating of contours after pruning. (a) On synthetic data (n=106 bp, N=107 bp total,
k=15). The circle area is proportional to the total runtime. Figures for r=1 and d≥8% are skipped due to
timeouts (100 s). (b) On human data (r=2). Alignments are sorted by total runtime (timeouts not shown).

3.7.5 Expanded states and equivalent band

The main benefit of an A* heuristic is a lower number of expanded states, which translates to faster
runtime. Instead of evaluating the runtime scaling with length (Figure 3.4a), we can judge how well
a heuristic approximates the edit distance by directly measuring the equivalent band (Figure 3.7) of
each alignment: the number of expanded states divided by sequence length n, or equivalently, the
number of expanded states per base pair. The theoretical lower bound is an equivalent band of 1,
resulting from expanding only the states on the main diagonal.

The equivalent band tends to be constant in n, indicating that the number of expanded states is
linear on the given domain. The equivalent band of SH with inexact matches starts to grow around
n ≥ 3 ⋅ 106 at divergence d=4%, and around n ≥ 3 ⋅ 105 at d=12%. Because of the chaining, CSH and
GCSH cope with spurious matches and remain constant in equivalent band (i.e. linear expanded
states with n). The equivalent band for GCSH is lower than CSH due to better accounting for
indels. The DT variants expand fewer states by skipping non-farthest reaching states, also lowering
the equivalent band.

A*PA
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3.7.6 Runtime profile of A*PA
Figures 3.8a and 3.8b compare the time used by stages of A*PA. On synthetic data with exact
matches (r=1), the runtime is spread over all parts of the algorithm. When using inexact matches,
precomputation takes a significant fraction of the total time and updating contours becomes slower
due to the increased number of matches.

On human data, faster alignments spend a large fraction of their time on the precomputation,
followed by the updating of contours after pruning matches. Slower alignments on the other hand
are limited by the performance of the A* algorithm, and spend a large fraction of time on opening
and expanding states, and evaluating the heuristic.

3.7.7 Effect of pruning, inexact matches, chaining, and DT
We visualize our techniques on a complex alignment in Figure 3.10.

SH with pruning enables near-linear runtime. Figure 3.4a shows that the addition of match
pruning changes the quadratic runtime of SH without pruning to near-linear, giving multiple orders
of magnitude speedup.

Inexact matches cope with higher divergence. Inexact matches double the heuristic potential,
thereby almost doubling the divergence up to which A*PA is fast (Figure 3.4c). This comes at the
cost of a slower precomputation to find all matches.

Chaining copes with spurious matches. While CSH improves on SH for some very slow align-
ments (Figure 3.5), more often the overhead of computing contours makes it slower than SH.

Gap-chaining copes with indels. GCSH is significantly and consistently faster than SH and CSH
on human data, especially for slow alignments (Figure 3.5). GCSH has less overhead over SH than
CSH, due to filtering out matches m ⪯̸ vt.

Diagonal transition speeds up quadratic search. DT significantly reduces the number of expanded
states when the A* search is quadratic (Figures 3.4a and 3.6). In particular, this results in a big
speedup when aligning genetic variation containing big indels (Figure 3.5).

CSH, GCSH, and DT only have a small impact on the uniform synthetic data, where usually
either the SH is sufficiently accurate for the entire alignment and runtime is near-linear (d≪ r/k),
or even GCSH is not strong enough and runtime is quadratic (d≫ r/k). On human data however,
containing longer indels and small regions of quadratic search, the additional accuracy of GCSH
and the reduced number of states explored by DT provide a significant speedup (Section 3.8.1).

3.8 Discussion
Seeds are necessary, matches are optional. The seed heuristic uses the lack of matches to penalize
alignments. Given the admissibility of our heuristics, the more seeds without matches, the higher
the penalty for alignments and the easier it is to dismiss suboptimal ones.

Modes: Near-linear and quadratic. The A* algorithm with a seed heuristic has two modes of
operation that we call near-linear and quadratic. In the near-linear mode A*PA expands few
vertices because the heuristic successfully penalizes all edits between the sequences. When the
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(a) High divergence (b) Long indel (c) Short repeats

Figure 3.9 Quadratic exploration behavior for complex alignments (GCSH with DT, r=2, k=10,
synthetic sequences, n=1000). (a) A highly divergent region, (b) a deletion, and (c) a short repeated pattern
inducing a quadratic number of matches. The colour corresponds to the order of expansion, from blue to
red.

divergence is larger than what the heuristic can handle, every edit that is not penalized by the
heuristic increases the explored band, leading to a quadratic exploration similar to Dijkstra.

Limitations
1. Quadratic scaling. Complex data can trigger a quadratic (Dijkstra-like) search, which nullifies

the benefits of A* (Figures 3.9 and 3.10). Regions with high divergence (d≥10%), such as
high error rate or long indels, exceed the heuristic potential to direct the search and make the
exploration quadratic. Low-complexity regions (e.g. with repeats) result in a quadratic number
of matches which also take quadratic time.

2. Computational overhead of A*. Computing states sequentially (as in Edlib, BiWFA) is orders of
magnitude faster than computing them in random order (as in Dijkstra, A*). A*PA outperforms
Edlib and BiWFA (Figure 3.4a) when the sequences are long enough for the linear-scaling to
have an effect (n>30 kbp), and there are enough errors (d>1%) to trigger the quadratic behaviour
of BiWFA.

Future work
1. Performance. We are working on a DP-based version of A*PA that applies computational

volumes [Spo89, Spo91], block-based computations [LS23], and a SIMD version of Edlib’s
bit-parallelization [Mye99]. This has already shown 10× additional speedup on the human data
sets and is less sensitive to the input parameters. Independently, the number of matches could
be reduced by using variable seed lengths and skipping seeds with many matches.

2. Generalizations. Our chaining seed heuristic could be generalized to non-unit and affine costs,
and to semi-global alignment. Cost models that better correspond to the data can speed up the
alignment.

3. Relaxations. At the expense of optimality guarantees, inadmissible heuristics could speed up
A* considerably. Another possible relaxation would be to validate the optimality of a given
alignment instead of computing it from scratch.

4. Analysis. The near-linear scaling with length of A* is not asymptotic and requires a more
thorough theoretical analysis [Med23b].

A*PA
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3.8.1 Comparison of heuristics and techniques
Figure 3.10 shows the effect of our heuristics and optimizations for aligning complex short sequences.
The effect of pruning is most noticeable for CSH and GCSH without DT. GCSH is our most
accurate heuristic, so, as expected, it leads to the lowest number of expanded states.

3.A Proofs

3.A.1 Admissibility
Our heuristics are not consistent, but we show that a weaker variant holds for states at the start of
a seed.

▶ Definition 3.5 (Start of seed). A state ⟨i, j⟩ is at the start of some seed when i is a multiple of
the seed length k, or when i = n.

▶ Lemma 1 (Weak triangle inequality). For states u, v, and w with v and w at the starts of some
seeds, all γ ∈ {cseed, cgap, cgs} satisfy

γ(u, v) + γ(v, w) ≥ γ(u, w).

Proof. Both v and w are at the start of some seeds, so for γ = cseed we have the equality cseed(u, w) =
cseed(u, v) + cseed(v, w).

For γ = cgap,

cgap(⟨i, j⟩, ⟨i′, j′⟩) + cgap(⟨i′, j′⟩, ⟨i′′, j′′⟩)
= ∣(i′ − i) − (j′ − j)∣ + ∣(i′′ − i′) − (j′′ − j′)∣
≥ ∣(i′′ − i) − (j′′ − j)∣ = cgap(⟨i, j⟩, ⟨i′′, j′′⟩).

And lastly, for γ = cgs,

cgs(u, v) + cgs(v, w)
=max(cgap(u, v), cseed(u, v)) +max(cgap(v, w), cseed(v, w))
≥max(cgap(u, v) + cgap(v, w), cseed(u, v) + cseed(v, w))
≥max(cgap(u, w), cseed(u, w)) = cgs(u, w). ◀

▶ Lemma 2 (Weak consistency). Let h ∈ {hMs , hMcs , hMgcs} be a heuristic with partial order ⪯p, and let
u ⪯p v be states with v at the start of a seed. When there is a shortest path π∗ from u to v such
that M contains all matches of cost less than r on π∗, it holds that h(u) ≤ d(u, v) + h(v).

Proof. The path π∗ covers each seed in Su...v that must to be fully aligned between u and v. Since
the seeds do not overlap, their shortest alignments π∗s in π∗ do not have overlapping edges. Let
u ⪯ m1 ⪯p ⋅ ⋅ ⋅ ⪯p ml ⪯p v be the chain of matches mi ∈ M corresponding to those π∗s of cost less
than r (Figure 3.11). Since the matches and the paths between them are disjoint, cpath(π∗) is at
least the cost of the matches cm(mi+1) = d(start(mi+1), end(mi+1)) plus the cost to chain these
matches γ(end(mi), start(mi+1)) ≤ d(end(mi), start(mi+1)). Putting this together:

γ(u, m1) + cm(m1) + ⋅ ⋅ ⋅ + cm(ml) + γ(ml, v)
≤ d(u, start(m1)) + d(start(m1), end(m1)) + ⋅ ⋅ ⋅ + d(end(ml), v)
≤ d(u, v).
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Base Pruning DT Pruning + DT

Dijkstra

SH

CSH

GCSH

Figure 3.10 Expanded states for various heuristics and techniques, on a sequence containing
a noisy region, a repeat, and an indel (n=1000, d=17.5%). The colour shows the order of expanding,
from blue to red. The sequences include a highly divergent region, a repeat, and a gap. Matches are
shown as black diagonals, with inexact matches in grey and pruned matches in red. The final path
is black. Dijkstra does not have pruning variants, and Dijkstra with DT is equivalent to WFA. More
accurate heuristics reduce the number of expanded states by more effectively punishing repeats (CSH) and
gaps (GCSH). Pruning reduces the number of expanded states before the pruned matches, and diagonal
transition reduces the density of expanded states in quadratic regions.
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Figure 3.11 Variables of the proof of Lemma 2.

Now let v ⪯p ml+1 ⪯p ⋅ ⋅ ⋅ ⪯p ml′ ⪯p vt be a chain of matches minimizing h(v) (Definition 3.1) with
w ∶= start(ml+1). This chain also minimizes h(w) and thus h(v) = γ(v, w) + h(w). We can now
bound the cost of the joined chain from u to v and from w to the end and get our result via
γ(ml, w) ≤ γ(ml, v) + γ(v, w) (Lemma 1)

h(u) ≤ γ(u, m1) + ⋅ ⋅ ⋅ + γ(ml, ml+1) + cm(ml+1) + ⋅ ⋅ ⋅ + γ(ml′ , vt)
= γ(u, m1) + ⋅ ⋅ ⋅ + γ(ml, w) + h(w)
≤ γ(u, m1) + ⋅ ⋅ ⋅ + γ(ml, v) + γ(v, w) + (h(v) − γ(v, w))
≤ d(u, v) + h(v). ◀

▶ Theorem 1. The seed heuristic hs, the chaining seed heuristic hcs, and the gap-chaining seed
heuristic hgcs are admissible. Furthermore, hMs (u) ≤ hMcs (u) ≤ hMgcs(u) for all states u.

Proof. We will prove hMs (u)
(1)
≤ hMcs (u)

(2)
≤ hMgcs(u)

(3)
≤ h∗(u), which implies the admissibility of all three

heuristics.
(1) Note that u ⪯ v implies u ⪯i v and hence any ⪯-chain is also a ⪯i-chain. A minimum

over the superset of ⪯i-chains is at most the minimum of the subset of ⪯-chains, and hence
hMs = hM⪯i,cseed

≤ hM⪯,cseed
= hMcs .

(2) The only difference between hMcs and hMgcs is that the former uses cseed and the latter uses the
gap-seed cost cgs ∶=max(cgap, cseed). Since cseed ≤ cgs we have hMcs = hM⪯,cseed

≤ hM⪯,cgs
= hMgcs.

(3) WhenM is the set of all matches with costs strictly less than r, admissibility follows directly
from Lemma 2 with v = vt via

hMgcs(u) ≤ d(u, vt) + hMgcs(vt) = d(u, vt) = h∗(u). ◀

3.A.2 Match pruning
During the A* search, we continuously improve our heuristic using match pruning. The prun-
ing increases the value of our heuristics and breaks their admissibility. Nevertheless, we prove
in two steps that A* with match pruning still finds a shortest path. First, we introduce the
concept of a weakly-admissible heuristic and show that A* using a weakly-admissible heuristic
finds a shortest path (Theorem 2). Then, we show that our pruning heuristics are indeed weakly
admissible (Theorem 3).
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A* with a weakly-admissible heuristic finds a shortest path.

▶ Definition 3.6 (Fixed vertex). A vertex u is fixed if it is expanded and A* has found a shortest
path to it, that is, g(u) = g∗(u).

A fixed vertex cannot be opened again (Algorithm 1, line 18), and hence remains fixed.

▶ Definition 3.7 (Weakly admissible). A heuristic ĥ is weakly admissible if at any moment during
the A* search there exists a shortest path π∗ from vs to vt in which all vertices u ∈ π∗ after its last
fixed vertex n∗ satisfy ĥ(u) ≤ h∗(u).

To prove that A* finds a shortest path when used with a weakly-admissible heuristic, we follow
the structure of the original proof by Hart et al. [HNR68]. First we restate their Lemma 1 in our
notation with a slightly stronger conclusion that follows directly from their proof.

▶ Lemma 3 (Lemma 1 of [HNR68]). For any unfixed vertex n and for any shortest path π∗ from vs

to n, there exists an open vertex n′ on π∗ with g(n′) = g∗(n′) such that π∗ does not contain fixed
vertices after n′.

Next, we prove that in each step the A* algorithm can proceed along a shortest path to the
target:

▶ Corollary 1 (Generalization of Corollary to Lemma 1 of [HNR68]). Suppose that ĥ is weakly
admissible, and that A* has not terminated. Then, there exists an open vertex n′ on a shortest path
from vs to vt with f(n′) ≤ g∗(vt).

Proof. Let π∗ be the shortest path from vs to vt given by the weak admissibility of ĥ (Definition 3.7).
Since A* has not terminated, vt is not fixed. Substitute n = vt in Lemma 3 to derive that there exists
an open vertex n′ on π∗ with g(n′) = g∗(n′). By definition of f we have f(n′) = g(n′)+ ĥ(n′). Since
π∗ does not contain any fixed vertices after n′, the weak admissibility of ĥ implies ĥ(n′) ≤ h∗(n′).
Thus, f(n′) = g(n′) + ĥ(n′) ≤ g∗(n′) + h∗(n′) = g∗(vt). ◀

▶ Theorem 2. A* with a weakly-admissible heuristic finds a shortest path.

Proof. The proof of Theorem 1 of [HNR68] applies, with the remark that instead of an arbitrary
shortest path, we use the specific path π∗ given by the weak admissibility and the specific vertex n′

given by Corollary 1. ◀

Our heuristics are weakly admissible A consistent heuristic finds the correct distance to each
vertex as soon as it is expanded. While our heuristics are not consistent, this property is true for
states at the starts of seeds (when i is a multiple of the seed length k, or when i = n).

▶ Lemma 4. For ĥ ∈ {ĥs, ĥcs, ĥgcs}, every state at the start of a seed becomes fixed immediately
when A* expands it.

Proof. We use a proof by contradiction: suppose that v is a state at the start of some seed that is
expanded but not fixed. In other words, f(v) is minimal among all open states, but the shortest
path π∗ from vs to v has strictly smaller length g∗(v) < g(v).

Let n∗ be the last fixed state on π∗ before v, and let u ∈ π∗ be the successor of n∗. State u is
open because its predecessor n∗ is fixed and on a shortest path to u. Let the chain of all matches
of cost less than r on π∗ between u and v be u ⪯m1 ⪯ ⋅ ⋅ ⋅ ⪯ml ⪯ v. Since n∗ is the last fixed state

A*PA
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on π∗, none of these matches has been pruned, and they are all in M/E as well. This means we
can apply Lemma 2 to get h(u) ≤ d(u, v) + h(v), so

f(u) = g(u) + h(u) = g∗(u) + h(u) π∗ is a shortest path
≤ g∗(u) + d(u, v) + h(v) shown above
= g∗(v) + h(v) π∗ is a shortest path
< g(v) + h(v) = f(v) by assumption.

This proves that f(u) < f(v), resulting in a contradiction with the assumption that v is an open
state with minimal f . ◀

▶ Theorem 3. The pruning heuristics ĥs, ĥcs, ĥgcs are weakly admissible.

Proof. Let π∗ be a shortest path from vs to vt. At any point during the A* search, let n∗ be the
farthest expanded state on π∗ that is at the start of a seed. By Lemma 4, n∗ is fixed. By the choice
of n∗, no states on π∗ after n∗ that are at the start of a seed are expanded, so no matches on π∗

following n∗ are pruned. Now the proof of Theorem 1 applies to the part of π∗ after n∗ without
changes, implying that ĥ(u) ≤ h∗(u) for all u on π∗ following n∗, for any ĥ ∈ {ĥs, ĥcs, ĥgcs}. ◀

3.A.3 Computation of the (chaining) seed heuristic
▶ Theorem 4. hMp,cseed

(u) = P (u) − Sp(u) for any partial order ⪯p that is a refinement of ⪯i (i.e.
u ⪯p v must imply u ⪯i v).

Proof. For a chain of matches {mi} ⊆ M, let si and ti be the start and end states of mi. We
translate the terms of our heuristic from costs to potentials and match scores (Section 3.6):

cseed(mi, mi+1) + cm(mi+1)
= (P (ti) − P (si+1)) + (P (si+1) − P (ti+1) − score(mi+1))
= P (ti) − P (ti+1) − score(mi+1).

The heuristic (Definition 3.1) can then be rewritten as follows:

hMp,cseed
(u)

= min
u⪯pm1⪯p⋅⋅⋅⪯pml⪯pvt

mi∈M

∑
0≤i≤l

[P (ti) − P (ti+1) − score(mi+1)]

= P (u) − max
u⪯pm1⪯p⋅⋅⋅⪯pml⪯pvt

mi∈M

∑
0≤i≤l

score(mi+1)

= P (u) − Sp(u). ◀

▶ Lemma 5. Layer Lℓ (ℓ > 0) is fully determined by the set of those matches m for which
ℓ ≤ Sp(m) < ℓ + r:

Lℓ = {u ∣ ∃m ∈ M ∶ u ⪯p m and Sp(m) ∈ [ℓ, ℓ + r)}.

Proof. Take any state u ∈ Lℓ. Its score Sp(u) ≥ ℓ > 0 implies that there is a non-empty ⪯p-chain
u ⪯p m1 ⪯p m2 ⪯p . . . with score(m1) + score(m2) + ⋅ ⋅ ⋅ ≥ ℓ. The score of each match is less than r

and thus there must be a match mi so that the subset of the chain starting at mi has score
Sp(mi) = score(mi) + score(mi+1) + ⋅ ⋅ ⋅ + in the interval [ℓ, ℓ + r). This implies that for any u with
score Sp(u) ≥ ℓ > 0 there is a match with score in [ℓ, ℓ + r) succeeding u, as required. ◀
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3.A.4 Computation of the gap-chaining seed heuristic
In this section we prove (Theorem 5) that we can change the dependency of GCSH on cgs to cseed
by introducing a new partial order ⪯T on the matches. This way, Theorem 4 applies and we can
efficiently compute GCSH. Recall that the gap-seed cost is cgs =max(cgap, cseed), and that the gap
transformation is:

▶ Definition 3.4 (Gap transformation). The partial order ⪯T on states is induced by comparing both
coordinates after the gap transformation

T ∶ ⟨i, j⟩ ↦ (i − j − P ⟨i, j⟩, j − i − P ⟨i, j⟩).

The following lemma allows us to determine whether cgap or cseed dominates the cost cgs between
two matches, based on the relation ⪯T .

▶ Lemma 6. Let u and v be two states with v at the start of some seed. Then u ⪯T v if and only if
cgap(u, v) ≤ cseed(u, v). Furthermore, u ⪯T v implies u ⪯ v.

Proof. Let u = ⟨i, j⟩ and v = ⟨i′, j′⟩. By definition, u ⪯T v is equivalent to

⎧⎪⎪⎨⎪⎪⎩

i−j−P (u) ≤ i′−j′−P (v)
j−i−P (u) ≤ j′−i′−P (v)

⇔
⎧⎪⎪⎨⎪⎪⎩

−((i′−i) − (j′−j)) ≤ P (u) − P (v)
(i′−i) − (j′−j) ≤ P (u) − P (v).

This simplifies to

cgap(u, v) = ∣(i′ − i) − (j′ − j)∣ ≤ P (u) − P (v) = cseed(u, v),

where the last equality holds because v is at the start of a seed.
For the second part, u ⪯T v implies 0 ≤ cgap(u, v) ≤ cseed(u, v) = P (u) − P (v) and hence

P (u) ≥ P (v). Since v is at the start of a seed, this directly implies i ≤ i′. Since seeds have length
k ≥ r we have

∣(i′ − i) − (j′ − j)∣ ≤ P (u) − P (v) = r ⋅ ∣Si...i′ ∣ ≤ r ⋅ (i′ − i)/k ≤ i′ − i.

This implies j′ − j ≥ 0 and hence j ≤ j′, as required. ◀

A direct corollary is that for u ⪯ v with v at the start of some seed, we have

cgs(u, v) =
⎧⎪⎪⎨⎪⎪⎩

cseed(u, v) if u ⪯T v,
cgap(u, v) if u ⪯̸T v.

(3.5)

A second corollary is that start(m) ⪯T end(m) for all matches m∈M, since a match from u to
v satisfies cgap(u, v) < r = cseed(u, v) by definition.

▶ Lemma 7. When the set of matches M is consistent, hMgcs(u) can be computed using ⪯T -chains
only:

hMgcs(u) ∶= hM⪯,cgs
(u) =

⎧⎪⎪⎨⎪⎪⎩

hM⪯T ,cgs
(u) if u ⪯T vt,

cgap(u, vt) if u ⪯̸T vt.

A*PA
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Figure 3.12 Variables in Case 2 of the proof of Lemma 7. Match m has score(m) = 2, so it has
adjacent matches m1 and m2 (gray) with score(mi) ≥ 1.

Proof. We write h ∶= hMgcs= hM⪯,cgs
(Definition 3.1) and h′ ∶= hM⪯T ,cgs

.
Case 1: u ⪯̸T vt. Let u ⪯m1 ⪯ ⋅ ⋅ ⋅ ⪯ml ⪯ vt be a chain minimizing h(u) in Definition 3.1, so

h(u) = cgs(u, m1) + cm(m1) + cgs(m1, m2) + ⋅ ⋅ ⋅ + cgs(ml, vt).

By definition, cgs ≥ cgap, and cm(mi) ≥ cgap(start(mi), end(mi)), so the weak triangle inequal-
ity (Lemma 1) for cgap gives

h(u) ≥ cgap(u, m1) + cgap(m1) + ⋅ ⋅ ⋅ + cgap(ml, vt) ≥ cgap(u, vt).

Since u⪯̸T vt, the empty chain u⪯vt has cost h(u) ≤ cgs(u, vt) = cgap(u, vt). Combining the two
inequalities, h(u) = cgap(u, vt).

Case 2: u ⪯T vt. First rewrite h and h′ recursively as

h(u) = min
m∈M

u⪯m⪯vt

(cgs(u, m) + cm(m) + h(end(m))) (3.6)

h′(u) = min
m∈M

u⪯T m⪯T vt

(cgs(u, m) + cm(m) + h′(end(m))), (3.7)

both with base case h(vt)=h′(vt) = 0 after eventually taking mω. We will show that

h(u) = min
m∈M

u⪯T m⪯T vt

(cgs(u, m) + cm(m) + h(end(m))), (3.8)

which is exactly the recursion for h′, so that by induction h(u) = h′(u).
By Lemma 6, every ⪯T -chain is a ⪯-chain, so h(u) ≤ h′(u). To prove h(u)=h′(u), it remains to

show the reverse inequality, h′(u) ≤ h(u). To this end, choose a match m that
(priority 0) minimizes h(u) in Equation (3.6), and among those, has
(priority 1) maximal cseed(u, m), and among those, has
(priority 2) minimal cgap(u, m), and among those, has
(priority 3) minimal cgap(m, vt).
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We show that u ⪯T m (in 2.A) and m ⪯T vt (in 2.B), which proves Equation (3.8).
Part 2.A: u ⪯T m. Let s and t be the begin and end of m (Figure 3.12), and let m′ be a match

minimizing h(t) in Equation (3.6) so

h(t) = cgs(t, m′) + cm(m′) + h(end(m′)).

Since m′ comes after t we have cseed(u, m′) > cseed(u, m) (p.1) and hence m′ does not minimize
h(u) (p.0):

h(u) < cgs(u, m′) + cm(m′) + h(end(m′)).

Using the minimality of m, the non-minimality of m′, and the triangle inequality we get

cgs(u, s) + cm(m) + h(t) = h(u)
< cgs(u, m′) + cm(m′) + h(end(m′))
≤ cgs(u, t) + cgs(t, m′) + cm(m′) + h(end(m′))
= cgs(u, t) + h(t)

so we have
cgs(u, m) + cm(m) < cgs(u, t). (3.9)

From the triangle inequality for cgap, from cgap(u, s) ≤ cgs(u, s), and from cgap(s, t) ≤ cm(m),
and from Equation (3.9) we obtain

cgap(u, t) ≤ cgap(u, s) + cgap(s, t) ≤ cgs(u, s) + cm(m) < cgs(u, t).

This implies cgs(u, t) = cseed(u, t) and hence reusing Equation (3.9)

cgap(u, s) + cm(m) ≤ cgs(u, s) + cm(m)
< cseed(u, t) = cseed(u, s) + cseed(s, t).

We have cm(m) = cseed(s, t) − score(m), so the above simplifies to cgap(u, s) < cseed(u, s) + score(m)
and since these are integers cgap(u, s) ≤ cseed(u, s) + score(m) − 1.

When score(m) = 1, this implies cgap(u, s) ≤ cseed(u, s) and u ⪯T s = start(m) by Lemma 6.
When score(m) > 1, suppose that cgap(u, s) > cseed(u, s) ≥ 0. That means that u is either above

or below the diagonal of s. Let s1 = ⟨si, sj ± 1⟩ be the state adjacent to s on the same side of this
diagonal as u. This state exists since u ⪯ s1 ⪯ t. Then cgap(u, s1) = cgap(u, s)−1, and by consistency
of M there is a match m1 from s1 to t with cm(m1) ≤ cm(m)+1. Then

cgs(u, s1) + cm(m1) + h(t)
≤ cgs(u, s)−1 + cm(m)+1 + h(t) = h(u),

showing that m1 minimizes h(u) (p.0). Also cseed(u, m1) = cseed(u, m1) (p.1) and cgap(u, m1) <
cgap(u, m) (p.2), so that m1 contradicts the minimality of m. Thus, cgap(u, s) > cseed(u, s) is
impossible and u ⪯T s.

Part 2.B: m ⪯T vt. When there is some match m′ succeeding m in the chain, we have m ⪯m′ ⪯ vt

and hence m ⪯ vt. Thus, suppose that m is the only match in the chain u ⪯m ⪯ vt minimizing h(u).
We repeat the proofs of Part 2.A in the reverse direction to show that m ⪯T vt.

Since cseed(u, m) is maximal, h(u) < cgs(u, mω) and thus

h(u) = cgs(u, s) + cm(m) + cgs(m, vt) < cgs(u, vt).

A*PA
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By assumption we have u ⪯T vt and thus cgs(u, vt) = cseed(u, vt). This gives

cseed(u, s) + cseed(s, t)− score(m) + cgap(t, vt)
< cseed(u, vt) = cseed(u, s) + cseed(s, t) + cseed(t, vt).

Cancelling terms we obtain cgap(t, vt) < cseed(t, vt) + 1 and since they are integers cgap(t, vt) ≤
cseed(t, vt) + score(m)−1. When score(m) = 1, this implies t ⪯T vt, as required.

When score(m) > 1, suppose that cgap(t, vt) > cseed(t, vt). Let t2 = ⟨ti, tj ± 1⟩ be the state
adjacent to t on the same side of the diagonal as vt. By consistency of M there is a match m2
from s to t2 with score(m2) ≥ score(m)−1 and cgap(t2, vt) = cgap(t, vt) − 1. Then m2 minimizes
h(u) (p.0)

cgs(u, s) + cm(m2) + cgs(t2, vt)
≤ cgs(u, s) + cm(m)+1 + cgs(t, vt)−1 = h(u),

and furthermore cseed(u, m2) = cseed(u, m) (p.1), cgap(u, m2) = cgap(u, m) (p.2), and cgap(m2, vt) <
cgap(m, vt) (p.3), contradicting the choice of m, so cgap(t, vt) > cseed(t, vt) is impossible and t ⪯T vt.

◀

▶ Theorem 5. Given a consistent set of matches M, the gap-chaining seed heuristic can be
computed using scores in the transformed domain:

hMgcs(u) =
⎧⎪⎪⎨⎪⎪⎩

P (u) − ST (u) if u ⪯T vt,
cgap(u, vt) if u ⪯̸T vt.

Proof. Write h ∶= hMgcs and h′ ∶= hM⪯T ,cgs
. When u ⪯̸T vt, h(u) = cgap(u, vt) by Lemma 7. Otherwise,

when u⪯T vt, we have h(u) = h′(u). Let u⪯T m1⪯T . . .⪯T vt be a ⪯T -chain for h′ as in Definition 3.1.
All terms in h′ satisfy end(mi) ⪯T start(mi+1), so cgap ≤ cseed and by Lemma 6 cgs(mi, mi+1) =
cseed(mi, mi+1). Thus, h′ = h⪯T ,cseed, and hMgcs(u) = P (u) − ST (u) by Theorem 4. ◀
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4 A*PA2: Up to 19× Faster
Exact Global Alignment

Summary
We now introduce A*PA2, an exact global pairwise aligner with respect to edit distance. The goal of
A*PA2 is to unify the near-linear runtime of A*PA on similar sequences with the up to 500× higher
efficiency of dynamic programming (DP) based methods. In practice, this means that A*PA2 combines a
lot of of existing methods with a very optimized implementation, and then uses the seed heuristic on top
for better scaling to long sequences.

Like Edlib, A*PA2 uses Ukkonen’s band doubling in combination with Myers’ bitpacking. In addition,
A*PA2 1) uses large block sizes inspired by Block Aligner, 2) extends this with SIMD (single instruction,
multiple data), 3) introduces a new profile for efficient computations, 4) introduces a new optimistic
technique for traceback based on diagonal transition, 5) avoids recomputation of states where possible, and
6) applies the heuristics developed in A*PA and improves them using pre-pruning.

With just engineering optimizations, and no seed-heuristic, A*PA2-simple has complexity O(ns) and
is 6× to 8× faster than Edlib for sequences ≥ 10 kbp. A*PA2-full also includes the heuristic and is often
near-linear in practice for sequences with small divergence. The average runtime of A*PA2 is 19× faster
than the exact aligners BiWFA and Edlib on >500 kbp long ONT (Oxford Nanopore Technologies) reads
of a human genome having 6% divergence on average.

Attribution
This chapter is based on the A*PA2 paper, “A*PA2: Up to 19× faster exact global alignment” [GK24],
which is my own work. Large parts of this chapter are copied verbatim or with minor changes from that
publication.

4.1 Introduction

As we saw, A*PA [GKI24] uses the A* shortest path algorithm to speed up alignment and has
near-linear runtime when divergence is low. A drawback of A* is that it uses a queue and must
store all computed distances. This causes large overhead compared to methods based on dynamic
programming (DP), and means that A*PA can take up to 500× more time per visited state than
methods based on DP.

In this chapter, we introduce A*PA2, a method that unifies the heuristics and near-linear
runtime of A*PA with the efficiency of DP based methods.

As Fickett [Fic84, p. 1] stated 40 years ago and still true today,

A*PA2
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(a) Dijkstra (b) WFA (c) A*PA (d) Ukkonen (e) Edlib (f) A*PA2
-simple

(g) A*PA2
-full

Figure 4.1 Alignment of two sequences of length 3000 bp with 20% divergence using different methods.
Coloured pixels correspond to visited states in the edit graph or dynamic programming matrix, and the
blue to red gradient indicates the order of computation. The black path indicates an optimal alignment.
(a) Dijkstra is the classical shortest path algorithm. (b) WFA uses the diagonal transition algorithm.
(c) A*PA with the gap-chaining seed heuristic. (d) Ukkonen’s method uses band doubling. (e) Edlib adds
the gap heuristic and bitpacking. (f) A*PA2-simple additionally computes blocks of 256 columns at a
time, and (g) A*PA2-full applies the heuristics of A*PA. Figure 4.12 shows the same methods on a more
complicated alignment.

at present one must choose between an algorithm which gives the best alignment but is
expensive, and an algorithm which is fast but may not give the best alignment.

In this chapter we narrow this gap and show that A*PA2 is nearly as fast as approximate methods.

4.1.1 Contributions
We introduce A*PA2, an exact global pairwise sequence aligner with respect to edit distance.

In A*PA2, we combine multiple existing techniques and introduce a number of new ideas to
obtain up to 19× speedup over existing single-threaded exact aligners. A*PA2 is often faster and
never much slower than approximate methods.

As a starting point, we take the band doubling algorithm implemented by Edlib [ŠŠ17] using
bitpacking [Mye99]. First, we speed up the implementation (points 1., 2., 3.). Then, we reduce the
amount of work done (4., 5.). Lastly, we apply A* heuristics (6.).

1. Block-based computation Edlib (Figure 4.1e) computes one column of the DP matrix at
a time, and for each column decides which range (subset of rows) of states to compute. We
significantly reduce this overhead by processing blocks of 256 columns at a time (Figure 4.1f),
taking inspiration from Block Aligner [LS23]. Correspondingly, we only store states of the
DP-matrix at block boundaries, reducing memory usage.

2. SIMD We speed up the computation of each block by using 256bit SIMD, allowing the
processing of 4 computer words in parallel.

3. Novel encoding We introduce a novel encoding of the input sequence to speed up SIMD
operations by comparing characters bit-by-bit and avoiding slow gather instructions. This
limits the current implementation to alphabets of size 4.

4. Incremental doubling Both the band doubling method of Ukkonen [Ukk85a] and Edlib
recompute states after doubling the threshold. We avoid this by using the theory behind the
A* algorithm, extending the incremental doubling of Fickett [Fic84] to blocks and arbitrary
heuristics.
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5. Traceback For the traceback, we optimistically use the diagonal transition method [Ukk85a,
Mye86, MSMME21] within each block with a strong adaptive heuristic, only falling back to a
full recomputation of the block when needed.

6. A* We apply the gap-chaining seed heuristic (GCSH) of A*PA [GKI24] (Figures 4.1c and 4.1g),
and improve it using pre-pruning. This technique discards most of the spurious (off-path) matches
ahead of time.

4.2 Methods

Conceptually, A*PA2 builds on Edlib. First we describe how we make the implementation
more efficient using SIMD and blocks. Then, we modify the algorithm itself by using a new
traceback method and avoiding unnecessary recomputation of states. On top of that, we apply
the A*PA heuristics for further speed gains on large and complex alignments, at the cost of larger
precomputation time to build the heuristic.

At the core, A*PA2 uses band doubling with the g∗(u) + h(u) ≤ t computational volume, in
combination with bitpacking. That is, in each iteration of t we compute the distance to all states
with g∗(u) +h(u) ≤ t. In its simple form, A*PA2-simple, we use the gap heuristic, like Edlib does.
The initial value for the tested distance t is the value of the heuristic at the start, and in the ith
iteration ti ∶= h(⟨0, 0⟩) +B ⋅ 2i, where B is the block size introduced below.

Section 4.2.1 to Section 4.2.6 describe our new methods, while Section 4.2.7 and Section 4.2.9
show the mathematical details of the algorithm.

4.2.1 Blocks
Instead of determining the range of rows to be computed for each column individually, we determine
it once per block of B = 256 consecutive columns. This computes some extra states, but reduces
the overhead by a lot. (From here on, B stands for the block size, and not for the sequence B to
be aligned.) Within each block, we iterate over lanes of w = 64 rows at a time, and for each lane
compute all B columns before moving on to the next lane.

Section 4.2.7 explains in detail how the range of rows to be computed is determined.

4.2.2 Memory
Where Edlib does not initially store intermediate values and uses meet-in-the-middle to find the
alignment, A*PA2 stores the distance to all states at the end of each block, encoded as the distance
to the top-right state of the block and the bit-encoded vertical differences along the right-most
column. This simplifies the traceback method (see Section 4.2.5), and has sufficiently small memory
usage to be practical.

4.2.3 SIMD
While it is tempting to use a SIMD vector as a single W = 256-bit word, the four w = 64-
bit words (SIMD lanes) are dependent on each other and require manual work to shift bits
between the lanes. Instead, we let each 256-bit AVX2 SIMD vector represent four 64-bit words
(lanes) that are anti-diagonally staggered as in Figure 4.2a. This is similar to the original anti-
diagonal tiling introduced by Wozniak [Woz97], but using units of w-bit words instead of single
characters. This idea was already introduced in 2014 by the author of Edlib in a GitHub issue
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(github.com/Martinsos/edlib/issues/5), but to our knowledge has never been implemented in
either Edlib or elsewhere.

We further improve instruction-level-parallelism (ILP) by processing 8 lanes at a time using two
SIMD vectors in parallel, spanning a total of 512 rows (Figure 4.2a).

When the number of remaining lanes in a block to be computed is ℓ, we process 8 lanes in
parallel as long as ℓ ≥ 8. If there are remaining lanes, we end with another 8-lane (5 ≤ ℓ < 8) or
4-lane (1 ≤ ℓ ≤ 4) iteration that optionally includes some padding lanes at the bottom. In case
the horizontal differences along the original bottom row are needed (as required by incremental
doubling Section 4.2.9), we can not use padding and instead fall back to trying a 4-lane SIMD
(ℓ ≥ 4), a 2-lane SIMD (ℓ ≥ 2), and lastly a scalar iteration (ℓ ≥ 1).

4.2.4 SIMD-friendly sequence profile
A drawback of anti-diagonal tiling is that each lane of a SIMD vector corresponds to a different
column with character ai that needs to be looked up in the profile Eq[ai][ℓ]. While SIMD can do
multiple lookups in parallel using gather instructions, these instructions are not always efficient.
Thus, we introduce the following alternative scheme. Let b = ⌈log2(σ)⌉ be the number of bits
needed to encode each character, with b = 2 for DNA. For each lane, the new profile Eq′ stores
b words as an ⌈m/w⌉ × b array Eq′[ℓ][p]. Each word 0 ≤ p < b stores the negation of the pth
bit of each character in its lane. To check which characters in lane ℓ contain character c with
bit representation cb−1 . . . c0, we precompute b words C0 = c0 . . . c0 to Cb−1 = cb−1 . . . cb−1 and then
compute ⋀b−1

j=0(Cj ⊕ Eq′[ℓ][j]), where ⊕ denotes the xor operation. As an example take b = 2
and a lane with w = 8 characters (0, 1, 2, 2, 3, 3, 3, 3). Then Eq′[ℓ][0] = 00001101 (the negation of
indicating odd positions) and Eq′[ℓ][1] = 00000011, keeping in mind that bits are shown in reverse
order in this notation. If the column now contains character c = 2 = 10 we initialize C0 = 00000000
and C1 = 11111111 and compute

(C0 ⊕Eq′[ℓ][0]) ∧ (C1 ⊕Eq′[ℓ][1]) = 00001101 ∧ 11111100 = 00001100,

indicating that 0-based positions 2 and 3 contain character 2. This naturally extends to SIMD
vectors, where each lane is initialized with its own constants.

4.2.5 Traceback
The traceback stage takes as input the computed vertical differences at the end of each block of
columns. We iteratively work backwards through the blocks. When tracing the block covering
columns i to i +B, we know the distances g(⟨i, j⟩) to the states in column i at the start of the
block, and a state u = ⟨i+B, j⟩ at distance g∗(u) in column i+B at the end of the block that is on
an optimal path. The goal is to find an optimal path from column i to u.

A naive approach is to simply recompute the entire block of columns while storing distances to
all states. Here we consider two more efficient methods.

Optimistic block computation Instead of computing the full range of rows for this column, a first
insight is that only rows up to j are needed, since an optimal path to u = ⟨i +B, j⟩ can never go
below row j.

Secondly, the path crosses B = 256 columns, and so we optimistically assume that it will be
contained in rows j − 256 − 64 = j − 320 to j. Thus, we first recompute this range of rows (rounded
out to multiples of w = 64) from left to right while storing intermediate values, as shown in blue in

https://github.com/Martinsos/edlib/issues/5
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(a) SIMD (b) Traceback

Figure 4.2 (a) SIMD processing of two times 4 lanes in parallel. This example uses lanes of 4 instead of
64 rows. First the top-left triangle is computed lane by lane, and then 8-lane diagonals are computed by
using two 4-lane SIMD vectors in parallel. (b) Computed blocks are shown in grey. States expanded by the
diagonal transition traceback in each block are shown in green. When the distance in a block is too large, a
part of the block is fully recomputed as fallback, as shown in blue. In regions with low divergence, diagonal
transition is sufficient to trace the path, and only in noisy regions the algorithm falls back to recomputing
full blocks.

Figure 4.2b. If the distance to u computed this way equals g∗(u), there is a shortest path contained
within the computed rows and we trace it one state at a time. Otherwise, we repeatedly try again
with double the number of lanes until success. The exponential search ensures low overhead and
good average case performance.

Optimistic diagonal transition traceback (DTT) A second improvement uses the diagonal
transition algorithm backwards from u. We simply run the unmodified algorithm on the reverse
graph covering columns i to i +B and rows 0 to j. Whenever a state v in column i is reached, say
at distance d from u, we check whether g(v) + d = g∗(u), and continue until a v is found for which
this holds. We then know that v lies on a shortest path and we can find the path from v to u via a
usual traceback on the diagonal transition algorithm, as shown in green in Figure 4.2b.

As a further optimization, when no suitable v is found after trying all states at distance ≤ g = 40,
we abort the DTT and fall back to the block doubling described above. Another optimization is
the WF-adaptive heuristic introduced by WFA [MSMME21]: all states that lag more than x = 10
behind the furthest reaching diagonal are dropped. Lastly, we abort early when it takes cost > g/2
to cross half the columns. Both g and x are experimentally determined, see Figure 4.11.

4.2.6 A* and pruning
Edlib already uses a simple gap cost heuristic that gives a lower bound on the number of insertions
and deletions on a path from each state to the end. We replace this by the much stronger
gap-chaining seed heuristic (GCSH) introduced in A*PA, with two modifications.

Bulk pruning In A*PA, matches are pruned as soon as a shortest path to their start has been
found. This helps to penalize states before (left of) the match. Each iteration of A*PA2 works
left-to-right only, so that pruning of matches does not affect the current iteration. Thus, we collect
all matches to be pruned at the end of each iteration, and update the contours in one right-to-left
sweep. To keep the computational volume valid after pruning, we ensure that the range of computed
rows in each column never shrinks.

Pre-pruning Here we introduce an independent optimization that also applies to the original
A*PA method. Each of the heuristics h introduced in A*PA [GKI24] depends on the set of matches
M between seeds in A and k-mers of B.

A*PA2
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(a) Without pre-pruning (b) With pre-pruning

Figure 4.3 Effect of pre-pruning on chaining seed heuristic (CSH) contours. The left shows contours and
layers of the heuristic at the end of an A*PA alignment, after matches (black diagonals) on the path have
been pruned (red diagonals). The right shows pre-pruned matches in purple and the states visited during
pre-pruning in green. After pre-pruning, almost no off-path matches remain. This decreases the number of
contours, making the heuristic stronger, and simplifies contours, making the heuristic faster to evaluate.

Now consider a seed si with an exact match m. The existence of the match is a ‘promise’ that
seed si can be crossed for free. (Seeds without match require at least 1 edit.) When m can not
be extended into an alignment of si and si+1 of cost less than 2, we can amortize this cost over
the two seeds and regard m as a ‘false promise’, since crossing the two seeds takes cost at least 2.
Thus, we remove m, making the heuristic more accurate.

More generally, we try to extend each match m into an alignment of seeds si up to the start of
si+q for all q ≤ p = 14. If all extensions have cost ≥ q, then m falsely promised that si to si+q can be
crossed for cost < q and we pre-prune (remove) m.

The extension of each match is done by running the diagonal transition algorithm from its end.
Any furthest reaching states that are at distance ≥ q while at most q seeds have been covered are
dropped, and the match is pre-pruned when no active states are left.

As shown in Figure 4.3b, the effect is that the number of off-path matches is significantly
reduced. This makes contours simpler and hence faster to initialize, update, and query, and it
increases the value of the heuristic.

Pre-pruning lowers number of remaining matches and allows using k = 12 instead of k = 15,
further improving the heuristic. For k = 12, p = 14 was experimentally determined to remove nearly
all off-path matches, while not taking significant time (Figure 4.11).

4.2.7 Determining the rows to compute
For each block, from column i to i+B, we only compute those rows that can possibly contain states
on a path/alignment of cost at most t. Intuitively, we try to ‘trap’ the alignment inside a wall of
states that can not lie on a path of length at most t, i.e., that must have f∗(u) > t, as can be seen
in red in Figure 4.4a. We determine this range of rows in two steps.

Step 1: Fixed range First, we determine the fixed range at the end of the preceding block. I.e.,
we find the topmost and bottommost states ⟨i, jstart⟩ and ⟨i, jend⟩ with f(u) = g(u) + h(u) ≤ t, as
shown in green in Figure 4.4. All in-between states u = ⟨i, j⟩ with jstart ≤ j ≤ jend are then fixed,
meaning that the correct distance has been found and g(u) = g∗(u). One way to find jstart and
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(a) Simple (b) Sparse

Figure 4.4 Detail of computed ranges (a) Starting with a fixed range between two green states (black
rectangle), first, the bottom of the to be computed region (blue rectangle) is computed (red diagonal, with
fl(u) > t). Then, the region is rounded out to multiples of w and computed (grey background). Lastly, the
last column is shrunk (red, f(u) > t) until states with f(u) ≤ t are found (green), that determine the fixed
range (black rectangle). The last block has no fixed states in its right column, so t must be increased. (b)
The sparse variant uses much fewer heuristic invocations.

jend is by simply iterating inward from the start/end of the computed range and skipping all states
with f(u) = g(u) + h(u) > t, as indicated by the red columns in Figure 4.4a.

Step 2: End of computed range Then, we find the bottommost state v = ⟨i +B, j′end⟩ at the end
of the to-be-computed block that can possibly lie on a path of length ≤ t. We then compute rows
jstart to j′end in columns i to i +B, rounding [jstart, j′end] out to the previous/next multiple of the
word size w = 64.

To determine j′end, let u = ⟨i, jend⟩ be the bottommost fixed state in column i with f(u) ≤ t. Let
v = ⟨i′, j′⟩ be a state in the current block (i ≤ i′ ≤ i+B) that is strictly below the diagonal of u. Sup-
pose v lies on a path of length ≤ t. This path must cross column i in or above u, since states u′ below u

have f∗(u′) > t. The distance to v is now at least minj≤jend
(g∗(⟨i, j⟩) + cgap(⟨i, j⟩, v)) ≥ g∗(u) + cgap(u, v),

and thus we define
fl(v) ∶= g∗(u) + cgap(u, v) + h(v) ≤ f∗(v)

as a lower bound on the length of the shortest path through v, assuming v is strictly below the
diagonal of u and f∗(v) ≤ t. When fl(v) > t, this implies f∗(v) > t and also f∗(v′) > t for all v′

below v. The end of the range is now computed by finding the bottommost state v in each column
for which fl is at most t, using the following algorithm:
1. Start with v = ⟨i′, j′⟩ = u = ⟨i, jend⟩.
2. While the below-neighbour v′ = ⟨i′, j′ + 1⟩ of v has fl(v) ≤ t, increment j′.
3. Go to the next column by incrementing i′ and j′ by 1 and repeat step 2, until i′ = i +B.
The row j′end of the last v we find in this way is the bottommost state in column i +B that can
possibly have f(v) ≤ t, and hence this is end of the range we compute.

In Figure 4.4a, we see that f(v) is evaluated at a diagonal of states just below the bottommost
fixed (green) state u at the end of the preceding black, and that the to-be-computed range (indicated
in blue) includes exactly all states above this diagonal.

4.2.8 Sparse Heuristic Invocation
A drawback of the previous method is that it requires a large number of calls to f and hence to the
heuristic h: roughly one per column and one per row. Here we present a sparse version that uses
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fewer calls to f than the method of Section 4.2.7, as shown in Figure 4.4b.
We first state two very similar lemmas, and then give the updated steps.

▶ Lemma 8. When h is admissible and f(u) > t + 2D, then f∗(u′) > t for all u′ within distance
d(u, u′) ≤D from u.

Proof. Since adjacent states differ in distance by {−1, 0,+1}, we have g(u′) ≥ g(u) − d(u, u′) ≥
g(u) −D and h∗(u′) ≥ h∗(u) − d(u, u′) ≥ h∗(u) −D. Now suppose that f∗(u′) ≤ t. Then u′ is fixed
and we have g(u′) = g∗(u′), and since h is admissible h(u) ≤ h∗(u). Thus:

t + 2D < f(u) = g(u) + h(u)
≤ g(u) + h∗(u) ≤ g(u′) + h∗(u′) + 2D

= g∗(u′) + h∗(u′) + 2D = f∗(u′) + 2D ≤ t + 2D.

This is a contradiction, so we must have f∗(u′) > t, as required. ◀

▶ Lemma 9. When h is admissible, v is below the diagonal of a computed state u, and fl(v) =
g∗(u) + cgap(u, v) + h(v) > t + 2D, then f∗(v′) > t when v has distance d(v, v′) ≤D from u.

Proof. We have cgap(u, v′) ≥ cgap(u, v) − d(v, v′) ≥ cgap(u, v) −D, and h∗(v′) ≥ h∗(v) −D. Now
suppose that f∗(v′) ≤ t. Then we know that g∗(v) ≥ g∗(u)+cgap(u, v), and we still have h(v) ≤ h∗(v),
g∗(v′) ≥ g∗(v) −D, and h∗(v′) ≥ h∗(v) −D. It follows that

t + 2D < fl(v) = g∗(u) + cgap(u, v) + h(v)
≤ g∗(v) + h∗(v)
≤ g∗(v′) + h∗(v′) + 2D = f∗(v′) ≤ t + 2D,

which is a contradiction, so we conclude that f∗(v′) > t, as required. ◀

Step 1’: Sparse fixed range To find the first row jstart with f(⟨i, jstart⟩) ≤ t, start with j = rstart,
and increment j by ⌈(f(v) − t)/2⌉ as long as f(v) > t, since none of the intermediate states can lie
on a path of length ≤ t by Lemma 8. The last row is found in the same way by going up from rend.
As seen in Figure 4.4b, this sparse variant significantly reduces the number of evaluations of the
heuristic in the right-most columns of each block.

Step 2’: Sparse end of computed range Instead of considering one column at a time, we now
first make a big jump down and then jump to the right.
1. Start with v = ⟨i′, j′⟩ = u + ⟨1, B + 1⟩ = ⟨i + 1, jend +B + 1⟩.
2. If fl(v) ≤ t, increase j′ (go down) by 8.
3. If fl(v) > t, increase i′ (go right) by ⌈(fl(v) − t)/2⌉, but do not exceed column i +B.
4. Repeat from step 2, until i′ = i +B.
5. While fl(v) > t, decrease j′ (go up) by ⌈(fl(v) − t)/2⌉, but do not go above the diagonal of u.
The resulting v is again the bottommost state in column i +B that can potentially have f(t) ≤ t,
and its row is the last row that will be computed.
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(a) First iteration (b) Second iteration

Figure 4.5 Incremental doubling detail Blue rectangles show the ranges required to be computed,
and grey the computed blocks. Vertical green rectangles show the fixed range at the end of each block,
and green horizontal rectangles a fixed row jf of states inside some blocks. In both figures the third block
was just computed, in the (a) first and (b) second iteration. The black empty rectangle indicates the new
candidate j′f for the fixed horizontal region. In (a), the computation is split into two parts, above and
below j′f . In (b), the computation is split into three parts (dark grey): above the reusable region, between
the old jf and the new j′f , and below the new j′f .

4.2.9 Incremental doubling

When band doubling doubles the threshold from t to 2t, it simply recomputes the distance to all
states. On the other hand, Dijkstra visits states in increasing order of distance, and the distance to
a state is correct (fixed) as soon as a state is expanded.

Indeed, band doubling algorithm can also avoid recomputations. After completing the iteration
for t, it is guaranteed that the distance is fixed to all states that satisfy f(u) ≤ t. In fact, a stronger
result holds: in any column, the distance is fixed for all states between the topmost and bottommost
state in that column with f(u) ≤ t.

In each block, we would like to skip some rows preceding jend, the end of the fixed range in its
first column. To be able to do this, we must store the horizontal differences along row jend so that
we can continue from there in the next iteration. In practice, we choose row jf (for fixed) as the
last row at a lane boundary before jend, as indicated in Figure 4.5 by a horizontal black rectangle.
In the first iteration (Figure 4.5a), reusing values is not yet possible, so the computation of the
block is split into two parts: one above jf , to extract the horizontal differences along row jf , and
the remainder below jf .

In the second and further iterations (Figure 4.5b), the values at jf are reused and each block is
split into three parts. The first part computes all lanes covering states before the start of the fixed
range (green column) at the end of the block. We then skip the lanes up to the previous jf , since
the values at both the bottom and right of this region are already fixed. Then, we compute the
lanes between the old jf and its new value j′f . Lastly we compute the lanes from j′f to the end.

4.3 Results

A*PA2 is available at github.com/RagnarGrootKoerkamp/astar-pairwise-aligner and written
in Rust. We compare it against other aligners on real datasets, report the impact of the individual
techniques we introduced, and measure time and memory usage.
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Length [ kbp] Divergence [%] Max gap [ kbp]

Dataset Source Cnt min mean max min mean max mean max

SARS-CoV-2 A*PA2 10,000 27 30 30 0 1.5 13 0 1
ONT 1 kbp WFA 12,500 0 1 1 0 10 23 0 0
ONT 10 kbp BiWFA 10,000 0 11 50 3 12 19 0 3
ONT >500 kbp A*PA 50 500 594 849 3 6 17 0 1
ONT >500 kbp + gv BiWFA 48 502 632 1,053 4 7 18 1.9 42

Table 4.1 Dataset statistics All but the first dataset are ONT reads. The dataset with genetic variation
(gv) also includes long gaps, while the SARS-CoV-2 dataset stands out for having only 1.5% divergence on
average. Cnt: number of sequence pairs. Max gap: longest gap in the reconstructed alignment.

4.3.1 Setup
Datasets We benchmark on five datasets containing real sequences of varying length and divergence,
as listed in detail in Table 4.1. They can be downloaded from github.com/pairwise-alignment/
pa-bench/releases/tag/datasets.

Four datasets containing Oxford Nanopore Technologies (ONT) reads are reused from the
WFA, BiWFA, and A*PA evaluations [MSMME21, MSEG+23, GKI24]. Of these, two ‘>500 kbp’
and ‘>500 kbp with genetic variation’ datasets have divergence (error rate, or more precisely, edit
distance divided by length) 6− 7%, while two ‘1 kbp’ and ‘10 kbp’ datasets are filtered for sequences
of length <1 kbp and <50 kbp and have average divergence 11% and average sequence length 800 bp
and 11 kbp.

A SARS-CoV-2 dataset was newly generated by downloading 500 MB of viral sequences from the
COVID-19 Data Portal, covid19dataportal.org [HLR+21], filtering out non-ACTG characters,
and selecting 10000 random pairs. This dataset has average divergence 1.5% and average length
30 kbp.

For each set, we sorted all sequence pairs by edit distance and split them into 50 files each
containing multiple pairs, so that the first file contains the 2% of pairs with the lowest divergence.
Reported runtimes are averaged over the sequences in each file.

Algorithms and aligners We benchmark A*PA2 against state-of-the-art exact aligners Edlib,
BiWFA, and A*PA. We further compare against the approximate aligners WFA-Adaptive [MSMME21]
and Block Aligner. For WFA-Adaptive we use default parameters (10, 50, 10), dropping states
that lag behind by more than 50. For Block Aligner we use block sizes from 0.1% to 1% of the
input size. Block Aligner only supports affine costs so we use gap-open cost 1 instead of 0.

We compare two versions of A*PA2. A*PA2-simple uses all engineering optimizations (bitpack-
ing, SIMD, blocks, new traceback) and uses the simple gap-heuristic. A*PA2-full additionally uses
more complicated techniques: incremental-doubling, and the gap-chaining seed heuristic introduced
by A*PA with pre-pruning.

Parameters For A*PA2, we fix block size B = 256. For A*PA2-full, we use the gap-chaining
seed heuristic (GCSH) of A*PA with exact matches and seed length k = 12. We pre-prune matches
by looking ahead up to p = 14 seeds. Parameters were determined experimentally, see Figure 4.11
for a comparison. For most parameters, the runtime is not very sensitive to the exact value. For
A*PA, we use the original inexact matches with seed length k = 15 by default, and only change
this for the low-divergence SARS-CoV-2 dataset and 4% divergence synthetic data, where we use
exact matches (r = 1).

https://github.com/pairwise-alignment/pa-bench/releases/tag/datasets
https://github.com/pairwise-alignment/pa-bench/releases/tag/datasets
https://www.covid19dataportal.org/
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Figure 4.6 Runtime comparison (log) Each dot shows the running time of a single alignment (right
two plots) or the average runtime over 2% of the input pairs (left three plots). Box plots show the three
quartiles, and the red circled dot shows the average running time over all alignments. For A*PA, exact
matches are used for the SARS-CoV-2 dataset. Some A*PA alignments ≥ 10 kbp time out, and the shown
average is a lower bound on the true average. Approximate aligners WFA Adaptive and Block Aligner
are indicated with triangles. On the >500 kbp reads, A*PA2-full is 19× faster than other exact methods.

SARS-CoV-2 ONT

Aligner [ms] 1 kbp [ms] 10 kbp [ms] >500 kbp [s] >500 kbp + gv [s]

Edlib 11.14 0.110 8.0 3.74 5.20
BiWFA 1.13 0.042 9.3 4.47 6.96
A*PA 6.25 0.514 >190.1 >14.01 >12.92

WFA-Adaptive 0.85 0.038 3.0 1.04 0.81
Block Aligner 2.35 0.038 0.9 0.63 0.68

A*PA2-simple 0.89 0.052 1.4 0.58 0.78
A*PA2-full 2.00 0.083 1.7 0.20 0.27

Speedup [×] 1.3 0.81 5.6 18.8 19.0
Table 4.2 Average runtime per sequence of each aligner on each dataset. Cells marked with > are a

lower bound due to timeouts. Speedup is reported as the fastest A*PA2 variant compared to the fastest of
Edlib, BiWFA, and A*PA. WFA-Adaptive and Block Aligner are approximate aligners.

Execution We ran all benchmarks using PaBench (github.com/pairwise-alignment/pa-bench)
on Arch Linux on an Intel Core i7-10750H with 64GB of memory and 6 cores, with hyper-
threading disabled, frequency boost disabled, and CPU power saving features disabled. The CPU
frequency is fixed to 3.6GHz and we run 1 single-threaded job at a time with niceness −20. Reported
running times are the average wall-clock time per alignment and exclude the time to read data
from disk for more stable measurements. For A*PA and A*PA2-full, reported times do include
the time to find matches and initialize the heuristic.

4.3.2 Comparison with other aligners
Speedup on real data Figure 4.6 compares the running time of aligners on real datasets. Table 4.2
contains a corresponding table. On the >500 kbp ONT reads, A*PA2-full is 19× faster than
Edlib, BiWFA, and A*PA in average running time, and using the gap-chaining seed heuristic in
A*PA2-full provides 3× speedup over A*PA2-simple.

On shorter sequences, the overhead of initializing the heuristic in A*PA2-full is large, and

A*PA2
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Figure 4.7 Runtime profile of A*PA2 using A*PA2-simple for short sequences and A*PA2-full for the
two rightmost >500 kbp datasets. Each column corresponds to a (set of) alignment(s), which are sorted by
total runtime. Overhead is the part of the runtime not measured in one of the other parts and includes
the time to build the profile. For >500 kbp long sequences, A*PA2-full spends most of its time computing
blocks, followed by the initialization of the heuristic. For very short sequences of 1 kbp, up to half the time
is spent on tracing an optimal alignment.

SARS-CoV-2 ONT

Aligner 1 kbp 10 kbp >500 kbp >500 kbp + gv

WFA-Adaptive 92% 93% 49% 60% 4%
Block Aligner 34% 85% 53% 96% 50%

Table 4.3 Percentage of correctly aligned reads by approximate aligners. The accuracy of WFA-
Adaptive drops a lot for the >500 kbp dataset with genetic variation, since these alignments contain gaps of
thousands of basepairs, much larger than the 50 bp cutoff after which trailing diagonals are dropped.

Memory [ MB] SARS-CoV-2 ONT

1 kbp 10 kbp >500 kbp >500 kbp + gv

Aligner median max median max median max median max median max

Edlib 0 0 0 0 0 0 0 0 0 0
BiWFA 0 0 0 0 0 0 4 11 0 2
A*PA 0 236 0 0 228 873 84 3,453 158 6,868

WFA-Adaptive 0 11 0 0 0 0 0 0 0 0
Block Aligner 0 16 0 0 0 3 583 1,189 610 2,171

A*PA2 simple 2 5 0 0 4 6 0 55 2 164
A*PA2 full 0 0 0 0 0 0 30 82 6 141

Table 4.4 Memory usage of aligners, measured as the increase in max_rss before and after aligning a
pair of sequences.
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(a) Scaling with length (d = 4%) (b) Scaling with length (d = 12%) (c) Scaling with divergence

Figure 4.8 Runtime comparison on synthetic data (a)(b) Log-log plot of average running time of
aligners on synthetic sequences of increasing length with 4% divergence and 12% divergence. A*PA uses
exact matches (indicated by r = 1) for d = 4% and inexact matches for d = 12%. For sequences of length
n, averages are over 107/n pairs. Lines are fitted in the log-log domain. The region between linear and
quadratic growth is shaded in grey. (c) Average running time of aligners over 10 sequences of length 100 kbp
with varying uniform divergence.

A*PA2-simple is faster. For the 10 kbp dataset, A*PA2-simple is 5.6× faster than other exact
methods. For the shortest (1 kbp ONT reads) and most similar sequences (SARS-CoV-2 with 1%
divergence), BiWFA is usually faster than Edlib and A*PA2-simple. In these cases, the overhead
of using 256 wide blocks is relatively large compared to the edit distance s ≤ 500 in combination
with BiWFA’s O(s2 + n) expected running time.

Comparison with approximate aligners For the smallest datasets, BiWFA is about as fast as
the approximate methods WFA Adaptive and Block Aligner, while for the largest datasets
A*PA2-full is significantly faster. Only on the dataset of 10 kbp ONT reads is Block Aligner
1.6× faster than A*PA2, but it only finds the correct edit distance for 53% of the alignments. All
accuracy numbers can be found in Table 4.3.

Scaling with length Figures 4.8a and 4.8b compare the runtime of aligners on synthetic random
sequences of increasing length and constant uniform divergence. BiWFA’s runtime is quadratic
and is fast for sequences up to 3000 bp. As expected, A*PA2-simple has very similar scaling to
Edlib but is faster by a constant factor around 7.5×. A*PA2-full includes the gap-chaining seed
heuristic used by A*PA, resulting in comparable speed and near-linear scaling for both of them
when d = 4%. For more divergent sequences, A*PA2-full is faster than A*PA since initializing the
A*PA heuristic with inexact matches is relatively slow. The reason that A*PA2-full is slower than
A*PA for sequences of length 10 Mbp is that A*PA2-full uses shorter seed length k = 12 instead of
k = 15. In most cases, pre-pruning is fast enough to handle the extra matches this causes, but when
n approaches 412 ≈ 16 ⋅ 106, this becomes a bottleneck.

Scaling with divergence Figure 4.8c compares the runtime of aligners on synthetic sequences
of increasing divergence. BiWFA’s runtime grows quadratically, while Edlib grows linearly and
jumps up each time another doubling of the threshold is required. A*PA is fast until the maximum
potential is reached at 6% resp. 12% and then becomes very slow. A*PA2-simple behaves similar
to Edlib and jumps up each time another doubling of the threshold is needed, but is around 8×
faster. A*PA2-full outperforms BiWFA for divergence ≥ 2% and A*PA for divergence ≥ 4%. The
runtime of A*PA2-full is near-constant up to divergence 7% due to the gap-chaining seed heuristic

A*PA2
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Figure 4.9 Effect of adding features Box plots showing the performance improvements of A*PA2 on
long sequences when incrementally adding new methods one-by-one. A*PA2-simple corresponds to the
middle red columns, and A*PA2-full corresponds to the rightmost blue columns.

which can correct for up to 1/k = 1/12 = 8.3% of divergence, while A*PA2-simple starts to slow
down at lower divergence. The graph of A*PA2 has a negative slope when the number of doublings
is fixed, because too low thresholds are rejected more quickly when divergence is higher.

Memory usage of A*PA2 on >500 kbp sequences is at most 200 MB and only 30 MB in median,
down from 6868 MB and 158 MB for A*PA. On other datasets and for Edlib and BiWFA, memory
usage is at most 11 MB, and usually < 1 MB (Table 4.4).

4.3.3 Effects of methods
Figure 4.9 shows the effect of one-by-one adding improvements to A*PA2 on >500 kbp long
sequences, roughly in order of importance, starting with Ukkonen’s band doubling method using
Myers’ bitpacking. Figure 4.10 instead shows the effect of removing each improvement from the
final method. We first change to the g∗(u) + cgap(u, vt) computational volume (+A*), making it
comparable to Edlib. Then we process blocks of 256 columns at a time and only store differences at
block boundaries, giving 2.5× speedup. Adding SIMD gives another 2.7× speedup, and instruction
level parallelism (ILP) provides a further small improvement. The diagonal transition traceback
(DTT) and sparse heuristic computation do not improve performance of A*PA2-simple much on
long sequences, but their removal can be seen to slow it down for shorter sequences in the ablation
(Figure 4.10). Incremental doubling (ID), the gap-chaining seed heuristic (GCSH), pre-pruning
(PP), and the pruning of A*PA give another 3× speedup on average and 4× speedup in the first
quantile.

Figure 4.7 shows that A*PA2 typically spends most of its time computing blocks. For short 1 kbp
long sequences, half the time is spent on traceback, and for the >500 kbp sequences, A*PA2-full
spends around a quarter of time on initializing the heuristic.
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Figure 4.10 Ablation Box plots showing how the performance of A*PA2-simple (left, middle) and
A*PA2-full (right) changes when removing (-) or adding (+) features. ILP: instruction level parallelims,
ID: incremental doubling, Sh: sparse heuristic evaluation, DTT: diagonal transition traceback, PP: pre-
pruning. Note that adding incremental doubling to A*PA2-simple slows down simple alignments, while
A*PA2-full benefits from it for larger alignments.

Figure 4.11 Changing parameters Runtime of A*PA2-simple (left, middle) and A*PA2-full (right)
with one parameter modified. Default parameters are seed length k = 12, pre-pruning look-ahead p = 14,
growth factor f = 2, block size B = 256, max DTT traceback cost g = 40, and dropping diagonals that lag
x = 10 behind during traceback. Running time is not very sensitive with regards to most parameters. Of
note are using inexact matches (r = 2) for the heuristic, which take significantly longer to find, larger seed
length k, which decreases the strength of the heuristic, and smaller block sizes (B = 128 and B = 64), which
induce more overhead.

A*PA2
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4.4 Discussion

We have shown that by incorporating many existing techniques and by writing highly optimized
code, A*PA2 achieves 19× speedup over other methods when aligning >500 kbp ONT reads with
6% divergence, 5.6× speedup for sequences of average length 11 kbp, and only a slight slowdown over
BiWFA for very short (<1 kbp) and very similar (<2% divergence) sequences. A*PA2’s speed is
also comparable to approximate aligners, and is faster for long sequences, thereby nearly closing the
gap between approximate and exact methods. A*PA2-simple has similar O(ns) scaling behaviour
as Edlib in both length and divergence, but with a 6× to 8× better constant. A*PA2-full achieves
the best of both: the near-linear scaling with length of A*PA when divergence is small, and the
efficiency of Edlib.

Limitations
1. The main limitation of A*PA2-full is that the heuristic requires finding all matches between

the two input sequences, which can take long compared to the alignment itself.
2. For sequences with divergence <2%, the diagonal transition algorithm (BiWFA) is very sparse,

and computing full blocks in A*PA2 has considerable overhead.
3. The new sequence profile only supports sequences over alphabet size 4, so DNA sequences

containing e.g. N characters must either be cleaned or fall back to a slower profile.

Future work
1. When divergence is very low (< 1%), the block-based DP is relatively slow, and performance

could be improved by using A* with diagonal transition, possibly per block.
2. Currently A*PA2 is completely unaware of the type of sequences it aligns. Using an upper

bound on the edit distance, either known or found using a non-exact method, could avoid trying
overly large thresholds and smoothen the curve in Figure 4.8c.

3. It should be possible to extend A*PA2 to semi-global alignment, and to incorporate the ideas
of A*PA and A*PA2 back into the Astarix’ sequence-to-graph alignment.

4. Extending A*PA2 to affine cost models should also be possible. This will require adjusting
the gap-chaining seed heuristic, and changing the computation of the blocks from a bitpacking
approach to one of the SIMD-based methods for affine costs.

5. Lastly, TALCO [WYB+24] provides an interesting idea: it may be possible start traceback
while still computing blocks, thereby saving memory.
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(a) Dijkstra (b) WFA (c) A*PA

(d) Ukkonen (e) Edlib (f) A*PA2
-simple

(g) A*PA2
-full

Figure 4.12 Alignment of two sequences of length 10 kbp with 17% divergence using the same methods
as in Figure 4.1. The optimal alignment contains similar regions, noisy regions, indels, and repeats (shown
by the black matches and red pruned matches in (c)). A*PA computes a subset of the states of WFA.
A*PA2-full computes more states than A*PA, but is more efficient.

A*PA2



74 4. A*PA2: Up to 19× Faster Exact Global Alignment



75

5 Semi-Global Alignment and Mapping

Summary
So far, we have considered only algorithms for global alignment. In this chapter, we consider semi-global
alignment and its variants instead, where a pattern (query) is searched in a longer string (reference). There
are many flavours of semi-global alignment, depending on the (relative) sizes of the inputs. We list these
variants, and introduce some common approaches to solve this problem.

We then extend A*PA into A*Map as a new tool to solve these problems.

Attribution
All text in this chapter is my own. Some ideas on semi-global alignment are based on early discussions
with Pesho Ivanov. Parts of this chapter form the basis for Sassy [BGK25], a tool for approximate string
matching of short strings developed together with Rick Beeloo.

In this chapter, we will look at the problem of semi-global alignment, as a next step after global
alignment (Chapter 2). In fact, we will quickly see that there is no such thing as “just” global
alignment. Rather, there are many variants that have applications in different domains.

In Section 5.1 we survey the different types of semi-global alignment. Then, in Figure 5.3, we
adapt the bitpacking and SIMD method of A*PA2 for O(nm) text searching. In Section 5.3, we
extend the gap-chaining seed heuristic of A*PA for semi-global alignment and hence mapping. We
use this as the seeding and chaining parts of the classic seed-chain-extend framework. Then we run
a separate alignment to find the optimal alignment.

5.1 Variants of semi-global alignment

As we saw in Chapter 3, there are many different types of pairwise alignment (Figure 5.1). Whereas
global alignment is used when two sequences are to be fully aligned, when that is not the case, there
are many different variants. In semi-global alignment, we align a sequence to a subset of a longer
sequence. While theoretically speaking this captures the full problem, in practice, there are many
variants of semi-global alignment that admit different algorithms. In particular, solutions to the
problem depend a lot on the absolute and relative size of the two sequences being aligned.

Pairwise semi-global alignment. In this chapter, we will use (pairwise) semi-global alignment to
refer to instances where the two sequences to be aligned have comparable length. In this case, the
number of skipped characters at the start and end of the longer sequence should be small, and not

Mapp ing
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Figure 5.1 Different types of pairwise alignment. Bold vertices and edges indicate where each type of
alignment may start and end. Local-extension alignment can end anywhere, whereas local alignment can
also start anywhere. Like clipping, these modes require a score for matching characters, while in other
cases, a cost model (with cost-0 matches) suffices. This figure is based on an earlier version that was made
in collaboration with Pesho Ivanov.

much more than the edit distance between the two sequences. In this case, we assume that the
alignment is one-off, i.e., that the both sequences are only aligned once, and that only a single best
alignment is needed. Instances of this problem can have length anywhere from 100bp to 100kbp.
Pairwise semi-global alignment is especially useful when a pattern has already been approximately
located in a text, and a final alignment is done to obtain the precise alignment.

Since the two sequences have similar length, the DP matrix is nearly square, and it suffices to
compute states near “the” diagonal. Thus, semi-global alignment is similar to ends-free and global
alignment, and the classic methods for global alignment can be applied.

Approximate string matching (text searching). In the remaining cases, one of the two sequences
(the text) is significantly longer than the other (the pattern). When additionally the pattern is short,
with a length on the order of the machine word size (64 classically, or 256 with SIMD), we classify
the instance as approximate1 string matching or text searching. Here, we are typically interested in
not just one optimal alignment, but in finding all sufficiently good alignments, with a cost below
some (fixed) threshold. One of the reasons we reasons we consider this a separate problem is that
there is a truly vast amount of literature on optimizing approximate string matching. See e.g.
[Ukk85b, LV89, CL92, BYG92, WM92, ACG95, BYN96, HFN05, Rog11] for a small selection2.

Initial solutions for this problem include computing the full matrix (O(nm)) and using various
types of bitpacking (O(n⌈m/w⌉)) and parallellization. Additionally, when patterns with up to k

errors are to be found, only a subset of the matrix has to be computed and O(n⌈k/w⌉) expected
time is sufficient [Ukk85b, CL92, Mye99] (Figure 5.3).

One characteristic of nearly all methods for text searching is that they scan the entire text on

1 Here, approximate means that we look for inexact matches with a number of mutations.
2 See https://curiouscoding.nl/posts/approximate-string-matching for a longer overview of relevant

papers.

https://curiouscoding.nl/posts/approximate-string-matching
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Figure 5.2 Depending on the absolute and relative size of the two sequences, instances of semi-global
alignment fall into three categories: pairwise alignment, text searching, and mapping.

each search, and thus require at least Ω(n) time. Typical applications are searching for a text in a
set of files (as can be done by grep), and extracting tags and/or barcodes from multiplexed ONT
(Oxford Nanopore Technologies) reads.

Mapping. The primary characteristic of mapping when compared to approximate string matching
is that for mapping, many strings are searched in a single text. Thus, Ω(n) time per search is not
sufficient, especially when the reference has a size anywhere from megabytes to gigabytes. Often,
patterns are long reads with a length on the order of 50kbp, but also short reads of length 100bp
can be mapped. To avoid the Ω(n) per search, the reference is indexed, so that regions similar to
the pattern can efficiently be identified. Usually, this leads to approximate methods, where the
reported alignments are not guaranteed to have a minimal cost.

As with approximate string searching, one way to use mapping is by asking for all alignments
with cost below some threshold. Another option is to ask only for the few best alignments. In
practice, another mode is to first find the cost s of the best alignment (assuming its cost is below
some threshold), and then find all alignments up to e.g. cost s′ = 1.1 ⋅ s.

The classic method applied here is seed-chain-extend [Li18]. This first finds matches between
the sequences, then finds chains of these matches, and then fills the gaps in between consecutive
matches using relatively small alignments.

5.2 Fast text searching

In A*PA2 (Chapter 4), we developed a block-based method for pairwise alignment. At the core,
these blocks are computed using a fast SIMD-based implementation of the bitpacking algorithm of
Myers [Mye99, CL92]. So far, we have only used this as a building block for global alignment, but
now we will use this to directly support O(n⌈m/w⌉) text searching.

In the basis, this requires two changes. First, we ensure that the alignment can start anywhere
in the text by changing the horizontal differences along the top row of the matrix from 1 (as used
by global alignment) to 0, as indicated by the bold lines in Figure 5.3.
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Figure 5.3 Text searching is the problem of finding a typically short (length O(w)) pattern in a longer
text. The left shows how the classical Needleman-Wunsch algorithm fills the entire matrix column by
column. On the right (adapted from [Mye99]), we search for all alignments with cost ≤ k, and states at
distance ≤ k are highlighted. The block-based approach only computes blocks that contain at least one
state at distance ≤ k, and takes O(n⌈k/w⌉) time in expectation on random strings [CL92].

Figure 5.4 By default, global alignment uses a cost of 1 along all edges of the matrix, while semi-global
alignment and overlap/ends-free/extension variants have a cost of 0 along some edge. When a pattern
only partially overlaps the text, as shown on the left, it may be preferable to have a skip-cost α for each
unmatched character that is in between 0 and 1. This can also be applied to global alignment (replacing
ends-free alignment), and can be an alternative to local alignment.

Secondly, the alignment may end anywhere, and the user may be interested more than just a
single best alignment. To support this, we do not only report the score in the bottom right of the
DP matrix, but we return a list of all scores along the bottom row. Based on this, the user can
decide which scores are sufficiently low to find a full alignment.

Tracing. Once the user decides which scores at the bottom of the matrix are sufficiently low, a
traceback be started from those positions. To save time and memory, the initial computation of the
matrix only returns the output scores and does not store all nm values. Thus, to find an alignment
ending in column i, we recompute the matrix from column i − 2m to column i and store all values
for each column. We then do a usual trace through this matrix from ⟨i, m⟩ until we reach the top
row (j = 0).

5.2.1 Skip-cost for overlap alignments
In some applications, it may happen that the pattern is present, but cut off at either its start or end,
as shown on the left in Figure 5.4. For example when a read was cut short, or when aligning reads
against an incomplete assembly [AKBP24]. In a classical semi-global alignment, the unmatched
start of the pattern would incur a cost of 1 per unmatched character, but this may make the total
cost of the pattern go above the threshold. Instead, overlap alignment could be used (Figure 5.1),
but this requires a bonus for matches, since otherwise the cheapest way to align the pattern could
be to skip nearly all of its characters. Ends-free alignment solves this by only allowing a limited
number of characters to be skipped. Still, this is suboptimal: when the pattern matches once in
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Figure 5.5 Example of computing a semi-global alignment with a skip-cost of α = 1/2. In the first
column the graph, edges of cost 1 and 0 alternate. On the bottom, the graph is extended with matches
until a multiple of the block size is reached. On the right, the final score in row j is increased by
⌈α(m − j)⌉ = ⌈(m − j)/2⌉ to obtain the score including skip-cost. Three alignments are highlighted and
shown, with edits highlighted. Only half of the skipped characters (rounded up) incurs a cost.

full, and once at the start of the sequence with 50% overlap, the scores of these two alignments are
not directly comparable. In fact, the overlapping alignment has a benefit because it only pays for
mismatches in half its length.

To solve this, we introduce the skip cost3 0 ≤ α ≤ 1, which is the cost paid for each character at
the start and/or end of the pattern that is not aligned because it extends outside the text. This
concept can also be applied to global-alignment variants such as ends-free and overlap (Figure 5.4,
middle), so that skipping characters in both sequences has a (not necessarily equal) cost.

In practice, it is not practical to handle fractional costs, especially in the case of edit distance
where the distance between adjacent states must be 0 or 1. To avoid this, we can initialize the first
and last column (and row, for global alignment) with a mix of zeros and ones, so that the fraction
of ones is approximately α, as shown in Figure 5.5 for α = 0.5.

Applying the skip-cost. In Figure 5.6, we show an example output when using a skip-cost of
α ∈ {0, 0.5, 1} for the alignment as shown in Figure 5.7. Using α = 1 corresponds to classical
semi-global alignment (thin black), and we see that this correctly detects that the pattern matches
in the middle of the sequence, ending at position 300, with a cost around 20. However, the
occurrences overlapping the start and end of the text are completely missed. Overlap alignment,
which corresponds to α = 0 (bold black) does have local minima at position 50 and 650 (indicating
the pattern extends 50 characters beyond the text). The drawback of these minima is that there
are also global minima at positions 0 and 700 where the pattern is completely disjoint from the text,
so that some additional logic is needed to separate these cases. We see that in regions where the
pattern does not match, the alignment has a score around 50, or 0.5 per character. Thus, we choose
α = 0.5 per skipped character. Using this (yellow), we recover clear local minima at positions 50
and 650, while the cost converges back to 50 as the overlap shrinks to 0.

3 I would not be surprised if this has been done before. There are many tools applying similar techniques (either
via local alignment or a clipping cost), but as far as I am aware, the technique as stated here has not been
applied before.
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Figure 5.6 Example of the output of the skip-cost alignment when aligning a length-100 pattern onto a
length-600 text (as shown in Figure 5.7). Graphs are shown for α = 1, corresponding to classical semi-global
alignment, α = 0.5, corresponding to the skip-cost introduced here, and α = 0, corresponding to an overlap
alignment. Vertical lines indicate the region inside of which the pattern fully matches within the text, and
where the cost of the alignment does not depend on the skip-cost α.

Figure 5.7 The setup of the alignment results shown in Figure 5.6. A random pattern of length 100 is
generated and overlaid on a length 600 text 3 times: once in the middle, and twice with a 50 base overlap
at the start/end of the sequence. Before inserting the pattern into the text, a different number of mutations
is applied to the full length-100 pattern.

5.2.2 Results
We benchmark the throughput of the search function in Figure 5.8, where we measure how long
it takes (per text character) to align a pattern against a text. For Edlib [ŠŠ17], we use the infix
method for semi-global alignment and ask it to report the distance only, and likewise for our method,
we measure only the time needed to compute the output distances. Experiments are run on an
Intel i7-10750H with AVX2, running at a fixed CPU frequency of 2.6 GHz.

As can be seen, both methods take as long for pattern length 32 as for 64, since they pad to 64
bit values. Our SIMD-based method has constant performance up to patterns of length 256, and
then grows linearly with the pattern length. Edlib starts to grow at its word size w = 64 instead.
On very divergent sequences (black), indeed the growth is linear, and even slightly worse because
of redundant band doubling. For more similar sequences (grey), when the pattern is present in
the text with a small divergence, band doubling reduces the part of the matrix that needs to be
computed. Especially when the pattern can be found with a divergence of 1%, this makes the
performance nearly independent of the pattern length, as also predicted by Myers’ complexity of
O(n⌈k/w⌉) = O(n⌈0.01m/64⌉) = O(n⌈m/6400⌉) [Mye99] and shown in Figure 5.3.

For shorter texts, on the order of the pattern length (not shown), there is an additional 50% to
100% overhead on the time per character that is spent on preprocessing the pattern.

When also tracing the optimal alignment, Edlib needs another 5-10% of time, while our method
needs an additional 10-20%.

For patterns of length 128 to 256, our method ends up around 1.7× to 2.0× faster than Edlib.
In practical terms, this implies that a pattern of length up to 256 bp can be found in a 1 kbp read
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Figure 5.8 Log-log plot of the time to align a pattern of length m against a text of length 50 kbp, in
nanoseconds per base of the text. Only the time needed to compute the minimal distance is reported,
excluding alignment/traceback. Our SIMD search method (yellow) always computes the entire matrix.
Edlib, on the other hand, by default uses a band doubling approach (solid lines). Disabling this via a fixed
high threshold is shown dashed.

in 13 micro seconds (75000 searches per second) or in a 50 kbp text in 440 micro seconds (2200
searches per second). Or alternatively, in one second, nearly 100 Mbp of text can be searched.

Future work. Currently, we only implement a naive O(n⌈m/w⌉) method that always computes
the entire matrix. For sequences of length greater than 256, most of the matrix below the first 256
rows can likely be skipped, and this should provide a significant speedup.

5.3 Mapping using A*Map

The problem of mapping differs from text searching considered so far in a few ways. First, the
text (reference) is fixed and is reused for many alignments. It can be anywhere from megabases
to gigabases in size. Secondly, the patterns (reads) being mapped can have length 100 bp (short
reads) up to 50 kbp (long reads). To enable efficient mapping, most tools build an index on the
reference, and then query this for each read to be mapped. In practice, such methods are often
approximate, in that they are not guaranteed to find a minimal-cost alignment. They work using
seed-chain-extend: seeds4 (usually k-mer matches) are found via the index. Then these are joined
into chains, and the best chains are extended into a full alignment, as shown in Figure 5.9.

In the remainder of this section, we briefly review strategies for the three parts, seeding, chaining,
and extending.

4 We somewhat interchangeably use seeds and matches here. To me, a seed is a conceptual anchor that can be
extended into an alignment. A match is the specific type of anchor we use: our seeds are usually matches
between k-mers.
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Figure 5.9 An example of the seed-chain-extend method for mapping. First, seeds (black diagonals)
are found, which are short matches between the two sequences. Then, these seeds are chained into chains
(dashed lines). Each seed and each chain is scored based on the number of seeds in the chain and their
relative positions. The chains with the highest scores are selected as candidate alignments. Then, short
alignments are done to fill the gaps between the seeds and extend the chain into a full alignment. A drawback
of seed-chain-extend is that it may not return optimal alignments. Instead, a full semi-global alignment
could be done around the chain to obtain an exact alignment, leading to seed-chain-align. The bottom
left shows a semi-global alignment using Needleman-Wunsch, and the bottom-right showh a semi-global
alignment using band-doubling.

A*Map builds on the same paradigm, and we review how A*PA’s gap-chaining seed heuristic
can be applied here, and how A*PA and A*PA2 can be modified for exact mapping and semi-global
alignment. Note that in A*Map, we replace the usual extend phase by a more thorough semi-global
alignment that covers the full chain at once. This way, we can guarantee that optimal alignments
are found.

5.3.1 Seeding
There are various strategies for seeding alignments.

Minimizers. The most popular mapper, minimap2 [Li18], uses minimizers (Part II). By default,
it uses k-mer size k from 15 to 19 and window size w from 10 to 19, to extract one out of each
w consecutive k-mers. It first finds all minimizers of the reference and builds an index that maps
each k-mer to the locations where it occurs as a minimizer. Then, the minimizer k-mers for each
query are determined, and these are looked up in the index to find the k-mer matches that seed the
alignment.

k-min-mers. A different approach is taken by mapquick [ESM+23], which is a mapper designed
for highly similar sequences. Here, k-min-mers are used to seed the alignment. These are chains of
2 to 15 consecutive 31-mers. This way, each k-min-mer spans a much larger portion of the sequence,
and fewer matches are needed to recover sufficiently good chains.

k-mers. In the seed heuristic in A*ix [IBV22] and A*PA [GKI24] (Chapter 3), plain k-mer matches
are used. A drawback of this approach is that it creates more matches, since there are more k-mers
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Figure 5.10 There are different models to give costs and scores to chains. Here we show three possible
costs that can be given to the connection between

than minimizers. The main benefit, on the other hand, is that it leads to an exact algorithm. For
other seeding methods, a lack of matches does not imply a (good) lower bound on the minimal edit
distance between consecutive matches, as we will see in Section 5.3.2.

Maximal-exact-matches. Maximal-exact-matches are a variant where k-mer matches are extended
on either side as long as the two sequences match. This is similar to the seeding used by BLAST
[AGM+90].

Maximal-unique-matches. Yet another method is to seed the alignment using maximal-unique-
matches, also known as MUMs. These are substrings of the query and reference that occur exactly
once in each string, and that can not be extended into a longer matching substring. Thus, these
matches consider global information, rather than just considering local matches. This technique is
used by MUMmer [DKF+99, MDP+18];

5.3.2 Chaining
After finding all the seed matches, the next step is to find candidate regions where the query could
align. This is done by finding chains consisting of multiple matches, and giving each chain a cost
or score. Specifically, a chain is a sequence of seeds that can occur together in an alignment.

As for seeding, there are many different methods to score chains.

LCSk. A simple method of scoring chains is to assume that the seeds are disjoint k-mer matches,
and simply maximize the number of k-mers in the chain. This is also known as the LCSk metric.
[BLS13]. Like the plain LCS, this score focuses only on matches, and disregards the mismatches
and indels in between.

LCSk++. An extension of LCSk is LCSk++ [PŽŠ14]. This method allows matches of arbitrary
length, and maximizes the total length of the matches.

Anchored edit distance. As with edit distance, we can consider a cost equivalent of the score
given by the LCSk++ metric. This is the anchored edit distance [JGT22], where the focus in again
on the mismatches and indels rather than the matches. As shown in Figure 5.10, the cost of joining
two seeds is the maximum of the horizontal and vertical gap between them.

Gap cost. We already saw that the gap cost [Ukk85a]. is used a lot for pairwise alignment, and it
is also useful as a cost for chaining matches: we can lower bound the cost of the alignment between
two consecutive matches by the minimal number of horizontal or vertical steps needed to join them
(Figure 5.10). Indeed, minimap2 [Li18] also uses a chaining score based on the gap cost. In fact,
minimap2 uses a concave function of the size of the gap as actual distance, so that longer gaps are
penalized relatively less than short gaps, to admit e.g. splicing alignments.

Mapp ing
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Seed heuristic (SH). The seed heuristic, introduced by A*ix [IBV22, GKI24], provides a second,
independent lower bound on the edit distance between two matches. We first find all k-mer matches.
Then, say that there is a gap of ∆i ×∆j bases between two matches in our chain. Assuming that
there no in-between matches, we know that there is no k-mer match in the path joining the two
matches. Thus, we must incur an error at least every k steps, for at least max(⌊∆i/k⌋, ⌊∆j/k⌋)
errors. (If we assume that the two initial matches are already maximally extended, we could replace
the ⌊⋅⌋ by a ⌈⋅⌉.) In practice, the seed heuristic is implemented by splitting the reference sequence
into adjacent disjoint k-mers, and only matches of those k-mers are found. Then, the distance
between consecutive matches is always a multiple of k, and the minimal cost to join them is simply
the number of skipped k-mers, as shown in Figure 5.10.

Gap-chaining seed heuristic (GCSH). In A*PA, we extended the seed heuristic into the gap-
chaining seed heuristic. Conceptually, this simply takes the maximum of the gap-cost and the seed
heuristic cost, since the maximum of two lower bounds is still a lower bound. The main theoretical
result of A*PA (Theorem 5, Lemma 7) is the following:

In an optimal path, two matches can only be chained if the gap cost between them is at
most the value of the seed heuristic between them.

Thus, two matches that are d diagonals apart may only be chained if there are at least k ⋅d columns
between them. This puts a strong limitation on how far chains can “stray away” from their diagonal.
In A*PA, we provide an efficient r lg r algorithm for chaining r matches that is equivalent to the
solution for LCS [Hir77]. It works by first applying a suitable transformation to the coordinates of
the matches, followed by a plain LCS algorithm.

The main benefit of the GCSH is that it gives mathematical guarantees. Suppose we are doing
a global alignment between two sequences of length n (the one that is split into ℓ = ⌊n/k⌋ k-mer
seeds) and m. If there is an alignment of cost s, then we know for sure that there is also a chain of
cost ≤ s. Thus, to find all alignments of cost up to s, we only have to consider all chains with cost
up to s.

5.3.3 Aligning
After all matches have been chained and sufficiently good candidate chains have been determined,
this chain can be extended into an alignment. Minimap2 uses the KSW2 algorithm [SK18] to do
an approximate (banded) alignment to fill the gaps between matches. Other methods such as
mapquick completely the alignment phase completely and only report the location and/or score of
the chain.

A drawback of extending a chain is that the optimal alignment may not completely follow the
chain, as exemplified in the bottom-left alignment in Figure 5.9. Instead, we can run a semi-global
alignment around the chain using any of the global alignment methods discussed in Chapter 3, such
as a plain Needleman-Wunsch DP or band doubling. Indeed, we can also use A*PA or A*PA2 for
this semi-global alignment.

Updating GCSH for semi-global alignment. For global alignment we can simply count the
number of seeds that is still to be covered to get to the end of the first sequence (the reference). In
particular, when x = n− i characters of the first remain, we need to still cross and pay for x/k−O(1)
seeds. With semi-global alignment, we can end the alignment anywhere, and avoid crossing all
seeds. If there are still y bases of the pattern remaining, it turns out this will need a cost of at least
y/(k + 1) −O(1). This division by k + 1 rather than k could be avoided by replacing the role of the
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pattern and reference, and splitting the pattern into m/k seeds, but that turns out to be inefficient
when it comes to indexing all k-mers. By splitting the reference into k-mers, we only need to index
1/k of its k-mers, so that this index is much smaller.

Secondly, in A*PA and A*PA2 we filter away all matches for which the their gap cost to the
end (⟨n, m⟩) is larger than the seed heuristic cost to the end, since these can provably never be
part of a chain. With semi-global alignment, chains can end anywhere, and thus this filter does not
apply anymore.

Semi-global alignment using A*PA and A*PA2. We additionally make some modifications to
A*PA and A*PA2. First, the alignment can start anywhere along the top of the grid, and so we do
not only push the root state ⟨0, 0⟩ on the A*PA priority queue, but we push all states along the
top row for which the heuristic has a local minima. From there, we expand sideways as needed,
both to the right and to the left. For A*PA2, we similarly make sure to cover all start positions
with sufficiently low value of the heuristic.

Similarly, the alignment may end anywhere on the bottom row, and so the termination condition
is changed accordingly. Also during the traceback, we ensure that this is stopped as soon as the
top row is reached, rather than the top-left state.

5.3.4 A*Map
While it would be possible to using A*PA or A*PA2 directly as a mapping algorithm, this is
inefficient because the index on reference k-mers is not reused between alignments. Thus, we
develop A*Map as a dedicated mapper. As discussed, this consists of three components:

Seeding using k-mer matches: a static index is built containing exactly every k’th k-mer of
the reference, and all query k-mers are looked up in this to find their matches in the reference.
Matches are sorted using an efficient radix sort.
Chaining using the gap-chaining seed heuristic (GCSH): all r matches are transformed as done
by A*PA, and then an efficient implementation of the r lg r LCS chaining algorithm is used. All
chains with a cost below some fixed threshold t are candidates for alignment.
Candidate chains are semi-global aligned using A*PA2 with band doubling. The best score is
tracked and returned. To ensure the alignment is contained in the subsequence of the reference
that is semi-globally aligned, a small buffer is added before the first match and after the last
match, as shown in Figure 5.9.

When the goal is to find all alignments with divergence up to d = 4%, one must use a value
of k somewhat below 0.9(1/d − 1) = 0.9(1/4% − 1) = 21.6 to accommodate spurious matches, and
to ensure that candidate chains contain at least one tenth of the maximum possible number of
matches (i.e., chains should have length at least 0.1 ⋅m/k). In this case, k = 20 would be a good
choice. Generally, smaller k is preferred to improve the quality of the heuristic, but we also need
k > log4 n to ensure that the number of spurious matches remains limited.

5.3.5 Results
In Table 5.1, we compare A*Map against minimap2 on synthetic long read data. We use chromosome
1 as the reference, which has length around 235 Mbp. From this, we sample 1000 random reads of
length 50 kbp. Then, we apply a varying number of uniform random mutations to these strings 1%,
3%, and 5%, to obtain divergences of 0.9%, 2.7%, and 4.4%.
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Table 5.1 Results of aligning 1000 random subsequence of chromosome 1, with varying divergence. The
first row shows the time in seconds to index the 235 Mbp chromosome, and remaining rows show the total
time to map the 1000 reads. For minimap2, we try various default configurations, while for A*Map we use
k = 20 and k = 28. (*): For k = 28, the alignments found with 4.4% divergence are not guaranteed to be
exact, since k is larger than 1/d = 1/4.4%, and indeed, 3 reads remain unmapped. The PacBio mode uses
homopolymer compression.

Divergence Minimap A*Map

PacBio (+hpc) ONT HIFI
k = 19, w = 10 k = 15, w = 10 k = w = 19 k = 20 k = 28

Indexing 8.7 10.5 7.4 1.2 1.0
0.9% 31.2 48.1 23.0 26.9 8.7
2.7% 31.4 50.6 23.3 24.6 12.9
4.4% 28.8 46.6 21.8 22.8 (*) 15.4

We run both methods on a single thread. For minimap2, we run with -x map-pb, -x map-ont
(default), and -x map-hifi. For A*Map, we use A*PA2 with plain band doubling [Ukk85a] for the
semi-global alignments.

Experiments are run on an Intel i7-10750H with AVX2, running at a fixed CPU frequency of
2.6 GHz.

A*Map analysis. When k = 20, a bottleneck of A*Map is the large number of k-mer matches:
200000 on average per mapped read. For divergence 2.7%, 3 seconds are spent collecting matches,
4.5 seconds are needed to sort them, and 5 seconds to chain them. Aligning the most likely chain
for each read takes a total of 8 seconds. On average, there are 2.6 candidate chains per pattern. It
appears that this is mostly due to reads falling into highly repetitive regions (e.g. in the centromere),
where many overlapping starting positions for the semi-global alignment are considered. These (on
average) 1.6 additional alignments per read take a total of 3.8 seconds.

When k = 28, the number of matches is significantly reduced, to only 30000 per read. This
reduces the time spent sorting matches to 0.6 s, and the time for building contours to 0.8 s. Also,
the number of candidate chains drops from 2.6 to 1.4 per read, since the larger k increases sensitivity.
The total time for aligning the best scoring chains is still 8 seconds.

Comparison. Compared to minimap2, A*Map is significantly faster at indexing the text, since
it only needs to build a hashtable on every k’th k-mer. Minimap2, on the other hand, has to
compute all minimizers. Nevertheless, minimap2’s indexing could probably be sped up by using
SimdMinimizers (Chapter 11). On this data, minimap2 works best with the HIFI preset, with
k = w = 19. For divergence 0.9%, A*Map is 2.6× faster, and for divergence 2.7%, A*Map is 1.8×
faster. To put these results into perspective, on data with < 1% divergence, mapquick [ESM+23]
was shown to be more than an order of magnitude faster than minimap2.

Nevertheless, the main feature of A*Map is that it is able to guarantee exact results, where
one can prove that no alignment below the threshold is missed. In cases where this is important,
A*Map is a viable alternative to minimap2.

Future work. Currently, there are a few limitations. First, the semi-global alignment is independent
of the preceding chaining. It could be beneficial to reuse the chains to build a heuristic, to reduce
the size of the subsequent alignment. However, initial experiments show that the overhead of
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evaluating the heuristic quickly grows compared to simply computing more states. Alternatively, it
may be possible to develop an exact alignment method that is bottom-up (like the usual extending)
by building on ideas such as local pruning introduced by A*PA2.

A second issue is the large number of matches, and the time needed to query all k-mers of
the read. One way to speed this up is to swap the roles of the query and the reference, so that
only every k’th query has to be looked up. However, that comes at the cost of a k× larger index.
Alternatively, fine-tuning the value of k so that it is small enough for the given error rate and as
large as possible to reduce false positive matches could also help. In parallel, it may be possible to
build an efficient index on inexact matches of length 2k, so that there are simply fewer resulting
matches that have to be sorted and chained.
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Part II

Low Density Minimizers
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6 Theory of Sampling Schemes

Summary
In this chapter, we introduce minimizers, and more general sampling schemes. These are methods to sample
a subset of k-mers from a text in a deterministic way, such that at least one k-mer is sampled from every
string of length k +w − 1, for some window guarantee w.

A key property of such schemes is their density: how few k-mers can be sampled while still respecting
the window guarantee. Applications benefit from a lower density, since this usually means indices on the
text are smaller.

We cover a number of theoretical results from the literature, and explain how the density of a minimizer
scheme can be computed. This will serve as the background for the following two chapters, that go deeper
into lower bounds on sampling scheme density and practical sampling schemes.

Attribution
In this chapter, we survey existing literature on minimizers. Small parts of this chapter are loosely based
on the background sections of the mod-minimizer papers [GKP24, GKLP25], written with Giulio Ermanno
Pibiri and Daniel Liu, and the density lower bound paper [KGKM+24], written with Bryce Kille and others.
Specifically some definitions and theorem statements are copied verbatim.

6.1 Introduction

As does nearly every paper in bioinformatics, we will start here with the remark that the amount of
biological data has been and still is increasing rapidly over time. Thus, both faster and more space
efficient algorithms are needed to analyse this data. One popular method for sequence analysis is
to consider a sequence as its set of k-mers, i.e., the set of substrings of length k, which often has a
value up to 31. Then, two sequences can be compared by comparing these sets, rather than by doing
a costly alignment between them. For example, when comparing two human genomes, there will
likely be relocations and inversions of long segments of DNA, so that a global alignment is not the
best way forward. By instead only considering k-mers, we only consider the local structure, so that
the changes in global structure do not affect the analysis. Then one could estimate the similarity
of these sets using min-hash [Bro97, KGTP23]. Or one could seed an alignment by finding k-mer
matches between the two sequences, as done by minimap [Li16].

A drawback of considering the full set of k-mers is that consecutive k-mers overlap, and thus
that there is a lot of redundancy. To compress the set of k-mers, it would be preferable to only
sample every k’th k-mer, so that each base is covered only exactly once. That, however, doesn’t
work: if we are given two sequences, but one is shifted by one due to an inserted base at the
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Figure 6.1 An example of the random minimizer. First all k-mers of length k = 5 are hashed using a
random hash function, as shown by the black lines with their hash written above them. Then, in each
window of w = 4 consecutive k-mer hashes, as e.g. the window highlighted in yellow, the (position of) the
smallest k-mer hash is recorded. Then, the (positions of) the smallest k-mers in all windows form the set of
minimizers. This figure is taken from [GKM25] and made in collaboration with Igor Martayan.

very start, no common k-mers will be sampled. To fix this, we would like a locally consistent
sampling method, that decides whether or not to sample a k-mer only based on the k-mer and
some surrounding context. One option is to use all k-mers that start with an A, or to use all k-mers
whose (lexicographic or hashed) value is sufficiently small. Indeed, this approach is sufficient for
some applications.

A drawback of the methods so far is that there could be long stretches of input without any
sampled k-mers. This can cause long gaps when seeding alignments. Also when building text
indices, such as a sparse suffix array [GR17, ALP23] or a minimizer-space De Bruijn graph [EBC21],
we usually need a guarantee that at least one k-mer is sampled every, say, w positions.

Sampling scheme. This brings us to local sampling schemes that satisfy a window guarantee:
given a window of w k-mers, consisting of w + k − 1 characters, a sampling scheme returns one of
the k-mers as the one to be sampled. If we now slide this window along the input, we collect the
set of sampled k-mers. Ideally the scheme ensures that the same k-mer is sampled from adjacent
windows, so that this set is much smaller than the total number of k-mers.

Given such a sampling scheme, we can build a locality sensitive hash: given a string of length
w + k − 1, we can hash it to its sampled k-mer. This way, adjacent strings are likely to have the
same hash, allowing for efficient indices such as LPHash and SSHash [PSL23, Pib22].

Problem statement. The goal now is to find k-mer sampling schemes that satisfy the w window
guarantee, while overall sampling as few k-mers as possible.

This is formalized in the density: the expected fraction of k-mers sampled by a scheme. The
window guarantee imposes a trivial lower bound of 1/w, since at least every w’th k-mer must be
sampled.

The most common practical scheme is the random minimizer [RHH+04, SWA03], which hashes
all k-mers in the window, and chooses the smallest one, as shown in Figure 6.1. This has a density
of 2/(w + 1), roughly twice as large as the trivial lower bound.
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Now, you may ask whether it’s worth the effort to at best save a factor two of memory and speed,
and you would not be alone. I asked myself this same question long before becoming interested in
minimizers (at RECOMB 2022):

Why would we even care about better minimizer? We have this simple and fast random
minimizer that’s only at most 2× away from optimal. Why would anyone invest time in
optimizing this by maybe 25%? There are so much bigger gains possible elsewhere.

Even worse, in practice, most schemes do not (and as we will see, can not) give more than a 20%
saving in density on top of the very simple random minimizer.

As we will prove in Chapter 7, when k ≤ w + 1, we can never expect more than around 25%
lower density than the random minimizer, and thus, existing schemes are already relatively close to
optimal from a practical point of view. Given this new lower bound, maybe the answer is that,
indeed, we should stop searching for further schemes.

Nevertheless, there is a lot of pretty maths to be found, both in the lower bounds, and in the
many sampling schemes we will review and develop ourselves. Furthermore, as we will see with the
mod-minimizer, when k > w, we can often achieve this 25% lower density using only slightly more
code, so nearly for free. Likewise, for smaller k ≥ w, we will see that choosing a specific order of
the alphabet can improve the density of the random minimizer by over 10%, while simplifying the
code. Thus, even though improvements may seem small, searching for simple sampling schemes
with near-optimal density is a fruitfull research area.

6.2 Overview

This part on minimizers is split into four chapters.
Here, in Chapter 6, we review the existing theory of sampling schemes. This covers, for example,

local, forward, and minimizer schemes, the density of the random minimizer, and a number of
theoretical results on the optimal asymptotic density of schemes as k →∞ or w →∞.

In Chapter 7, we go over existing lower bounds. We start at the original one of Schleimer et al.
[SWA03], that turns out to make overly strong assumptions, and end with the new nearly tight
lower bound of [KGKM+24].

Then, in Chapter 8, we summarize and compare existing sampling schemes, and introduce
two new sampling schemes: the open-closed minimizer and the general mod-minimizer [GKP24,
GKLP25]. The most important result is that the mod-minimizer achieves density 1/w in the limit
where k →∞, and that this convergence is close to optimal.

Lastly, in Chapter 9, we consider the special case where k = 1. Here, we first introduce the
bd-anchor, and then improve this into the sus-anchor with anti-lexicographic sorting. This has
density very close to optimal for alphabet size σ = 4, and raises the question whether perfectly
optimal selection schemes can be constructed.

Many of the existing papers on sampling schemes touch more than one of these topics, as they
both develop some new theory and introduce a new sampling scheme. These results are thus split
over the applicable sections.

Previous reviews. This chapter is written from a relatively theoretical perspective, and focuses
on the design of low-density sampling schemes. The review of Zheng et al. [ZMK23] takes a more
practical approach and compares applications, implementations, and metrics other than just the
density. It limits itself to minimizers, rather than more general local or forward schemes. A second
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review of Ndiaye et al. [NPBnF+24] focuses specifically on applications, and details how minimizers
are used in various tools and domains of bioinformatics.

6.3 Theory of sampling schemes

The theory of minimizer schemes started with two independent papers proposing roughly the same
idea: winnowing [SWA03] in 2003 and minimizers [RHH+04] in 2004. At the core, the presented
ideas are very similar: to deterministically sample a k-mer out of each window of w consecutive
k-mers by choosing the “smallest” one, according to either a random or lexicographic order. The
window guarantee is a core property of minimizers: it guarantees that consecutive minimizers are
never too far away from each other. Further, these schemes are local: whether a k-mer is sampled
as a minimizer only depends on a small surrounding context of w − 1 characters, and not on any
external context. This enables the use of minimizers for locality sensitive hashing [PSL23, Pib22],
since the minimizer is a deterministic key (hash) that is often shared between adjacent windows.

While the winnowing paper was published first, the ’minimizer’ terminology is the one that
appears to be used most these days. Apart from terminology, also notations tend to differ between
different papers. Here we fix things as follows.

6.4 Notation

Throughout this chapter, we use the following notation. For n ∈ N, we write [n] ∶= {0, . . . , n − 1}.
The alphabet is Σ = [σ] and has size σ = 2O(1), so that each character can be represented with a
constant number of bits. For all evaluations we will use the size-4 DNA alphabet, but for examples
we usually use the plain ABC..XYZ alphabet. Given a string S ∈ Σ∗, we write S[i..j) for the
sub-string starting at the i’th character, up to (and not including) the j’th character, where both i

and j are 0-based indices. A k-mer is any (sub)string of length k.
In the context of minimizer schemes, we have a window guarantee w indicating that at least one

every w k-mers must be sampled. A window is a string containing exactly w k-mers, and hence
consists of ℓ ∶= w + k − 1 characters. We will later also use contexts, which are sequences containing
two windows and thus of length w + k.

6.5 Types of sampling schemes

▶ Definition 6.1 (Window). Given parameters w and k, a window is a string containing exactly w

k-mers, i.e., of length ℓ = w + k − 1.

▶ Definition 6.2 (Local sampling scheme). For w ≥ 1 and k ≥ 0, a local scheme is a function
f ∶ Σℓ → [w]. Given a window W , it samples the k-mer W [f(W )..f(W ) + k).

In practice, we usually require w ≥ 2 and k ≥ 1, as some theorems break down at either w = 1 or
k = 0 (even though theoretically those parameters make sense: we can either sample every position
when w = 1, or for k = 0 sample the empty substring following the final character). When k ≥ w,
such a scheme ensures that every single character in the input is covered by at least one sampled
k-mer.

▶ Definition 6.3 (Forward sampling scheme). A local scheme is forward when for any context C of
length ℓ + 1 containing windows W = C[0..ℓ) and W ′ = C[1..ℓ + 1), it holds that f(W ) ≤ f(W ′) + 1.
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Forward scheme have the property that as the window W slides through an input string S, the
position in S of the sampled k-mer never decreases.

▶ Definition 6.4 (Order). An order Ok on k-mers is a function Ok ∶ Σk → R, such that for x, y ∈ Σk,
x ≤Ok

y if and only if Ok(x) ≤ Ok(y).

▶ Definition 6.5 (Minimizer scheme). A minimizer scheme is defined by a total order Ok on k-mer
and samples the leftmost minimal k-mer in a window W , which is called the minimizer:

f(W ) ∶= argmini∈[w]Ok(W [i..i + k)).

Minimizer schemes are always forward, and thus we have the following hierarchy

minimizer schemes ⊆ forward schemes ⊆ local schemes.

There are two particularly common minimizer schemes, the lexicographic minimizer and the random
minimizer.

▶ Definition 6.6 (Lexicographic minimizer [RHH+04]). The lexicographic minimizer is the minimizer
scheme that sorts all k-mers lexicographically.

▶ Definition 6.7 (Random minimizer [SWA03]). The random minimizer is the minimizer scheme
with a uniform random total order Ok.

Following [ZKM21a], we also define a selection scheme, as opposed to a sampling scheme. Note
though that this distinction is not usually made in other literature.

▶ Definition 6.8 (Selection scheme [ZKM21a]). A selection scheme is a sampling scheme with k = 1,
and thus samples any position in a window of length w+k − 1 = w. Like sampling schemes, selection
schemes can be either local or forward.

We will consistently use select when k = 1, and sample when k is arbitrary. When k = 1, we also
call the sampled position an anchor, following bd-anchors [LPS23]. Note that a minimizer selection
scheme is not considered, as sampling the smallest character can not have density below 1/σ.

▶ Definition 6.9 (Particular density). Given a string S of length n, let Wi ∶= S[i..i+ℓ) for i ∈ [n−ℓ+1].
A sampling scheme f then samples the k-mers starting at positions M ∶= {i+ f(Wi) ∣ i ∈ [n− ℓ+ 1]}.
The particular density of f on S is the fraction of sampled k-mers: ∣M ∣/(n − k + 1).

▶ Definition 6.10 (Density). The density of a sampling f is defined as the expected particular
density on a string S consisting of i.i.d. random characters of Σ in the limit where n→∞.

Since all our schemes must sample at least one k-mer from every w consecutive positions, they
naturally have a lower bound on density of 1/w.

As we will see, for sufficiently large k the density of the random minimizer is 2/(w + 1) + o(1/w).
There is also the notion of density factor [MPB+17], which is defined as (w+1) ⋅d(f). Thus, random
minimizers have a density factor of 2. While this is convenient, we refrain from using density factors
here, because it would be more natural to relate the density to the lower bound of 1/w instead, and
use w ⋅ d(f). Specifically, as defined, the density factor can never reach the natural lower bound of
1, because (w + 1) ⋅ 1

w
= 1 + 1/w > 1.

Now that we have defined the density, the natural question to ask is:1

1 Definitions and theorems that are newly introduced in this thesis or corresponding papers, as well as related
(open) problems are highlighted with a yellow triangle.
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▶ Problem 6.11 (Optimal density). What is the lowest density that can be achieved by a minimizer,
forward, or local scheme?

Since the classes of forward and local schemes are larger, they can possibly achieve lower densities,
but by how much? The ideal is to answer some of these questions by proving a lower bound and
providing a scheme that has density equal to this lower bound, ideally for all parameters, but
otherwise for a subset. We can also ask what happens when w →∞ (for k fixed), or when k →∞
(for w fixed)? And how does this depend on the alphabet size? Or maybe we can not quite make
schemes that exactly match the lower bound, but we can make schemes that are within 1% of the
lower bound, or that are asymptotically a factor 1 + o(1) away.

There are also different parameter regimes to consider: small k = 1 or k < logσ(w), slightly
larger k ≤ 10, and more practical k up to ≈ 30, or even larger k in theory. Similarly, we can consider
small w ≤ 10, but also w ≈ 1000 is used in practice. The alphabet size will usually be σ = 4, but also
this can vary and can be σ = 256 for ASCII input.

If we do find (near) optimal schemes, we would like these to be pure in some way: ideally we can
provide a simple analysis of their density, as opposed to only being able to compute it without any
additional understanding. This somewhat rules out solutions found by brute force approaches, as
they often do not provide insight into why they work well. This motivates the following definition.

▶ Definition 6.12 (Pure sampling scheme). A sampling scheme is pure when it can be implemented
in O(poly(w + k)) time and space.

6.6 Computing the density

The density of a sampling scheme is defined as the expected particular density on an infinitely long
string. In practice, we can approximate it closely by simply computing the particular density on a
sufficiently long random string of, for example, 10 million characters.

The following theorem forms the basis for computing the density of schemes exactly:

▶ Definition 6.13 ( (Charged) context [MPB+17, Lem. 4][ZKM20]). For forward schemes, a context
is a string of length c = w + k, consisting of two overlapping windows.

For a sampling scheme f , a context C is charged when two different positions are sampled from
the first and second window, i.e., f(C[0..w + k − 1)) ≠ 1 + f(C[1..w + k)).

For a local scheme, a context has length 2w + k − 1 instead [ZKM21a, Section 3.1][KGKM+24,
Section 3.2], and is charged when the last window samples a k-mer not sampled by any of the
previous contained windows. This larger context is necessary because a local scheme can jump
backwards. In practice, this

As a small variant on this a window is charged when it is the first window to sample a k-mer.

▶ Theorem 6.14 (Computing density using contexts [SWA03]). The density of a forward scheme
equals the probability that, in a uniform random context of length c = w + k, two different k-mers
are sampled from the two windows, i.e., the probability that the context is charged.

Thus, the density can be computed exactly as the fraction of all σw+k contexts that is charged.

We can also approximate the density by sampling sufficiently many random contexts. A
somewhat more efficient method is to use a De Bruijn sequence instead. A De Bruijn sequence of
order c is any circular sequence of length σc that contains every sequence of length c exactly once
[DB46]. We have the following theorem:
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▶ Theorem 6.15 (Computing density using the De Bruijn sequence [MPB+17, Lem. 4]). The density
of any forward scheme equals its particular density on an order c = w + k De Bruijn sequence. For
local schemes, the order c = 2w + k − 2 De Bruijn sequence must be used instead.

Another approach, that follows from the first, is by considering cycles of length c, rather than
just strings of length c.

▶ Theorem 6.16 (Computing density using cycles). The density of any forward scheme equals
its average particular density over all cyclic strings of order c = w + k for forward schemes and
c = 2w + k − 2 for local schemes.

6.7 The density of random minimizers

As a warm-up, we will compute the density of the random minimizer. We mostly follow the
presentation of [ZKM20].

We start by analysing when a context is charged [ZKM20, Lemma 1].

▶ Theorem 6.17 (Charged contexts of minimizers [ZKM20, Lem. 1]). For a minimizer scheme, a
context is charged if and only if the smallest k-mer in the context is either the very first, at position
0, or the very last, at position w.

Proof. The context contains w + 1 k-mers, the first w of which are in the first window, say W , and
the last w of which are in the second window, say W ′.

When the (leftmost) overall smallest k-mer is either the very first or very last k-mer, the window
containing it chooses that k-mer, and the other window must necessarily sample a different k-mer.
On the other hand, when the smallest k-mer is not the very first or very last, it is contained in
both windows, and both windows will sample it. ◀

Before computing the actual density, we need to bound the probability that a window contains
two identical k-mers.

▶ Theorem 6.18 (Duplicate (k)-mers [ZKM20, Lem. 9]). For any ε > 0, if k > (3 + ε) logσ(c), the
probability that a random context of c k-mers contains two identical k-mers is o(1/c).

Proof (sketch). For any two non-overlapping k-mers in the window, the probability that they are
equal is σ−k ≤ 1/c3+ε = o(1/c3). It can be seen that the same holds when two k-mers overlap by
d > 0 characters.

There are c2 pairs of k-mers, so by the union bound, the probability that any two k-mers are
equal is o(1/c). ◀

In practice, k > (2 + ε) logσ(c) seems to be sufficient, but this has not been proven yet. Even
stronger, for most applications of the lemma, k > (1 + ε) logσ(c) appears sufficient.

This leads us to the density of the random minimizer, which is a more refined version of the
simple density of 2/(w + 1) that was obtained in [SWA03] and [RHH+04].

▶ Theorem 6.19 (Random minimizer density [ZKM20, Thm. 3]). For k > (3 + ε) logσ(w + 1), the
density of the random minimizer is

2
w + 1

+ o(1/w).
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Proof. Consider a uniform random context C of w + k characters and w + 1 k-mers. When all these
k-mers are distinct, the smallest one is the first or last with probability 2/(w+1). When the k-mers
are not all distinct, this happens with probability o(1/w), so that the overall density is bounded by
2/(w + 1) + o(1/w). ◀

Using a more precise analysis, it can be shown that for sufficiently large k, the random minimizer
has, in fact, a density slightly below 2/(w + 1). Marçais et al. [MPB+17] show this using universal
hitting sets. Golan and Shur [GS25, Theorem 4] show that the density of the random minimizer
is less than 2 for all sufficiently large k ≥ w ≥ w0, where w0 is a constant that may depend on the
alphabet size σ.

It was originally conjectured that the density of 2/(w + 1) is the best one can do [SWA03], but
this has been refuted by newer methods, starting with DOCKS [OPM+17, MPB+17]. (Although it
must be remarked that the original conjecture is for a more restricted class of “local” schemes than
as defined here.)

6.8 Universal hitting sets

Universal hitting sets are an alternative way to generate minimizer schemes.

▶ Definition 6.20 (Universal hitting set [OPM+16, OPM+17]). A Universal hitting set (UHS) U is
an “unavoidable” set of k-mers, so that every window of length ℓ = k +w − 1 contains at least one
k-mer from the set.

Universal hitting sets are an example of a context-free scheme [Edg21], where each k-mer is
sampled only if it is part of the UHS:

▶ Definition 6.21 (Context free scheme). A context-free scheme decides for each k-mer independently
(without surrounding context) whether to sample it or not.

There is a tight correspondence between universal hitting sets and minimizer schemes:

▶ Definition 6.22 (Compatible minimizer scheme [MPB+17, Sec. 3.3][MDK18, Sec. 2.1.5][ZKM21a]).
Given a universal hitting set U on k-mers, a compatible minimizer scheme uses an order Ok that
orders all elements of U before all elements not in U .

The density of a compatible minimizer scheme is closely related to the size of the universal
hitting set.

▶ Theorem 6.23 (Compatible minimizer density [MDK18, Lem. 1]). When a minimizer scheme f is
compatible with a UHS U , its density satisfies

d(f) ≤ ∣U ∣/σk.

Proof (sketch). Consider a De Bruijn sequence of order c = w+k. This contains each c-mer exactly
once, and each k-mer exactly σw times. Thus, the number of k-mers in U in the De Bruijn sequence
is ∣U ∣ ⋅ σw.

Suppose the minimizer scheme samples s distinct k-mers in the De Bruijn sequence. Since U is
an UHS, s ≤ ∣U ∣ ⋅ σw. The density of f is the fraction of sampled k-mers,

d(f) = s/σc ≤ ∣U ∣ ⋅ σw/σw+k = ∣U ∣/σk.

◀
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From this, it follows that creating smaller universal hitting sets typically leads to better minimizer
schemes.

Lastly, Marçais et al. [MPB+17] introduce the sparsity of a universal hitting set U as the
fraction of contexts of w + k characters that contain exactly one k-mer from U . Then, the density
of a corresponding minimizer scheme can be computed as (1 − Sparsity(U)) ⋅ 2

w+1 .

Minimum decycling set. Where a universal hitting set is a set of k-mers such that every length
w + k − 1 window contains a k-mer in the UHS, a minimum decycling set (MDS) is a smallest set of
k-mers that hits every infinitely long string. Equivalently, if we take the complete De Bruijn graph
of order k and remove all nodes in the MDS from it, this should leave a graph without cycles. It
can be seen that the number of pure cycles (corresponding to the rotations of some string of length
k) in the De Bruijn graph is a lower bound on the size of an MDS, and indeed this lower bound
can be reached.

Mykkeltveit MDS. One construction of an MDS is by Mykkeltveit [Myk72]. To construct this
set Dk, k-mers are first embedded into the complex plane via a character-weighted sum of the k

k’th roots of unity ωk: a k-mer K is mapped to x = ∑i Ki ⋅ ωi
k. This way, shifting a k-mer by one

position corresponds to a rotation, followed by the addition or subtraction of a real number. Based
on this, Dk consists of those k-mers whose embedding x corresponds to the first clockwise rotation
with positive imaginary part, i.e., such that π − 2π/k ≤ arg(x) < π.

6.9 Asymptotic results

In Table 6.1, we summarize a few theoretical results on the asymptotic density of minimizer, forward,
and local schemes as k →∞ or w →∞. Some of these results will be covered more in-depth later.

Table 6.1 Summary of asymptotic density results. The k →∞ column shows that the best density in
this case is 1/w. This was previously achieved by the rot-minimizer [MDK18], but the new mod-minimizer
converges much faster. When w → ∞, bd-anchors [LPS23] are a close-to-optimal local scheme. The
sus-anchors we introduce are forward and conjectured to have this same asymptotic density.

Class k →∞ w →∞, lower bound w →∞, best

Minimizer 1/w, rot-mini 1/σk 1/σk

new mod-mini
Forward 1/w, rot-mini 1/w O(ln(w)/w)

new mod-mini 2/(w + k) (2 + o(1))/(w + 1), conjectured
Local 1/w, rot-mini 1/w (2 + o(1))/(w + 1)

new mod-mini 1.5/(w +max(k − 2, 1))

When k →∞, both the rot-minimizer [MDK18] and the new mod-minimizer (Chapter 8) achieve
optimal density 1/w.

Slightly simplified, the rot-minimizer ranks k-mers by the sum of the characters in positions 0
(mod w), so that for w = 2, it would sum every other character of the k-mer. Then, it samples the
k-mer for which this sum is maximal.

When w →∞, minimizer schemes have a big limitation. Since they only consider the k-mers,
when w ≫ σk, almost every window will contain the smallest k-mer. Thus, we obtain:

Min imize r s



100 6. Theory of Sampling Schemes

▶ Theorem 6.24 (Large-w minimizer scheme [MDK18, Thm. 2]). For any minimizer scheme f , the
density is at least 1/σk, and converges to this as w →∞.

This implies that as w →∞, fixed-k minimizer schemes can never reach the optimal density of
1/w. On the other hand, this lower bound does not hold for forward and local schemes. For forward
schemes, we can use the lower bound of [KGKM+24, Theorem 1] to get 2/(w + k) (Chapter 7).
For local schemes, [KGKM+24, Remark 7] applies and with k′ = max(k, 3) we get the bound
1.5/(w +max(k − 2, 1)).

From the other side, we have:

▶ Theorem 6.25 (Forward-density for w →∞ [MDK18, Prop. 7]). There exists a forward scheme
with density O(1/√w) for k fixed and w →∞.

Proof (sketch). Consider k′ = logσ

√
w. For sufficiently large w we have k′ ≥ k and we consider

any minimizer scheme on k′-mers with window size w′ = w + k − k′ ≤ w. Asymptotically, this has
density O(1/√w). ◀

Later, this was improved to:

▶ Theorem 6.26 (Forward-density for w →∞ improved [ZKM21a, Thm. 2]). There exists a forward
scheme with density O(ln(w)/w) for k fixed and w →∞.

Proof (sketch). Let w′ = k′ = w/2, so that w′ + k′ − 1 = w − 1 ≤ w + k − 1. We’ll build a UHS on
k′-mers with window guarantee w′. Set d = ⌊logσ(k′/ ln k′))⌋ − 1. Let U be the set of k′-mers that
either start with 0d, or else do not contain 0d at all. The bulk of the proof goes into showing that
this set has size O(ln(k′)/k′) ⋅ σk′ . Every string of length w′ + k′ − 1 = w − 1 will either contain 0d

somewhere in its first w′ positions, or else the length-k′ = w′ prefix does not contain 0d and is in
U . Thus, U is a UHS with window guarantee w′. We conclude that the density of a compatible
minimizer scheme is bounded by O(ln(k′)/k′) = O(ln(w)/w). ◀

But this is still not optimal: reduced bd-anchors [LPS23, Lemma 6] (Chapter 9) are a local
scheme with k = 1 and density (2 + o(1))/(w + 1).

We further improve on this using sus-anchors (Chapter 9), which is a forward scheme, we
conjecture, also hsa density (2 + o(1))/(w + 1) as w →∞.

While it may seem from Table 6.1 that local schemes are not better than forward schemes,
there are parameters for which local schemes achieve strictly better density [MDK18, KGKM+24].
Unfortunately, there currently is not good theory of local schemes, and these improved schemes
were found by solving an integer linear program (ILP) for small parameters. Lower bounds on local
scheme density for small k and w are also not nearly as tight as for forward schemes.

6.10 Variants

There are several variations on sampling schemes that generalize in different ways.
Global schemes drop the requirement that whether a k-mer is sampled only depends on a local

context. Examples are minhash [Bro97] and more general FracMinHash [IBR+22], both sampling
the smallest k-mers of an entire string.

On strings with many repeated characters, all k-mers have the same hash, and hence all k-mers
are sampled. Robust winnowing [SWA03] prevents this by sampling the rightmost minimal k-mer
by default, unless the minimizer of the previous window has the same hash, in which case that one
is “reused”.
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Min-mers [KGTP23] are a second variant, where instead of choosing a single k-mer from a
window, s k-mers are chosen instead, typically from a window that is s times longer.

Finimizers [ABP25] are variable length minimizers that ensure that the frequency of the
minimizers is below some threshold.

For DNA, it is often not know to which strand a give sequence belongs. Thus, any analysis
should be invariant under taking the reverse complement. In this case, canonical minimizers can
be used.

▶ Definition 6.27 (Canonical sampling scheme). A sampling scheme f is canonical when for all
windows W and their reverse complement rc(W ), it holds that

f(rc(W )) = w − 1 − f(W ).

One way to turn any minimizer scheme into a canonical minimizer scheme is by using the order
Orc

k (x) = min(Ok(x),Ok(rc(x))) [RHH+04, MCVB16] or Orc
k (x) = Ok(x) + Ok(rc(x)) [KWN+22,

GKM25]. Still, this leaves the problem of whether to sample the leftmost or rightmost occurrence
of a k-mer in case of ties. This can be solved using the technique of the refined minimizer
[PR24, GKM25]: ensure that w + k − 1 is odd, and pick the strand with the highest count of GT
bases. Wittler [Wit23] shows a way to encode canonical k-mers that saves one bit. Lastly, Marçais
et al. [MEK24] provide a way to turn context-free methods into a canonical version.

The conservation of a scheme is the expected fraction of bases covered by sampled k-mers
[Edg21]. Shaw and Yu [SY21] generalize sampling schemes to k-mer selection methods that allow
to sample any subset of k-mers from the input string, and local selection methods that return any
subset of k-mers from a window. Both these papers focus on context-free schemes, as such k-mers
are better preserved.

There is also the problem to minimize the particular density on a given input string. For
example, some works change the order of the ACGT DNA alphabet to make C the smallest character,
as it is often occurs less frequently in DNA sequences [RHH+04]. Other works in this direction
are DeepMinimizer [HZK22], minimizers based on polar sets [ZKM21b], and [CLJ+14], the last of
which presents a minimizer scheme that orders k-mers such that rare k-mers are preferred over
more common ones.

Min imize r s
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7 Lower Bounds on
Sampling Scheme Density

Summary
In this chapter, we look into lower bounds on the density of sampling schemes. We first go over previous
lower bounds, including Schleimer et al.’s original one [SWA03] and the “fixed” version by Marçais et al.
[MDK18]. Then, we first give a novel near-tight lower bound [KGKM+24], that significantly improves
significantly over previous bounds. This new lower bound is the first to show that density 2/(w + 1) is
optimal for k = 1. Additionally, an search for optimal schemes for small parameters using integer linear
programming (ILP) shows that the lower bound is tight whenever k ≡ 1 (mod w).

Attribution
The background in this chapter is newly written, and loosely based on the appendix of the mod-minimizer
paper [GKP24] that was coauthored with Giulio Ermanno Pibiri. The proof of the improved version of
the lower bound of Marçais et al. is taken from there. The main result of this chapter, a novel near-tight
lower bound, is based on the paper “A near-tight lower bound on the density of forward sampling schemes”
[KGKM+24], that was written with Bryce Kille and others, and has shared first-authorship between Bryce
Kille and myself.

Slightly different versions of the density lower bound were independently discovered by Bryce Kille and
myself: I discovered the simpler version for arbitrary w, while Bryce Kille discovered the tighter version
for w = 2. A first version of the ILP was also implemented by both of us independently, and Bryce Kille
optimized this into a faster version.

The starting point for this section is the trivial lower bound:

▶ Theorem 7.1 (Trivial lower bound). For any local, forward, or minimizer scheme f , the density
is at least 1/w.

Naturally, all proofs of tighter lower bounds use the fact that at least one k-mer must be sampled
every w positions. All theorems apply it in a slightly different context though.

This was first improved by Schleimer et al. [SWA03] to approximately 1.5/(w + 1), although
using assumptions that are too strong in practice (Section 7.1). Marçais et al. [MDK18] give a
weaker version that does hold for all forward schemes, of just above 1.5/(w + k) (Section 7.2). At
the core, it considers two windows spaced apart by w + k positions. The first window than has a
minimizer, and with probability 1/2, a second additional minimizer is needed to ’bridge the gap’
to the second window. In the appendix of [GKP24], Groot Koerkamp and Pibiri improve this
further to 1.5/(w + k − 0.5) by using a slightly more precise analysis (Section 7.3). Because of the

Lower Bounds
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similarity of these three proofs, we only provide sketches of the first two, followed by a full proof of
the strongest version.

Still, these bounds appeared very far from tight, given that e.g. for k = 1 the best schemes do
not go below 2/(w + 1), which is much larger than 1.5/(w + 0.5). For a large part, Kille and Groot
Koerkamp et al. [KGKM+24] resolved this by a new near-tight lower bound of ⌈(w + k)/k⌉ /(w + k)
(Section 7.4). This bound looks at cycles of length w + k, and uses that at least ⌈(w + k)/k⌉
minimizers must be sampled on such a cycle. They also prove a slightly improved version that is
the first lower bound to be exactly tight for a subset of parameters.

We end this section with a comparison of the lower bounds to each other, and to optimal
schemes found using integer linear programming (Section 7.5).

7.1 Schleimer et al.’s bound

The first improvement over the trivial lower bound was already given in the paper that first
introduced minimizers:

▶ Theorem 7.2 (Lower bound when hashing (k)-mers [SWA03, Thm. 1]). Consider a w-tuple of
uniform random independent hashes of the k-mers in a tuple. Now let S be any function that
samples a k-mer based on these w hashes. Then, S has density at least

d(S) ≥
1.5 + 1

2w

w + 1
.

Proof (sketch). Let Wi and Wi+w+1 be the windows of w k-mers starting at positions i and
i + w + 1 in a long uniform random string. Since Wi and Wi+w+1 do not share any k-mers, the
hashes of the k-mers in Wi are independent of the hashes of the k-mers in Wi+w+1. Now, we
can look at the probability distributions X and X ′ of the sampled position in the two windows.
Since the hashes are independent, these distributions are simply the same, X ∼ X ′. There are
(i + w + 1 +X ′) − (i +X) − 1 = w + (X ′ −X) “skipped” k-mers between the two sampled k-mers.
When X ≤X ′, this is ≥ w, which means that at least one additional k-mer must be sampled in this
gap. It is easy to see that P[X ≤ X ′] ≥ 1/2, and using Cauchy-Schwartz this can be improved to
P[X ≤X ′] ≥ 1/2+1/(2w). Thus, out of the expected w+1 k-mers from position i+X to i+w+1+X ′

(exclusive), we sample at least 1 + 1/2 + 1/(2w) in expectation, giving the result. ◀

Unfortunately, this lower-bound assumes that k-mers are hashed before being processed them
further using a potentially “smart” algorithm S. This class of schemes was introduced as local
algorithms, and thus caused some confusion (see e.g. [MPB+17]) in that it was also believed to be a
lower bound on the more general local schemes as we defined them. This inconsistency was first
noticed by Marçais et al. [MDK18], who introduces a “fixed” version of the theorem.

7.2 Marçais et al.’s bound

Marçais et al. [MDK18] give a weaker variant of the theorem of Schleimer et al. [SWA03] that does
hold for all forward schemes:

▶ Theorem 7.3 (Lower bound for forward schemes). Any forward scheme f has density at least

d(f) ≥
1.5 +max (0, ⌊k−w

w
⌋) + 1

2w

w + k
.
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Figure 7.1 Setting used in proving the lower bound. In this example, we use w = k = 3, so ℓ = w+k−1 = 5.
Red boxes indicate the sampled k-mer in windows W , W ′, and W ′′ that are highlighted with a ticker stroke.

Proof (sketch). The proof is very comparable to the one of Schleimer et al. [SWA03]. Again, we
consider two windows in a long uniform random string. This time, however, we put them w + k + 1
positions apart, instead of just w + 1. This way, the windows do not share any characters (rather
than not sharing any k-mers) and thus, the probability distributions X and X ′ of the position of
the k-mers sampled from Wi and Wi+w+k+1 are independent again.

They again consider the positions s1 = i +X and s2 = i +w + k + 1 +X ′, and lower bound the
expected number of sampled k-mers in this range. The length of the range is w + k, leading to the
denominator, and the 1.5+ 1/(2w) term arises as before. The additional ⌊k−w

w
⌋ term arises from the

fact that when k is large, just sampling one additional k-mer in between s1 and s2 is not sufficient
to ensure a sample every w positions. ◀

7.3 Improving and extending Marçais et al.’s bound

It turns out that Marçais et al.’s bound is slightly inefficient. In the appendix of the mod-minimizer
paper [GKP24], we improve it. Also note that the existing proof already works for any local scheme.

▶ Theorem 7.4 (Improved lower bound [GKP24]). The density of any local scheme f satisfies

d(f) ≥ 1.5
w + k − 0.5

.

Proof. We assume the input is an infinitely long random string S over Σ. The proof makes use
of the setting illustrated in Figure 7.1, which is as follows. We partition the windows of S in
consecutive groups of 2ℓ + 1 windows. Let one such group of windows start at position i, and
consider windows W and W ′ starting at positions i and i′ ∶= i + ℓ respectively. Also let W ′′ be the
window that is the exclusive end of the group, thus starting at position i′′ = i + 2ℓ + 1 = i′ + ℓ + 1.
Note that there is no gap between the end of window W and the beginning of window W ′, whereas
there is a gap of a single character between the end of W ′ and the beginning of W ′′. (shown as the
gray shaded area in Figure 7.1). These three windows are disjoint and hence the random variables
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X, X ′, and X ′′ indicating f(W ), f(W ′), and f(W ′′) respectively are independent and identically
distributed. (But note that we do not assume they are uniformly distributed, as that depends on
the choice of the sampling function f .) In Figure 7.1, we have X = 1 and X ′ =X ′′ = 2.

Since the three windows W , W ′, and W ′′ are disjoint, they sample k-mers at distinct positions.
(indicated by the red boxes in Figure 7.1). The proof consists in computing a lower bound on
the expected number of sampled k-mers in the range [i +X, i′′ +X ′′). Note that for non-forward
schemes, it is possible that windows before W or after W ′′ sample a k-mer inside this range. For
our lower bound, we will simply ignore such sampled k-mers.

When X < X ′, the window starting at i +X + 1 ends at i +X + ℓ = i′ +X < i′ +X ′, thus at
least one additional k-mer must be sampled in the windows between W and W ′. Similarly, when
X ′ ≤ X ′′, the window starting at i′ +X ′ + 1 ends at i′ +X ′ + ℓ = i′′ +X ′ − 1 < i′′ +X ′′, so that at
least another k-mer must be sampled in the windows between W ′ and W ′′.

Thus, the number of sampled k-mers from position i +X (inclusive) to i′′ +X ′′ (exclusive) is at
least 1 + P[X <X ′] + 1 + P[X ′ ≤X ′′]. Since X, X ′, and X ′′ are i.i.d., we have that P[X ′ ≤ X ′′] =
P[X ′ ≤X] = 1 − P[X <X ′], and hence

1 + P[X <X ′] + 1 + P[X ′ ≤X ′′] = 3.

Since there are 2ℓ + 1 windows in each group, by linearity of expectation, we obtain density at least

3
2ℓ + 1

= 1.5
w + k − 0.5

.

◀

This new version does not include the max (0, ⌊k−w
w
⌋) term, because it turns out that when

k ≥ w, the full bound is anyway less than 1/w.
In Figure 7.2 we can see that this new version indeed provides a small improvement over the

previous lower bound when k < (w + 1)/2. Nevertheless, a big gap remains between the lower bound
and, say, the density of the random minimizer.

It is also clear that this proof is far from tight. It uses that an additional k-mer must be sampled
when a full window of w + k − 1 characters fits between s1 and s2, while in practice an additional
k-mer is already needed when the distance between them is larger than w. However, exploiting this
turns out to be difficult: we can not assume that the sampled positions in overlapping windows are
independent, nor is it easy to analyse a probability such as P[X ≤X ′′ − k].

7.4 A near-tight lower bound on the density of forward sampling schemes

Together with Kille et al., we prove a nearly tight lower bound on the density of forward schemes.
We start with a slightly simplified version.

▶ Theorem 7.5 (Near-tight lower bound (simple) [KGKM+24]). Any forward scheme f has a density
at least

d(f) ≥
⌈w+k

w
⌉

w + k
.

Proof. The density of a forward scheme can be computed as the probability that two consecutive
windows in a random length w + k context sample different k-mers [MPB+17, Lemma 4]. From this,
it follows that we can also consider cyclic strings (cycles) of length w+k, and compute the expected
number of sampled k-mers along the cycle. The density is then this count divided by w + k.
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Because of the window guarantee, at least one out of every w k-mers along the length w + k

cycle must be sampled. Thus, at least ⌈(w + k)/w⌉ k-mers must be sampled in each cycle. After
dividing by the number of k-mers in the cycle, we get the result. ◀

The full and more precise version is as follows.

▶ Theorem 7.6 (Near-tight lower bound (improved) [KGKM+24, Thm. 1]). Let Mσ(p) count the
number of aperiodic necklaces of length p over an alphabet of size σ. Then, the density of any
forward sampling scheme f is at least

d(f) ≥ gσ(w, k) ∶= 1
σw+k ∑

p∣(w+k)
Mσ(p) ⌈

p

w
⌉ ≥
⌈w+k

w
⌉

w + k
≥ 1

w
,

where the middle inequality is strict when w > 1.

Proof (sketch). The core of this result is to refine the proof given above. While indeed we know
that each cycle will have at least ⌈(w + k)/w⌉ sampled k-mers, that lower bound may not be tight.
For example, if the cycle consists of only zeros, each window samples position i + f(000 . . . 000), so
that in the end every position is sampled.

We say that a cycle has period p when it consists of (w+k)/p copies of some pattern P of length
p, and p is the maximum number for which this holds. In this case, we can consider the cyclic
string of P , on which we must sample at least ⌈p/w⌉ k-mers. Thus, at least w+k

p
⌈ p

w
⌉ k-mers are

sampled in total, corresponding to a particular density along the cycle of at least 1
p
⌈ p

w
⌉.

Since p is maximal, the pattern P itself must be aperiodic. When Mσ(p) counts the number of
aperiodic cyclic strings of length p, the probability that a uniform random cycle has period p is
p ⋅Mσ(p)/σw+k, where the multiplication by p accounts for the fact that each pattern P gives rise
to p equivalent cycles that are simply rotations of each other. Thus, the overall density is simply
the sum over all p ∣ (w + k):

d(f) ≥ ∑
p∣(w+k)

p ⋅Mσ(p)
σw+k

⋅ 1
p
⌈ p

w
⌉ = 1

σw+k ∑
p∣(w+k)

Mσ(p) ⌈
p

w
⌉ .

The remaining inequalities follow by simple arithmetic. ◀

As can be seen in Figure 7.2, this lower bound jumps up at values k ≡ 1 (mod w). In practice, if
some density d can be achieved for parameters (w, k), it can also be achieved for any larger k′ ≥ k,
by simply ignoring the last k′ − k characters of each window. Thus, we can “smoothen” the plot via
the following corollary.

▶ Theorem 7.7 (Near-tight lower bound (monotone)). Any forward scheme f has density at least

d(f) ≥ g′σ(w, k) ∶=max (gσ(w, k), gσ(w, k′)) ≥max( 1
w + k

⌈w + k

w
⌉ , 1

w + k′
⌈w + k′

w
⌉) ,

where k′ is the smallest integer ≥ k such that k′ ≡ 1 (mod w).

At this point, one might assume that a smooth “continuation” of this bound (that exactly goes
through the “peaks”) also holds, but this turns out to not be the case, as for example for σ = w = 2,
the optimal scheme exactly follows the lower bound.

Lower Bounds



108 7. Lower Bounds on Sampling Scheme Density

Local schemes. The lower bounds discussed so far can also be extended to local schemes by
replacing c = w + k by c = 2w + k − 2. Sadly, this does not lead to a good bound. In practice, the
best local schemes appear to be only marginally better than the best forward schemes, while the
currently established theory requires us to increase the context size significantly, thereby making all
inequalities much more loose. Specifically, the tightness of the bound is mostly due to the rounding
up in 1

c
⌈ c

k
⌉ = 1

w+k
⌈w+k

k
⌉, and the more we increase c, the smaller the effect of the rounding will be.

Searching optimal schemes. For small parameters σ, w, and k, we can search for optimal
schemes using an integer linear program (ILP) [KGKM+24]. In short, we define an integer variable
xW = f(W ) ∈ [w] for every window W ∈ σw+k−1, that indicates the position of the k-mer sampled
from this window. For each context containing consecutive windows W and W ′, we add a boolean
variable y(W,W ′) that indicates whether this context is charged. Additionally, we impose that
f(W ′) ≥ f(W ) − 1 to ensure the scheme is forward. The objective is to minimize the number of
charged edges, i.e., to minimize the number of y that is true. In practice, the ILP can be sped up
by imposing constraints equivalent to our lower bound: for every pure cycle of length at most w + k,
at least ⌈(w + k)/w⌉ of the contexts must be charged. This helps especially when k ≡ 1 (mod w), in
which case it turns out that the ILP always finds a forward scheme matching the lower bound, and
hence can finish quickly.

7.5 Discussion

In Figure 7.2 we compare the lower bounds to optimal schemes for small parameters. First, note
that the bound of Marçais et al. (grey) is only better than 1/w for small k < (w + 1)/2. In this
regime, the improved version (green) indeed gives a slight improvement. The simple version of the
near-tight bound (blue) is significantly better, and closely approximates the best ILP solutions
when at least one of the parameters is large enough. When all parameters are small, the improved
version gσ (purple) is somewhat better though. As discussed, the density can only decrease in k,
and indeed the monotone version g′σ (red) is much better.

We see that the bound exactly matches the best forward scheme when k = 1 and the ILP
succeeded to find a solution (third column), and more generally when k ≡ 1 (mod w). Furthermore,
for σ = w = 2, the lower bound is also optimal for all even k. Thus, we have the following open
problem.

▶ Open Problem 7.8 (Tight lower bound). Prove that the g′σ lower bound on forward scheme density
is tight when k ≡ 1 (mod w), and additionally when σ = w = 2.

For the remaining k, specifically 1 < k < w, there is a gap between the lower bound and the
optimal schemes.

▶ Open Problem 7.9 (Improved lower bound). Can we find a “clean” proof of a lower bound on
forward scheme density that matches the optimal schemes for 1 < k < w, or more generally when
k /≡ 1 (mod w)?

And lastly, a lot is still unknown about local schemes.

▶ Open Problem 7.10 (Local scheme density). In practice, local schemes are only slightly better
than forward schemes, while the current best lower-bounds for local schemes are much worse. Can
we prove a lower bound that is close to that of forward schemes? Or can we bound the improvement
that local schemes can make over forward schemes?
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Figure 7.2 Comparison of forward scheme lower bounds and optimal densities for small w, k, and σ.
Optimal densities were obtained via ILP and are shown as black circles that are solid when their density
matches the lower bound g′σ, and hollow otherwise. Each column corresponds to a parameter being fixed to
the lowest non-trivial value, i.e., σ = 2 in the first column, w = 2 in the second column, and k = 1 in the
third columns. Note that the x-axis in the third column corresponds to w, not k. This figure appeared
before in [KGKM+24] and was made in collaboration with Bryce Kille. The ILP implementation is also his.

Commentary. Bryce Kille and myself independently discovered the basis of the tight lower bound
during the summer of 2024. In hindsight, I am very surprised it took this long (over 20 years!) for
this theorem to be found. Minimizers were originally defined in 2003-2004, and only in 2018 the
first improvement (or fix, rather) of Schleimer et al.’s original bound was found by Marçais et al.
[MDK18]. Specifically, all ingredients for the proof have been around for quite some time already:

The density of the random minimizer is 2/(w + 1), which “clearly” states: out of every w + 1
consecutive k-mers, at least 2 must be sampled. We just have to put those characters into a
cycle.
The density of any forward scheme can be computed using an order w + k De Bruijn sequence,
so again, it is only natural that looking at strings of length at least w + k is necessary. Cyclic
strings are a simple next step.
And also, partitioning the De Bruijn graph into cycles is something that was done before by
Mykkeltveit [Myk72].

Lower Bounds
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8 Practical Sampling Schemes

Summary
In this chapter, we review existing minimizer schemes and more general sampling schemes. They fall into a
few categories: they are variants of lexicographic minimizers, based on universal hitting sets with a greedy
construction, or based on syncmers.

We then introduce the open-closed minimizer [GKLP25], which is a small variant of miniception that
not only uses closed syncmers, but also open syncmers. Then, we introduce the (extended) mod-minimizer
[GKP24], which is a practical minimizer scheme that reaches asymptotic optimal density 1/w as k →∞. For
large alphabets, the mod-minimizer exactly matches the density of the lower bound when k ≡ 1 (mod w).
Together, these make the mod-minimizer the lowest density scheme when k > w.

Attribution
This chapter is based on two papers. “The mod-minimizer: A simple and efficient sampling algorithm for
long k-mers” [GKP24] is coauthored with Giulio Ermanno Pibiri and introduces the mod minimizer. The
followup paper “The open-closed mod-minimizer algorithm” [GKLP25] was written with Giulio Ermanno
Pibiri and Daniel Liu and introduces the open-closed minimizer and the extended mod-minimizer.

The idea for the mod-minimizer is my own. The open-closed minimizer was found in close collaboration
with Daniel Liu and Giulio Ermanno Pibiri. For both papers, the implementation, evaluation, and writing
of the paper were done in equal parts by Giulio Ermanno Pibiri and myself.

We now turn our attention from lower bounds and towards low-density sampling schemes. We
first consider various existing schemes, that we go over in three groups. In Section Section 8.1
we consider some simple variants of lexicographic minimizers. In Section Section 8.2, we consider
some schemes that build on universal hitting sets, either by explicitly constructing one or by using
related theory. We also include here the greedy minimizer, which is also explicitly constructed using
a brute force search. Then, in Section Section 8.3, we cover some schemes based on syncmers.

We end with two new schemes. First, the open-closed minimizer [GKLP25] (Section Section 8.4),
which extends the miniception by first preferring the smallest open syncmer, falling back to the
smallest closed syncmer, and then falling back to the smallest k-mer overall. This simple scheme
achieves near-best density for k ≤ w.

Second, we introduce the (extended) mod-minimizer and the open-closed mod-mini [GKP24,
GKLP25]. These schemes significantly improve over all other schemes when k > w and converge to
density 1/w as k →∞. Additionally, we show that they have optimal density when k ≡ 1 (mod w)
and the alphabet is large.
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8.1 Variants of lexicographic minimizers

The lexicographic minimizer is known to have relatively bad density because it is prone to sampling
multiple consecutive k-mers when there is a run of A characters. Nevertheless, they achieve density
O(1/w) as k = ⌊logσ(w/2)⌋ − 2 and w →∞ [ZKM20].

They can be improved by using an slightly modified order:

▶ Definition 8.1 (Alternating order [RHH+04]). The alternating order compares k-mers by by using
lexicographic order for characters in even positions (starting at position 0), and reverse lexicographic
order for all odd positions. Thus, the smallest string is be AZAZAZ....

This scheme typically avoids sampling long runs of equal characters, unless the entire window
consists only of a single character.

A second variant is the ABB order.

▶ Definition 8.2 (ABB order [FNK20]). The ABB order compares the first character lexicographically,
and then uses order B = C = ... = Z < A from the second position onward, so that the smallest
string is ABBBB..., where the number of non-A characters following the first A is maximized.

This scheme has the property that distinct occurrences of the ABB... pattern are necessarily
disjoint, leading to good spacing of the minimizers. This was already observed before in the context
of generating non-overlapping codes [Bla15].

A drawback of the ABB order is that it throws away some information: for example AB and AC
are considered equal, which is usually not idea. Thus, we also consider a version with tiebreaking,
ABB+:

▶ Definition 8.3 (ABB+ order). The ABB+ order first compares two k-mers via the ABB order,
and in case of a tie, compares them via the plain lexicographic order.

We also introduce a small variation on these schemes.

▶ Definition 8.4 (Anti-lexicographic order). The anti-lexicographic order sorts k-mers by comparing
the first character lexicographically, and comparing all remaining characters reverse lexicographically.

In this order, the smallest string is AZZZZ....

8.1.1 Evaluation
In Figure 8.1, we compare the aforementioned variants of lexicographic minimizers. First, note that
all schemes perform bad for k ∈ {1, 2}, since kσ ≤ 24 = 16 < 24 = w, and thus there will always be
duplicate k-mers. As expected, the random minimizer (yellow) has density 0.08 = 2/(24 + 1). The
lexicographic order (dim blue) is significantly worse at 0.89. The alternating order (orange, 0.78) is
slightly better, and the anti-lex order (green, 0.76) is slightly better again.

The ABB order (red-purple, 0.69), and especially the ABB order with tiebreaking (blue) perform
much better than the random minimizer. ABB+tiebreaking even performs nearly optimal for
3 ≤ k ≤ 5. This is surprising, since the idea was already introduced as a sampling and minimizer
scheme in 2020 [FNK20, Fig 4a] and appeared more generally before in 2015, but somehow never
was compared against by other minimizer schemes. In particular, as we will see later, this scheme
outperforms most other schemes for small k, and e.g. miniception (also 2020) is only slightly better
for large k.
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Figure 8.1 Comparison of the density of variants of lexicographic minimizers, for alphabet size σ = 4,
w = 24, and varying k. The g′ lower bound is shown in red and the trivial 1/w lower bound in shown in
black. The solid lines indicate the best density up to k, which for the random minimizer happens to be
best for k = 4 due to the selected random hash function. ABB+ indicates the ABB order with lexicographic
tiebreaking.

8.2 UHS-inspired schemes

We first have a look at minimizer schemes that build on universal hitting sets. Of these schemes,
all but the decycling minimizer use a bruteforce search to search small universal hitting sets, or
minimizers schemes directly for GreedyMini. This means that those schemes are limited to cases
where k and w are sufficiently small that this bruteforce search can finish in reasonable time. For
DOCKS, ReMuval, and PASHA, (double) decycling is better in practice, and thus we omit them
from comparisons.

DOCKS. Orenstein et al. [OPM+16, OPM+17] introduce an algorithm to generate small universal
hitting sets. It works in two steps. It starts by using Mykkeltveit’s minimum decycling set [Myk72]
such that every infinitely long string contains a k-mer from the decycling set. Then, it repeatedly
adds the k-mer to the UHS that is contained in the largest number of length ℓ = w + k − 1 windows
that does not yet contain a k-mer in the UHS. In practice, the exponential runtime in k and w is a
bottleneck. A first speedup is to consider the k-mer contained in the largest number of paths of
any length. A second method for larger k′ > k, called naive extension, is to simply ignore the last
k′ − k characters of each k-mer and then use a UHS for k-mers. DOCKS can generate UHSes up to
around k = 13, and for k = 10 and w = 10, it has density down to 1.737/(w + 1) [MPB+17], thereby
being the first scheme that breaks the conjectured 2/(w + 1) lower bound.

ReMuval [DGKM19] is a method that builds on DOCKS. Starting with some (w, k − 1) UHS
generated by DOCKS, first uses naive extension to get a (w, k) UHS U ′. Then, it tries to reduce
the size of this new UHS by removing some k-mers. In particular, if a k-mer only ever occurs in
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windows together with another k-mer of U ′, then this k-mer may be removed from U ′. Instead of
greedily dropping k-mers, and ILP is built to determine an optimal set of k-mers to drop. This
process is repeated until the target k is reached, which can be up to at least 200, as long as w ≤ 21
is sufficiently small.

PASHA [EBO20] also builds on DOCKS and focuses on improving the construction speed. It
does this by parallellizing the search for k-mers to add to the UHS, and by adding multiple k-mers
at once (each with some probability) rather than only the one with the highest count of un-covered
windows containing it. These optimizations enable PASHA to generate schemes up to k = 16, while
having density comparable to DOCKS.

Decycling-based minimizer. An improvement to the brute force constructions of DOCKS,
ReMuval, and PASHA came with a minimizer scheme based directly on minimum decycling
sets [PPE+23]: In any window, prefer choosing a k-mer in Dk, if there is one, and break ties using a
random order. They also introduce the double decycling scheme. This uses the symmetric MDS D̃k

consisting of those k-mers for which −2π/k ≤ arg(x) < 0. It then first prefers k-mers in Dk, followed
by k-mers in D̃k, followed by k-mers that are in neither.

It is easy to detect whether a k-mer is in the MDS or not without any memory, so that this
method scales to large k. Surprisingly, not only is this scheme conceptually simpler, but it also
has significantly lower density than DOCKS, PASHA, and miniception. Apparently, the simple
greedy approach of preferring smaller k-mers works better than the earlier brute force searches for
small universal hitting sets. Especially for k just below w, its density is much better than any other
scheme.

GreedyMini. Unlike the previous UHS schemes, GreedyMini [GTK+25] directly constructs a
low-density minimizer scheme using a brute force approach. As we saw, the density of a minimizer
scheme equals the probability that the smallest k-mer in a w + k long context is at the start or
end. The GreedyMini builds a minimizer scheme by one-by-one selecting the next-smallest k-mer.
It starts with the set of all w + k contexts, and finds the k-mer for which the number of times it
appears as the first or last k-mer in a context, as a fraction of its total number of appearances, is
lowest. It then discards all contexts this k-mer appears in, and repeats the process until a minimizer
has been determined for all contexts. To improve the final density, slightly submoptimal choices
are also tried occasionally, and a local search and random restarts are used. To keep the running
time manageable, the schemes are only built for a σ = 2 binary alphabet and up to k ≤ 20. This is
extended to larger k using naive extension and to larger alphabets by simply ignoring some of the
input bits.

The resulting schemes achieve density very close to the lower bound, especially when k is around
w. In these regions, the greedymini has lower density than all other schemes, and it is able to find
optimal schemes for some small cases when k ≡ 1 (mod w). This raises the question whether it is
also optimal for other k, where the lower bound may not be tight yet. A drawback is that this
scheme is not pure: it must explicitly store the chosen order of k-mers. In particular, our choice of
w = 24 is much larger than the parameters for which precomputed schemes are provided, and so we
omit it from the comparison in Figure 8.2.
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8.3 Syncmer-based schemes

As we saw, universal hitting sets belong to a more general class of context-free schemes that only
look at individual k-mers to decide whether or not to sample them. A well-known category of
context-free schemes are syncmers [Edg21]. In general, syncmer variants consider the position of
the smallest s-mer inside a k-mer, for some 1 ≤ s ≤ k and according to some order Os. Here we
consider two well-known variants: closed and open syncmers.

▶ Definition 8.5 (Closed syncmer [Edg21]). A k-mer is a closed syncmer when the (leftmost)
smallest contained s-mer according to some order Os, is either the first s-mer at position 0 or the
last s-mer at position k − s.

Closed syncmers satisfy a window guarantee of k − s, meaning that there is at least one closed
syncmer in any window of w ≥ k − s consecutive k-mers. When the order Os is random, closed
syncmers have a density of 2/(k − s + 1), which is the same as that of a random minimizer when
k > w and s = k −w. Indeed, syncmers were designed to improve the conservation metric rather
than the density. See the paper by Edgar [Edg21] for details.

▶ Definition 8.6 (Open syncmer [Edg21]). A k-mer is an open syncmer whe the smallest contained
s-mer (according to Os) is at a specific offset v ∈ [k−s+1]. In practice, we always use v = ⌊(k − s)/2⌋.

The choice of v to be in the middle was shown to be optimal for conservation [SY21]. For this v,
open syncmers satisfy a distance guarantee (unlike closed syncmers): two consecutive open syncmers
are always at least ⌊(k − s)/2⌋ + 1 positions apart.

Miniception is a minimizer scheme that builds on top of closed syncmers [ZKM20]. The name
stands for “minimizer inception”, in that it first uses an order Os and then an order Ok.

▶ Definition 8.7 (Miniception [ZKM20]). Let w, k, and s be given parameters and Ok and Os be
orders. Given a window W of w k-mers, miniception samples the smallest closed syncmer if there
is one. Otherwise, it samples the smallest k-mer.

Because of the window guarantee of closed syncmers, miniception always samples a closed syncmer
when w ≥ k − s. When k is sufficiently larger than w and s = k −w + 1, it is shown that miniception
has density bounded by 1.67/w + o(1/w). In practice, we usually use s = k − w when k is large
enough. Unlike UHS-based schemes, miniception does not require large memory, and it is the first
such scheme that improves the 2/(w + 1) density when k ≈ w.

8.4 Open-closed minimizer

As we saw, Miniception samples the smallest k-mer that is a closed syncmer. The open-closed
minimizer is a natural extension of this [GKLP25]:

▶ Definition 8.8 (Open-closed minimizer [GKLP25]). Given parameters w, k, and 1 ≤ s ≤ k, and
orders Ok and Os, the open-closed minimizer samples the smallest (by Ok) k-mer in a window that
is an open syncmer (by Os), if there is one. Otherwise, it samples the smallest k-mer that is a
closed syncmer. If also no closed syncmer is present, the overall smallest k-mer is sampled.

The rationale behind this method is that open syncmers have a distance lower bound [Edg21],
i.e., any two open syncmers are at least ⌊(k − s)/2⌋ + 1 positions apart. This is in contrast to
closed syncmers, that do not obey a similar guarantee (but instead have an upper bound on the
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Figure 8.2 Comparison of the density of pure minimizer schemes, for alphabet size σ = 4, w = 24, and
varying k. The solid lines indicate the best density up to k. The open-closed minimizer has the OC label,
and the O and C labels correspond to preferring open or closed syncmers before falling back to a random
order. We use s = 4 for the syncmer-based schemes.

distance between them). As it turns out, by looking at Figure 8.2, the distance lower bound of open
syncmers (O, red-purple) gives rise to lower densities than the upper bound of closed syncmers
(C=miniception, green).

In the full paper [GKLP25], we give a polynomial algorithm to compute the exact density of
the open-closed minimizer scheme, assuming that no duplicate k-mers occur. At a high level, this
works by considering the position of the smallest s-mer in the window, and then recursing on the
prefix or suffix before/after it, until an s-mer is found that is sufficiently far from the boundaries to
induce an open syncmer.

8.4.1 Evaluation

In Figure 8.2, we compare all pure schemes seen so far. We see that miniception (green) performs
slightly better than the ABB+tiebreak order when k is sufficiently large. The decycling-set based
orders (grey and black) significantly outperform the miniception, especially for k just below w.
Surprisingly, just changing the closed syncmers of miniception for open syncmers (O, red-purple)
yields a better scheme, although not as good as decycling. The combination (OC, purple) does
reach the same density as double decycling, and improves over it for w ≤ k ≤ 2w. Interestingly, the
O and OC curves look similar to the decycling and double decycling curves, but slightly shifted to
the right. The right shift is caused by looking at syncmers where the inner minimizer has length
s = 4. If we were to use a large alphabet with s = 1, this difference mostly disappears.
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8.5 Mod-minimizer

So far, all the schemes we have seen in this section work well up to around k ≈ w, but then fail to
further decrease in density as k grows to infinity. The rot-minimizer [MDK18] does converge to
density 1/w, but in its original form it only does so very slowly.

Here we present the mod-minimizer [GKP24, GKLP25], which turns out to converge to 1/w
nearly as fast as the lower bound we showed before in Chapter 7.

We start with a slightly more general definition.

▶ Definition 8.9 (Mod-sampling). Let W be a window of w + k − 1 characters, let 1 ≤ t ≤ k be a
parameter, and let Ot be a total order on t-mers. Let x be the position of the smallest t-mer in the
window according to Ot. Then, mod-sampling samples the k-mer at position x mod w.

As it turns out, this scheme is only forward for some choices of t [GKP24, Lemma 8].

▶ Theorem 8.10 (Forward). Mod-sampling is forward if and only if t ≡ k (mod w) or t ≡ k + 1
(mod w).

Proof. Consider two consecutive windows W and W ′. Let x be the position of the smallest
t-mer in window W and x′ that of the smallest t-mer in W ′. mod-sampling is forward when
(x mod w) − 1 ≤ (x′ mod w) holds for all x and x′. Given that the two windows are consecutive,
this trivially holds when x = 0 and when x′ = x − 1. Thus, the only position x′ that could violate
the forwardness condition is when W ′ introduces a new smallest t-mer at position x′ = w + k − t − 1.
In this case, we have x′ mod w = (w + k − t − 1)mod w = (k − t − 1)mod w. The rightmost possible
position of the sampled k-mer in W is x mod w = w − 1. Hence, if the scheme is forward, then it
must hold that (w− 1)− 1 = w− 2 ≤ (k − t− 1)mod w. Vice versa, if w− 2 ≤ (k − t− 1)mod w always
holds true, then the scheme is forward. % since x mod w ≤ w − 1.

Now, note that (k − t− 1)mod w ≥ w − 2 ⇐⇒ qw − 2 ≤ k − t− 1 < qw ⇐⇒ k − qw ≤ t ≤ k − qw + 1
for some 0 ≤ q ≤ ⌊k/w⌋. In conclusion, the scheme is forward if and only if t = k− qw or t = k− qw+1,
i.e., when t ≡ k (mod w) or t ≡ k + 1 (mod w). ◀

In Figure 8.3, it can be seen that mod-sampling has local minima in the density when t ≡ k

(mod w) [GKP24, Lemma 12], thus, we restrict our attention to this case only.
Furthermore, we can show that for t ≡ k (mod w), mod-sampling is not only forward, but also

a minimizer scheme:

▶ Theorem 8.11 (Minimizer [GKP24, Lem. 13]). Mod-sampling is a minimizer scheme when t ≡ k

(mod w).

Proof. Our proof strategy explicitly defines an order Ok and shows that mod-sampling with t ≡ k

(mod w) corresponds to a minimizer scheme using Ok, i.e., the k-mer sampled by mod-sampling is
the leftmost smallest k-mer according to Ok.

Let Ot be the order on t-mers used by mod-sampling Define the order Ok(K) of the k-mer K as
the order of its smallest t-mer, chosen among the t-mers occurring in positions that are a multiple
of w:

Ok(K) = min
i∈{0,w,2w,...,k−t}

Ot(K[i..i + t))

where k − t is indeed a multiple of w since t ≡ k (mod w). Now consider a window W of consecutive
k-mers K0, . . . , Kw−1. Since each k-mer starts at a different position in W , Ok(Ki) considers
different sets of positions relative to W than Ok(Kj) for all i ≠ j. However, t-mers starting at
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Figure 8.3 The density of the random minimizer and mod-sampling for varying t, for w = 24 and k = 60.
The random mod-minimizer has local minima in the density at t = 12 and t = 36, where t ≡ k ≡ 12 (mod w).
There is also a local minimum at t = 3, which is the first t that is large enough to avoid duplicate k-mers.
Based on this, we choose t to be the least number at least some lower bound r that satisfies t ≡ k (mod w).
This figure is based on Figure 4 of [GKP24] which was made by Giulio Ermanno Pibiri.

different positions in W could be identical, i.e., the smallest t-mer of Ki could be identical to that
of Kj . In case of ties, Ok considers the k-mer containing the leftmost occurrence of the t-mer to be
smaller.

Suppose the leftmost smallest t-mer is at position x ∈ [w + k − t]. Then mod-sampling samples
the k-mer Kp at position p = x mod w. We want to show that Kp is the leftmost smallest k-mer
according to Ok. If Ot(W [x..x + t)) = o, then

Ok(Kp) = Ok(W [p..p + k)) = min
j∈{0,w,2w,...,k−t}

Ot(W [p + j..p + j + t))

= min
j∈{x−p}

Ot(W [p + j..p + j + t)) = o.

Since o is minimal, any other k-mer Kj must have order ≥ o. Also, since o is the order of the
leftmost occurrence of the smallest t-mer, Kp is the leftmost smallest k-mer according to Ok. ◀

This now allows us to define the mod-minimizer.

▶ Definition 8.12 (Random mod-minimizer). Let r = O(logσ(w)) be a small integer lower bound on
t. For any k ≥ r, choosing t = r + ((k − r)mod w) in combination with a uniform random order Ot

gives the mod-minimizer.

It turns out this definition can be extended to wrap any sampling scheme, rather than just
random minimizers.

▶ Definition 8.13 (Extended mod-minimizer [GKLP25]). Let w, k, and t ≡ k (mod w) be given
parameters, and let f ∶ Σw+k−1 → [w + k − t] be any sampling scheme with parameters (w′, k′) =
(w+k− t, t). Then, given a window W of length w+k−1, the extended mod-minimizer of f samples
position f(W )mod w.

Naturally, the extended mod-minimizer can be applied to the open-closed minimizer, to obtain
the oc-mod-mini.
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8.5.1 Theoretical density
When we restrict f to be a minimizer scheme specifically, we can compute the density of the
extended mod-minimizer.

▶ Theorem 8.14 (Extended mod-minimizer density [GKLP25, Thm. 1]). Let w, k, and t ≡ k (mod w)
be given parameters, and let f be a minimizer scheme on t-mers with order Ot. Then, the density
of the extended mod-minimizer is given by the probability that, in a context of length w + k, the
smallest t-mer is at a position 0 (mod w).

Proof. Consider two consecutive windows W and W ′ of length w+k−1 of a uniform random string.
Let x and x′ be the position of the smallest t-mer in W and W ′ respectively, and let p = x mod w

and p′ = x′ mod w be the positions of the sampled k-mers Let y ∈ {x, x′ +1} be the absolute position
of the smallest t-mer in the two windows.

Since A is a forward scheme, we can compute its density as the probability that a different
k-mer is sampled from W and W ′. First note that the two consecutive windows contain a total of
w + k − t+ 1 t-mers, and thus, 0 ≤ y ≤ w + k − t, where w + k − t is divisible by w since t ≡ k (mod w).

When y /≡ 0 (mod w), this implies 0 < y < w + k − t, and thus, the two windows share their
smallest t-mer. Thus, p = x mod w = y mod w and p′ + 1 = x′ mod w + 1 = (y − 1)mod w + 1. Since
y /≡ 0 (mod w), this gives p′ + 1 = y mod w, and thus, the two windows sample the same k-mer.

When y ≡ 0 (mod w), there are two cases. When y = x (and thus y < w + k − t), we have
p = x mod w = y mod w = 0, and since the k-mer starting at position 0 is not part of W ′, the second
window must necessarily sample a new k-mer. Otherwise, we must have y = (x′ + 1) ≡ 0 (mod w),
which implies p′ = x′ mod w = (y − 1)mod w = w − 1, and since the k-mer starting at position w − 1
in W ′ is not part of W , again the second window must necessarily sample a new k-mer.

To conclude, the two windows sample distinct k-mer if and only if the smallest t-mer occurs in
a position y ≡ 0 (mod w). ◀

Before we compute the density of the mod-minimizer, we first re-state Lemma 9 of [GKP24],
which is a slightly modified version of Lemma 9 of [ZKM20] that we saw earlier in Section 6.7. The
proof is nearly identical.

▶ Theorem 8.15 (Duplicate (k)-mers [GKP24, Lem. 9]). For any ε > 0, if t > (3 + ε) logσ(ℓ), the
probability that a random window of ℓ − t + 1 t-mers contains two identical t-mers is o(1/ℓ). Given
that ℓ = w + k − 1, o(1/ℓ) → 0 for k →∞.

From the above two results, we obtain the density of the random mod-minimizer.

▶ Theorem 8.16 (Random mod-minimizer density [GKP24, Cor. 17] [GKLP25, Thm. 2]). If t ≡ k

(mod w) satisfies t > (3 + ε) logσ(ℓ) for some ε > 0, the density of the random mod-minimizer is

2 + k−t
w

w + k − t + 1
+ o(1/(w + k − 1)).

When w is fixed and k →∞, this density tends to 1/w.

Proof. Given the bound on t, the probability that a context of w + k characters contains duplicate
t-mers is o(1/ℓ) = o(1/(w + k − 1)). Otherwise, the context contains w + k − t + 1 t-mers, of which
the ones at positions {0, w, 2w, . . . , w + k − t} cause the context to be charged, which is a fraction of

2+ k−t
w

w+k−t+1 of all t-mers. ◀
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Figure 8.4 Comparison of the density of extended mod-minimizer schemes, for alphabet size σ = 4,
w = 24, r = 4, and varying k. The solid lines indicate the best density up to k. Versions without mod-mini
are shown dimmed.

▶ Theorem 8.17 (Optimality of the mod-minimizer). The random mod-minimizer has optimal density
when w is fixed, r = t = 1, k ≡ 1 (mod w), and σ →∞.

Proof. First note that the probability of duplicate k-mers in a window goes to 0 as σ →∞, and
hence the error term in the density computed above disappears. Substituting variables, we get

2 + ⌊k−1
w
⌋

w + ⌊k−1
w
⌋w + 1

=
2 + k−1

w

w + k−1
w

w + 1
=

k+2w−1
w

k +w
=
⌈k+w

w
⌉

k +w
.

◀

8.5.2 Evaluation

In Figure 8.4, we compare the mod-minimizer version of the best schemes so far against their
normal density. We use r = 4 as the lower bound on t, so that repeated t-mers are rare in practice.
We clearly see that the mod-minimizer schemes roughly follow the red lower bound, and indeed
have density that converges to 1/w as k increases. Between k = w + 1 and k = 2w + 1, the graphs
look roughly similar to the area between k = 1 and k = w + 1: ABB with tiebreaking is best when k

is small (up to around w/2), and hence also when t is small (again up to around w/2). For larger k

and t, we see that double decycling has minimal density.
Like the OC-minimizer, the mod-minimizer requires t ≥ 4 to avoid duplicate k-mers. This causes

the graphs to jump down at k = w + 4, rather than at k = w + 1. When the alphabet is large, t = 1
suffices, and the graphs of the mod-minimizer touch lower bound when k ≡ 1 (mod w).
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8.6 Discussion

Looking at Figure 8.4, there are still some regions where we do not yet have near-optimal sampling
schemes. First, when k ≤ 2, all schemes have poor density, as minimizer schemes generally can not
do well when k ≤ logσ(w) (Theorem 6.24). In the next section, we will investigate forward schemes
that do achieve good density for such small k.

Secondly, when σ = 4 and k ≤ w or slightly smaller, the current schemes do not achieve near-
optimal density, while we do expect such schemes to exist based on the ILP results for small
parameters. Indeed, the greedy minimizer appears to be near-optimal for k close to w. Nevertheless,
for roughly w/6 < k < 2

3 w, no schemes are close to the lower bound, and specifically at k = w/3, the
“deepest” point of the lower bound, the gap is large.

▶ Open Problem 8.18 (Pure optimal schemes). Is there a pure forward sampling scheme with
density close or equal to the lower bound g′σ for k ≈ w or k ≈ w/3? Is it possible when σ →∞? Or
when w →∞?

Mo d-min imize r



122 8. Practical Sampling Schemes



123

9 Towards Optimal Selection Schemes

Summary
We end this part on minimizers with a look into selection schemes, which are sampling schemes with k = 1.
These are interesting, because the lower bound appears to be tight: for small parameters, the brute force
search finds exactly optimal schemes. Thus, we ask ourselves whether we can construct “pure” optimal
schemes that are simple to understand and analyze.

We first review bidirectional anchors (bd-anchors) [LP21]. Then, we newly introduce smallest-unique-
substring anchors, or sus-anchors. Initially these improve only slightly over bd-anchors, and by changing
from lexicographic order to anti-lexicographic order, they become nearly optimal.

We end with a discussion on the remaining gap between our scheme and the true lower bound, and how
this could be closed. More generally, we also recap the results on minimizer density we obtained, and state
some open problems related to this.

Attribution
This chapter is based on unpublished notes that are my own work. Some of the open problems in the
discussion are based on previously written discussions [GKP24, GKLP25, KGKM+24].

As we saw for the sampling schemes so far, they do not do well for very small k. Indeed, they
are all minimizer schemes, and these can not achieve density below 1/σk. More generally, when
w →∞, any fixed finite k at some point becomes less than logσ(w) and thus too small to result
in a good minimizer scheme. At that point, we instead have to consider more general sampling
schemes to still be able to achieve density close to the lower bound. Here, we take this to the limit
and explore the k = 1 case, which are also called selection schemes. In this case, the window size is
ℓ = w + k − 1 = w, and thus, the task is to select any of the w characters in a window of length w.

We first introduce bidirectional anchors [LP21] in Section 9.1, and then we improve these into
smallest-unique-substring anchors in Section 9.2, which is unpublished work of myself.

9.1 Bidirectional anchors

Bidirectional anchors (bd-anchors) are a variant on minimizers that take the minimal lexicographic
rotation instead of the minimal k-mer substring :

▶ Definition 9.1 (Bidirectional anchor [LP21]). Given a window W of length w, the bidirectional
anchor is the lexicographical minimal rotation of the window, starting at position i ∈ [w], so that
W [i, w)W [0, i) ≤W [j, w)W [0, j) for all j. In case of ties, the leftmost minimal rotation is chosen.

SUS-anchor
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It turns out that bd-anchors are somewhat brittle because the are not forward: for example, take
the window ZABAAC, that has minimal rotation starting with AAC.... If we then shift the window
by one, we may get ABAACA, of which the smallest rotation AAB... starts at the end. Shifting
again to e.g. BAACAY, the smallest rotation again starts with AAC.... Thus, in the middle step, the
final A was only sampled because the string happened to start with an A as well at that single step.
Reduced bd-anchors solve this, although they are still not forward.

▶ Definition 9.2 (Reduced bidirectional anchor [LPS23, Dfn. 2]). Given a parameter 0 ≤ r < w,
the reduced bidirectional anchor of a window W of length w is the lexicographic smallest rotation
starting at a position i ∈ [w − r].

Now, the following theorem can be proven.

▶ Theorem 9.3 (Reduced bd-anchor density [LPS23, Lem. 6]). When r = ⌈4 logσ w⌉, the reduced
bd-anchor has density at most 2/(w + 1 − r) + o(1/w).

Proof (sketch). Because of the choice of r, the probability that the smallest r-mer is not unique is
small, and thus, we can simply find the smallest r-mer. Then, the probability that two consecutive
windows have a different smallest r-mer is 2/(w + 1 − r), similar to the random minimizer. ◀

This parameter r is slightly unfortunate: while plain bd-anchors are parameter-free, the r acts
very similar to k − 1 for minimizer schemes. And since r is 4 logσ(w), in practice, the reduced
bd-anchors usually just sample a length-r lexicographic minimizer. This still has the drawbacks of
lexicographic sorting, while not providing the benefit of an actual parameter free scheme.

9.2 Sus-anchors

To avoid the instability of bd-anchors caused by comparing rotations, we can simply only look for
the smallest suffix instead. A plain version of that would still be unstable, since in e.g. XABA, the
trailing A would compare less than ABA, even though it might be followed by a Z once the window
slides along. To fix this, we prefer longer suffixes over shorter suffixes in case one is a prefix of the
other. This leads to the following definition.

▶ Definition 9.4 (Smallest-unique-substring). Given a window W of length w, the smallest unique
substring anchor (sus-anchor) samples the start position i ∈ [w] of the lexicographic smallest suffix
W [i, w) that does not occur elsewhere in W .

The smallest unique substring is the prefix of the smallest unique suffix that does not repeat in
W .

With this new definition and input window XABA, we would sample the suffix ABA, since the
trailing A suffix occurs elsewhere. The smallest unique substring is then AB, since it only occurs in
XABA once and is smaller than XA and BA.

Anti-lexicographic order. One drawback of taking the lexicographic smallest substring is that
suffixes of small substrings are also small. In particular, when a window starts with AAABB..., both
the smallest rotation and the smallest unique suffix are the entire string AAABB..., at position 0.
After shifting the window one position, we get AABB..., and still the bd-anchor and sus-anchor
are AABB.... If no other A occurs at all, after shifting again to ABB... again both anchors sample
position 0. Thus, neither of these anchors solves the issues associated with lexicographic sorting.
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Figure 9.1 Comparison of the density of selection schemes, for alphabet size σ = 4, k = 1, and varying
w. Bd-anchors are shown for various r, and the sus-anchor is shown with various underlying orders. The
sus-anchor with anti lexicographic order is best, and nearly as good as the lower bound.

To fix this, we consider two variants of sus-anchors: with anti-lexicographic sorting (where
AZZZZ... is minimal) and with ABB sorting, where the smallest string is an A followed by any non-A
characters. Since we only compare suffixes of different lengths, that are thus already distinct, there
is no need to use the ABB+ sorting that includes tie-breaking.

Both these orders avoid the issue of sampling consecutive positions in runs of ~A~s, specifically
by preferring a transition from A to some other character. Further, patterns of A followed by non-A
characters are pairwise disjoint, so that consecutively sampled minimizers are pushed apart from
each other.

One of the reasons that this scheme can perform so well for k = 1 is that it is not a minimizer
scheme, and thus not bound by the 1/σk density lower bound. sus-anchors are always forward
though, regardless of the sort order for each character.

▶ Theorem 9.5 (Sus-anchors forward). Sus-anchors are forward when the sort-order is character-
by-character.

We end with the following conjecture.

▶ Conjecture 9.6 (Sus-anchor density). Sus-anchors with anti-lexicographic sort order have density
(2 + o(1))/(w + 1).

9.2.1 Evaluation
We compare bd-anchors with various r and sus-anchors with various underlying orderings in
Figure 9.1. We see that as w grows, so does the optimal value of r. Still, even with the best r,
bd-anchors do not get too close to the density lower bound for w ≤ 20.

Lexicographic sus-anchors (red-purple) perform around the same or slightly better than bd-
anchors, but still do not hit the lower bound. We saw that the ABB order works great as a

SUS-anchor
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Figure 9.2 Comparison of the density of selection schemes for alphabet size σ = 2. In this case, ABB
and anti-lexicographic order perform the same (ABB is hidden behind the thick blue line), but neither
reaches the lower bound for w ≈ 10.

low-density minimizer scheme, and also here this improves the density. While anti-lexicographic
was worse than ABB for minimizers, in this case it turns out to be better, and surprisingly, it
reaches density indistinguishable from (but not quite equal to) the lower bound!

If we look at the same plot for alphabet size σ = 2, Figure 9.2, we see that indeed there is still
some room for improvement. In this case, ABB and anti-lexicographic perform exactly the same,
since there are only two characters, and hence, sorting by non-A and sorting in reverse are the
same.

9.3 Discussion
Selection schemes. As mentioned earlier, ILP is always able to find exactly optimal schemes for
small parameters when k = 1. The sus-anchor with anti-lexicographic sorting gets very close to
optimal for σ = 4, but still has a little gap when σ = 2. Thus, the questions remains:

▶ Open Problem 9.7 (Optimal selection schemes). Are there pure selection schemes with optimal
density exactly matching the lower bound g′?

Sampling schemes. To end, in Figure 9.3 we once more compare all sampling schemes so far. We
also include a k > 1 variant of the sus-anchor, that simply picks the smallest-unique-substring that
has length at least k. Since the sus-anchor works well for small k, we can use r = 1 for the extended
mod-mini version of it. As can be seen, this is nearly optimal exactly in the small-k region where
the ABB+ order was lacking. And the mod-version also works well for k = w + 1 and just above.
The ABB+ scheme then picks up around logσ(w), and remains near-optimal until around w/6.
From then on, double decycling is best up to k = w, after which the mod-minimizer versions work
best. Looking at the plot, the biggest headroom is currently for intermediate values of k. It is
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Figure 9.3 Comparison of the density of sampling schemes for alphabet size σ = 4 and w = 24, including
sus-anchors. Sus-anchors use r = 1 for the mod-minimizer.

unclear whether this is due to the lower bound not being tight, or because better sampling schemes
just have not been found yet.

We repeat the open problems that came up so far:
Can we improve the g′ lower bound for 1 < k < w? And generally for k /≡ 1 (mod w).
Can we design sampling schemes that get close to the lower bound for k ≈ w/3? If not in general,
then maybe if σ →∞ or w →∞?
Can we prove that the g′ lower bound tight for k ≡ 1 (mod w)? And for σ = w = 2?
Can we design an optimal pure selection scheme, having density exactly equal to the g′ lower
bound.
How much can local schemes improve over forward schemes? Can we find a near-tight lower
bound on their density? Already for k = 1, the current bound is only 1.5/(w + 1), rather than
the more probably 2/(w + 1).

Additionally, there is the question of how much better general forward schemes are compared to
minimizer schemes. Of all the schemes in Figure 9.3, only the sus-achor is not a minimizer scheme.
So this raises the question: are minimizer schemes as good as forward schemes when k is sufficiently
large?

SUS-anchor
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10 Optimizing Throughput

Summary
In this chapter, the goal will be fast code. Specifically, the goal is to solve some given problem as fast as
possible by fully exhausting the hardware. In fact, the goal is not just fast code in itself, but provably fast
code: ideally we can prove that, given some assumptions, the code is within some percentage of the fastest
the given hardware could be.

We start by introducing a few common techniques to achieve speedups. For compute-bound problems,
these include SIMD, avoiding unpredictable branches, and instruction-level parallellism, For memory-bound
problems, the core principle is to optimize for throughput rather than latency. Some solutions are interleaving
multiple queries using batching or streaming, prefetching, and doing cache line-aware optimization of the
memory layout.

We also include some general background on benchmarking and optimizing code.
We show these techniques by using the SSHash k-mer index as an example application. This data

structure takes as input a text (without duplicate k-mers), and builds a dictionary on its k-mers. It can
then efficiently answer queries whether given k-mers occur in the input text.

The first step is to compute the minimizers of the text. As the number of minimizers is typically much
lower than the number of characters in the text, we want this to be fast so that this “compression” step is
not the bottleneck.

Then, when answering queries, SSHash uses a minimal perfect hash function (MPHF) to find the index
of each minimizer in its internal data structure. With PtrHash, we develop an MPHF that only needs a
single memory access for most queries, and can answer queries nearly as fast as the memory can support
random access reads.

Attribution
In this part, we summarize high level techniques for writing high throughput code. We give examples of
how these optimizations are applied in the two upcoming chapters, where we optimize the computation of
random minimizers [GKM25] and build a fast minimal perfect hash function data structure [GK25].

All text is my own, and at most loosely based on the mentioned papers.

10.1 Introduction

The amount of sequenced biological data is growing exponentially. For a long time, the performance
of computer hardware was also growing exponentially, but over the last years this has slowed down.
As a result, waiting for faster hardware is not an solution if one wants to process all current data.
Thus, there is a need for faster algorithms, and indeed, many papers in bioinformatics use this
remark as their motivation.

Throughput
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Complexity. Unfortunately, the performance of a piece of code does not just depend on the
theoretical runtime complexity of the algorithm used [Med23a]. For example, the hidden constant
can have a large influence on the actual running time. For example, summing a vector of n integers
is Θ(n), and can be done very efficiently using SIMD instructions at a speed of 0.1 ns per value (or
4 values per CPU cycle). On the other hand, reading n values from random memory addresses is
also considered O(n), but this can be as slow as 100 ns per read, which is 1000× slower!

I/O complexity. Thus, the performance of an algorithm also depends on the type of operations it
does. One way to capture this is by using the IO model, where the number of memory (or disk)
accesses is explicitly tracked. This also somewhat captures the intuitive simplicity of an algorithm:
it is well known that dynamic programming algorithms that simply do linear loops over an array
are much faster than IO-bound data structures. More generally, this is an instance of the Von
Neumann bottleneck [Bac78]: all reading and writing of memory is limited by the memory bus,
while simple operations are orders of magnitude faster.

Implementation. Lastly, we come to the most practical part, which is the implementation of the
algorithm. While Moore’s law [Moo06] may not quite apply anymore, modern CPUs are vastly
complex machines, with increasingly more optimizations and heuristics to squeeze everything out
of the code they execute. We, the programmer, should be aware of these things, and write our
code in such a way that indeed the CPU can execute it efficiently. This also means that we should
explicitly use the dedicated instructions that the CPU provides, such as SIMD (single-instruction
multiple-data) instructions to operate on up to 8 64-bit integers at a time, or the BMI2 (bit
manipulation) instruction set for efficient bit-wise instructions.

Algorithm design. Taking this one step further, we should not just aim to implement our algorithm
of choice efficiently, but we may want to choose and design our algorithm by explicitly keeping in
mind the capabilities of the hardware it will run on. Even more, we may want to also change the
input format to better suit the algorithm.

10.1.1 Overview
In this chapter, we will go over some techniques to optimize code for modern CPUs. Many works
have been written on this topic, such as Ulrich Drepper’s book on CPU memory [Dre07], Denis
Bakhvalov’s book on optimizing performance on modern CPUs [Bak24], and Agner Fog’s resources
on instruction latency and more [Fog24]. Thus, in this chapter we simply highlight some techniques
that are particularly relevant for the following chapters. We group them into two categories.

The first category are optimizations for compute-bound problems. In Section 10.2 (and Chap-
ter 11), we have a look at simd-minimizers, which is an efficient implementation of an algorithm to
compute random minimizers. We have also already seen a number of compute-bound optimizations
being applied to A*PA2 in Chapter 4.

Then, in Section 10.3 (and Chapter 12), we consider a memory-bound application, where the
CPU is mostly waiting for data to be read from RAM (or disk): minimal perfect hashing. Here,
the problem is to build a data structure that, given a fixed input set S of n elements, efficiently
maps each element to a unique integer in {0, . . . , n − 1}.

Text indexing. We note that both these applications have uses in text indexing. First, minimizers
are used in many different data structures. One way in which they are used is to sketch the input
text into a smaller representation. Then, one can build a much smaller and faster data structure
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only on this sketched representation [AFGK+25, GR17, EBC21]. This sketching step can also
be seen as a way to compress the data. This means that the compression algorithm itself (the
computation of the minimizers) is the only part of the pipeline that sees the full input data, while
all subsequent steps only work on the sketched representation. This means that as the compression
factor increases (for example, because genomic reads become more accurate), the proportion of
time spent on the compression increases, and indeed, this can take a significant portion of the time.
Thus, we design an optimized implementation to compute random minimizers.

A second application of minimizers is to cluster the k-mers of a text, where k-mers that share
the same minimizer are mapped to the same bucket. This is used, for example, by the GGCAT
De Bruijn graph construction algorithm [CT23] in order to build disjoint pieces of the graph in
parallel, and a similar technique is used by k-mer counting methods such as KMC2 [DKGDG15].

The same technique is also used by SSHash [Pib22], which is an efficient representation of
a static set of k-mers. Again, each k-mer is first mapped to its minimizer. It then efficiently
stores buckets of k-mers that share the same minimizer via super-k-mers, which are longer strings
containing multiple adjacent k-mers as substrings. Once the data structure is built, a critical step
is to efficiently retrieve the bucket that corresponds to a minimizer, which is done by building a
minimal perfect hash function. Since a data structure implementing such a hash naturally takes
quite some space, queries usually hit the main memory, and thus this is a memory bound problem.

SSHash originally uses PTHash [PT21], and in Chapter 12, we build on this to develop PtrHash
by applying the techniques from this chapter to optimize its throughput.

Throughput, not latency. We end here with one more remark. Many memory-bound applications
are in fact bound by the memory latency. For example, this means that a piece of data is requested
from RAM, and then the CPU has to wait for this data to become available before further progress
can be made. This means that for (up to) the entire duration of the request, which can take 80
ns, the CPU is waiting for one bit of data. At the same time, the memory can handle many more
reads than only one every 80 ns, and thus, the memory bandwidth is also not exhausted.

We argue that in many bioinformatics applications, sequences are processed in a relatively
homogeneous way, where for example the same function is applied to every k-mer. This means that
multiple k-mers are processed independently. If every k-mer requires read from memory, we can
then process those in parallel.

Currently, not many applications are written in this way, and thus, there is a lot of room for
improvement.

10.2 Optimizing Compute Bound Code: Random Minimizers

We start with an overview of techniques that can be used to optimize compute-bound code.
As an example application, we apply these techniques to the problem of efficiently computing the

minimizers of a sequence. There are many indices and tools using minimizers, such as SSHash [Pib22]
and minimizer-space De Bruijn graphs [EBC21]. In some cases, minimizers are also specifically used
as a sketch of the text [GR17, AFGK+25]. Specifically there, this “compression” step of computing
the minimizers can easily become a bottleneck, since all subsequent operations only have to operate
on the much smaller sketched space. Thus, this is a classic compute bound problem, where the
input is a DNA sequence, and the output is the set of minimizer positions or kmers.

A*PA2. Most of the techniques mentioned below are also already used in the A*PA2 pairwise
aligner (Chapter 4), which is also compute bound. It processes parts of the DP matrix in large

Throughput
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blocks, so that the execution is very predictable and branch misses are avoided. It also uses
SIMD (on top of bitpacking) to compute even more states in parallel, and exploits instruction level
parallellism by independently processing two SIMD vectors at a time. It also uses a bit-packed
input format to reduce the memory pressure.

10.2.1 Avoiding Branch Misses
Modern CPUs have execution pipelines that are hundreds of instructions long Thus, if one instruction
is waiting for some data (from memory), the CPU will already start execution upcoming instructions.
When a branch occurs, the CPU has to predict which of the two paths will be taken in order to
proceed this speculative execution, since waiting for the condition to be resolved would remove most
of the benefits of pipelining.

Thus, the CPU has a branch predictor that fulfils this task. Very much simplified, it tracks for
each branch instruction whether it is usually taken or not, and makes a prediction based on this.
Modern branch predictors can perfectly recognize patterns like taking a branch every 10th iteration.

When a branch misprediction happens, the CPU has to unwind the speculative computations that
depended on the wrong assumption, and then start over with the correct sequence of instructions.
In practice, this can cause a delay of 10 to 20 clock cycles, and can easily become the bottleneck
for performance. Thus, we should aim to design algorithms without data-dependent branches, so
the branches that remain are all predictable and quick to compute.

Application. For the problem of computing minimizers, we apply this technique by replacing the
classic queue based algorithm for minimizers by an efficient version of the two-stacks method, that
only uses a single branch every w iterations.

10.2.2 SIMD: Processing In Parallel
A common technique to speed up computations on modern hardware is by using SIMD, or single-
instruction-multiple-data, instructions. The are for example 256 bit registers that contain four 64
bit integers at once, or eight 32 bit integers. The processor can then do arithmetic on all lanes in
parallel, providing up to 4× or 8× speedup over scalar arithmetic.

In order to use SIMD instructions, we have to make sure that the input data is sufficiently
homogeneous: we need to fill the lanes with integers that require exactly the same computation.
And since these computations happen in parallel, they can not depend on each other.

Application. Unfortunately, the problem of computing minimizers is (locally) very sequential,
since it requires taking a rolling minimum. To circumvent this, we can split each input sequence into
8 chunks that are independent and can be processed in parallel via 256 bit AVX2 SIMD instructions
on 8 32 bit lanes.

Because we use a data-independent method to compute the minimizers, the data-flow and
executed instructions in each of the 8 chunks are exactly the same. This is the perfect case for
SIMD, since there is no divergence between the lanes.

10.2.3 Instruction Level Parallelism
Modern CPUs can not only execute many instructions ahead, but they also execute many instructions
in parallel. For example, typical Intel CPUs can execute up to 4 instructions each clock cycle. In
particular in very simple for loops, e.g., that sum the values of an array, there is a loop carried
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dependency, and each iteration depends on the previous one. Thus only one addition can be executed
at a time, so that the CPU is not fully utilized.

One way to increase the amount of parallelism available in the code is by solving two instances
in parallel. For example, to sum the integers in a vector, we can split it in two halves (or even four
quarters!) and sum them at the same time.

Application. We tried to apply this to the computation of minimizers by splitting the input into 16
chunks, and then running two instances of the 8-lane algorithm interleaved. In this case, the gains
were marginal. Probably the additional instructions increase the load on the hardware registers too
much.

10.2.4 Input Format
Lastly, also the input format and more generally memory IO can have a big impact on performance,
since highly optimized code usually processes a lot of data.

Specifically, the SIMD scatter instruction, that reads 8 arbitrary addresses, and gather
instruction, that writes to 8 arbitrary addresses, are often slow. More generally, any kind of shuffling
data, either by writing spread out over memory or by reading from random parts of memory, tends
to be much slower than simply sequentially iterating over some input.

Application. The input for the SIMD version of our minimizer algorithm is 8 streams of text, that
are initially encoded as plain 8 bit ASCII characters. Thus, while we could read one character from
each stream at a time, it is much more efficient to gather 8 32 bit integers at once, each containing
4 characters. In practice, it is better to read a full 64 bit integer at a time, rather than splitting
this into 2 32 bit reads.

Still that is not maximally efficient. For DNA, each ASCII character can only really be one of
four values, ACGT. Thus, each 8 bit character has 6 wasted bits. We can avoid this by first packing
the input in a separate linear pass. Then, the algorithm itself can read 64 bits at a time from each
lane, containing 32 characters.

10.3 Optimizing Memory Bound Code: Minimal Perfect Hashing

We now consider techniques for optimizing memory bound code.
As an application, we consider the minimal perfect hash function in SSHash. SSHash first

collects all minimizers, and then builds a hash table on these minimizers as a part of its data
structure. Building a classic hash table that stores the values of the keys is possible, but this would
take a lot of space, since it has to store all the keys. Instead, we can use the fact that the data
structure is static: the set of m minimizers is fixed. Thus, we can build a minimal perfect hash
function (MPHF) that takes this set, and bijectively maps them to the range {0, . . . , m − 1}. Then,
queries can use this function to find the right slot in an array storing additional data for each
minimizer.

We focus on designing an MPHF that can answer queries quickly. Specifically, we optimize for
throughput, i.e., to answer as many independent queries per second as possible. When the number
of keys (minimizers) is large, say 109, the MPHF data structure will not fit in L3 cache, and hence,
most of the queries will need to access main memory. Thus, like most data structures, this problem
is memory-bound.

Throughput
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We note that code can be memory bound in two ways: by memory latency, where it is usually
waiting for one read to come through, or by memory throughput, where the entire bandwidth is
saturated. We should avoid being bound by latency, and instead aim to get as much work done as
possible given the available throughput.

10.3.1 Using Less Memory
A first way to reduce a memory latency or throughput bottleneck is by simply using less memory.
CPUs have a hierarchy of caches, typically with L1, L2, and L3 cache, with L1 being the closest to
the CPU and hence fastest, but also the smallest. This means that if the data fits in L1, random
accesses to it will be significantly faster (a few cycles) than for data that only fits in L2 (around 10
cycles), L3 (around 40 cycles), or main memory (up to 200 cycles). Thus, smaller data fits in a
smaller cache, and hence will have faster accesses. Even when the data is much larger than L3,
reducing its size can still help, because then, a larger fraction of it can be cached in L3.

One way to apply this is by reducing the size of integers from 64 bits to 32 bits, when this is
still sufficiently large to hold the data.

10.3.2 Reducing Memory Accesses
A first step to reduce the memory bottleneck is by avoiding memory access as much as possible.
Completely removing a dependency on some data is usually not possible, but instead, it is often
possible to organize data more efficiently.

In particular, RAM works in units of cache lines, which (usually) consist of 64 bytes. Thus,
whenever an integer is read from main memory, the entire corresponding cache line must be fetched
into the L1 cache. This means that it may be more efficient to store a single array of structs rather
than a struct of arrays if elements of the struct are usually accessed together.

Additionally, one should avoid sequential memory accesses, where the result of memory read
determines the location of a second access to memory, since these can not be executed in parallel.

Application. A common application of this technique is in B-trees, which are balanced search
trees holding a set of sorted elements. Classic binary search trees have an indirection at every level
of the tree. B-trees on the other hand store B values in each node. This reduces the height of the
tree from log2(n) to logB+1(n), and efficiently uses a cacheline by reading B values from it at once,
rather than just a single value.

Our MPHF, PtrHash, internally uses Elias-Fano (EF) coding [Eli74, Fan71] to compactly encode
sequences of integers. We introduce a CacheLineEF version, that overall uses a bit more space, but
stores the information to retrieve each value in a single cache line. That way, we can still compress
the data, while not paying with more memory accesses.

10.3.3 Interleaving Memory Accesses
As already discussed, CPU pipelines can execute many instructions at the same time. This means
that the CPU will already fetch memory for upcoming instructions whenever it can. For example,
in a for-loop where each iteration reads a single independent memory address, the CPU can fetch
memory a number of iterations ahead.

More precisely, each core in the CPU has a number (12, in case of the hardware used for the
experiments in this thesis) of line fill buffers. Each time the core requests a new cache line to be
read from memory, it reserves one of these buffers so that the result can be stored there when it is
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available. Thus, the latency of each individual access can be hidden by doing around 10 reads in
parallel. The result is then 10 times higher memory throughput.

One way to achieve this is by clustering independent memory accesses, so that they are
automatically executed in parallel. More generally, it can help to have as little code as possible in
between consecutive reads, so that the CPU can look relatively more iterations ahead.

10.3.4 Batching, Streaming, and Prefetching
One way to make the interleaving of memory accesses more explicit is by using batching. If we have
to process n independent iterations of a for loop, and each requires a read to memory, we can group
(chunk) them into batches of size B, say of size B = 16 or B = 32. Then, we can first make B reads
to memory, and then process the results.

To make this slightly more efficient, prefetching can be used, where instead of directly reading
the B values into a register, we first ask the CPU to read them into L1 cache using a dedicated
prefetch instruction. Then we process the elements in the batch as usual, and all the data should
already be present.

A slight variant of this is streaming, where instead of processing chunks of size B, we prefetch
the data required for the iteration B ahead of the current one.

Application. We apply both batching and streaming in PtrHash, and achieve up to 2× speedup
compare to plain for-loops. In particular, using these techniques, each iteration only takes just over
8 ns on average, which on my CPU, is very close to the maximum random memory throughput
each core can have.

Throughput
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11 SimdMinimizers:
Computing Random Minimizers, Fast

Summary
Many tools in bioinformatics use the minimizers of a genomic sequences as a more compact representation.
When only few minimizers are sampled and the compression ratio is high, this means that subsequent
analysis will be relatively fast. Thus, it is beneficial to develop a fast algorithm to compute the minimizers,
since this might be the only part of a method that works on the uncompressed input data. We use this
application as an example of optimizing compute-bound code.

The simd-minimizers library implements an algorithm to compute random minimizers using SIMD
instructions. Its main novelty is two-fold. First, it splits the input into 8 chunks that are streamed over
in parallel through all steps of the algorithm. This is enabled by using the completely deterministic
(data-independent) two-stacks sliding window minimum algorithm, which seems not to have been used
before for finding minimizers.

The result is that simd-minimizers is up to 6.8× faster than a scalar implementation of the rescan
method when w = 5 is small, and 3.4× faster for larger w = 19. Computing canonical minimizers is
only around 50% slower than computing forward minimizers, and around 15× faster than the existing
implementation in the minimizer-iter crate. Our library finds all (canonical) minimizers of a 3.2Gbp
human genome in 5.2 (resp. 6.7) seconds.

Attribution
This chapter is based on “SimdMinimizers: Computing random minimizers, fast” [GKM25], which is
co-authored with Igor Martayan. Large parts of this chapter are copied verbatim or with minor changes
from that publication.

The SimdMinimizers code was largely developed by myself, with contributions from Igor Martayan to
support the NEON architecture. The paper itself has equal contribution from both Igor Martayan and
myself.

11.1 Introduction

Minimizers were simultaneously introduced by [SWA03] and [RHH+04] as a method to sample short
strings of fixed length k, called k-mers or k-grams, for the purpose of fingerprinting and comparing
large textual documents such as genomic sequences. This sampling method plays a central role
in bioinformatics for the high-throughput analysis of DNA sequencing data and is a fundamental
building block for many related tasks such as indexing [Pib22, MKL21], counting [DKGDG15,
MRSL25], aligning [Li18, JRH+22], or assembling [EBC21, BRJ+24] genomic sequences.

S imdMin imize r s
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Minimizers are defined as follows: given a window W of w consecutive k-mers, the minimizer of
W is the smallest k-mer according to some order. In practice, this order is often pseudo-random
by hashing the k-mers, leading to the random minimizer. The density of a minimizer scheme is
the expected fraction of sampled k-mers on a sufficiently long random string. When k is not too
small, random minimizers have an expected density close to 2/(w + 1), which is around twice as
much as the lower bound of 1/w. In recent years, there have been a number of papers on methods
with lower density than random minimizers [ZKM20, PPE+23, GKP24, GKLP25, GTK+25]. While
these contributions have narrowed the gap to an optimal-density sampling scheme [KGKM+24],
none of them focused on improving the computation time of minimizers.

In bioinformatics applications, the k-mer length is usually at most k ≤ 31, so that each k-mer
can be represented by a single u64 machine word, and the window length can be as low as 5 (where
around a third of the k-mers is sampled), but is typically between 10 and 30. Longer windows of
size up to 100 are also possible to index highly conserved texts.

Problem statement. We aim to solve the following problem as fast as possible: given a bitpacked
representation of a sequence of ACGT DNA characters, compute the positions of all (canonical)
random minimizers.

Contributions. This work introduces a carefully optimized algorithm to compute the minimizers
of a genomic sequence. Conceptually, it consists of two parts. First, we introduce a scalar algorithm
(Section 11.3) that uses O(n) time and O(w) space. Most of this can be trivially parallelized to
L = 8 independent lanes with AVX2 or NEON SIMD instructions, and in Section 11.4 we specifically
handle the input and output. The parts we discuss are:
1. We apply ntHash [MCVB16, KWN+22], a pseudo-random rolling hash function for k-mers

(Section 11.3.2).
2. We compute the sliding-window minima of the hashes using the two-stacks method [HST17,

TKPP18] (Section 11.3.3).
3. We compute canonical minimizers based on refined minimizers [PR24] to decide the strand of

each window (Section 11.3.4).
4. We extend the scalar algorithm to SIMD by using it on L chunks of the (bitpacked) input

sequence in parallel (Section 11.4.1).
5. Lastly, we collect and deduplicate the L parallel streams into unique minimizer positions

(Section 11.4.2).

Results. Our method is 3.4× (for large w = 19) to 6.8× (for small w = 5) times faster than the
fastest non-SIMD algorithm for computing forward minimizers. For canonical minimizers, we only
compare against a simple implementation and find over 15× speedup. As a result, we can compute
the minimizers of a human genome in 5.2 seconds, and the canonical minimizers in 6.7 seconds.
We also adapt our method to support generic plain-text ASCII input (∣Σ∣ = 256), which is slightly
(30%) slower due to the larger input characters.

Software. A Rust implementation of our method is publicly available at https://github.com/
rust-seq/simd-minimizers. The packed sequence representation, the splitting into chunks, and
the parallel iteration over their bases is extracted to a separate library, packed-seq, available at
https://github.com/rust-seq/packed-seq.

https://github.com/rust-seq/simd-minimizers
https://github.com/rust-seq/simd-minimizers
https://github.com/rust-seq/packed-seq
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11.2 Preliminaries

Bitpacking. In this work, we assume that the input sequence is over the DNA alphabet Σ =
{A, C, T, G} and that each letter is encoded using two bits: A = 00, C = 01, T = 10, G = 11. This
encoding can easily be obtained from the ASCII representation by applying a mask: (c >> 1) & 3.
Additionally, we assume that the whole sequence is bitpacked using this 2-bit encoding, which can
be done as a preprocessing step on the input if necessary. Non-ACGT characters have to be handled
during this preprocessing as well, and could be skipped, converted to A, or the input sequence could
be split at these points. We assume that the hardware is little-endian, and that the integer value of
a sequence x0x1x2 . . . xk−1 is given by ∑k−1

i=0 xi ⋅ 4i.

Minimizers. Given parameters w and k, a window W of length ℓ = w+k−1 contains w consecutive
k-mers. The minimizer of the window is the smallest k-mer in the window. For random minimizers,
k-mers are ordered by a pseudo-random order, usually given by comparing hashes of the k-mers. In
case of ties, the leftmost smallest k-mer is chosen.

Our goal is to compute the absolute position of the minimizer of every window W in the input
text. Since adjacent windows often have the same k-mer as minimizer, we only want each position
to be listed once in the output.

Canonical minimizers. Because DNA is double-stranded and most sequencing technologies do not
distinguish these two strands, genomic sequences have an additional constraint: a sequence and its
reverse-complement (the reversed sequence of complementary bases A↔ T and C↔ G) should be
considered identical. To satisfy this constraint, canonical minimizers should return the same set
of k-mers regardless of the strandedness of the input. Specifically, if the canonical minimizer of
a window W is at position p, then the canonical minimizer of the reverse-complement W

r of W

should be at position ∣W ∣−k−p = w−1−p. In practice, canonical minimizers are often overlooked as
an implementation detail and most existing methods simply compare canonical k-mers, computed
as xc =min(x, xr), which gives a weaker guarantee [MEK24].

11.3 A predictable scalar algorithm

Overview. Computing the minimizers of a sequence generally involves a few steps, as shown in
Figure 11.1. First, the k-mers are hashed. We do this using ntHash, a rolling hash (Section 11.3.2).
Next, in each window of w k-mer hashes, we must find the position of the leftmost k-mer with
the smallest hash. For this, we use a method based on the two-stacks algorithm (Section 11.3.3).
Lastly, many adjacent windows will have the same minimizer, and thus these positions must be
deduplicated.

In this section, we present a scalar algorithm (that will be trivial to parallelize later by using
SIMD instructions Section 11.4), and we also introduce a variant to compute canonical minimizers
in Section 11.3.4.

The rolling hash takes constant time per character, and our sliding window algorithm will also
take amortized constant time per character, so that the entire method runs in O(n). It needs O(w)
space to store the hashes of the current window. With the SIMD optimizations, this improves to
O(n/L) time and O(Lw) space, where L is the number of SIMD lanes.

S imdMin imize r s
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Figure 11.1 Overview of computing minimizers, for k = 5 and w = 4. First, all k-mers of the input string
(shown as black horizontal lines) are hashed (the small numbers above them). Then, for each window of
w = 4 consecutive k-mers, we find the absolute position of its smallest k-mer. For example, for the first
window, the k-mer at position 1 (zero-based) has the smallest hash (23). Similarly, the fourth window
(highlighted, spanning ℓ = w + k − 1 = 8 bases) has minimal hash 12 by the k-mer at position 5. Lastly, these
minimizer positions are deduplicated.

11.3.1 Iterating Packed Input

As input to our algorithm, we use a 2-bit packed sequence representation. Our representation is
little-endian, in that the two least significant bits of each 8-bit or 32-bit value correspond to the
leftmost encoded base.

Extracting bases. To iterate the bases of the input string, we process them one u32 of 16 bases at
a time. For each of those, we do 16 iterations where we extract the 2 least significant bits to return,
and then shift the remainder down by 2 bits.

For 8-bit ASCII input, instead, the low 8 bits can be extracted and then shifted away.

Delayed iterator. In order to support a rolling hash, we simply iterate the characters twice in
parallel, with an offset: once for the character entering each k-mer and once delayed by k − 1
iterations for the character leaving each k-mer. Similarly, for canonical minimizers we will also need
the character leaving the window, for which we do a third iteration delayed by ℓ − 1 steps. To avoid
additional reads from memory, we store u32 values read from memory in a small ring buffer.

11.3.2 Rolling Hash

The first step of the algorithm is the computation of a hash for each k-mer. We adapt ntHash [MCVB16,
KWN+22], a popular rolling hash function for DNA sequences that is based on cyclic polynomi-
als [Coh97] as an improvement over Karp-Rabin hashing [KR87]. This rolling hash function can be
summarized as follows: each of the 4 bases is associated to a fixed 32-bit random value, denoted
f(x), and the hash of a k-mer u = x0 . . . xk−1 is computed as h(u) = ⊕k−1

i=0 rotk−1−i(f(xi)), where
roti denotes a cyclic rotation by i bits to the left and ⊕ denotes xor. In practice, each xi is a value
in {0, 1, 2, 3} and f(xi) is a simple table lookup, as shown in Algorithm 4.
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Algorithm 3 Pseudocode for iterating the packed input sequence, and for iterating over the last (in)
and first (out) bases of all k-mers. The code samples are written in terms of “iterator adapters”, where the
input is a stream over something, and the output is a transformed stream of yielded elements.

1: function IterBp(seq) ▷ The bases in seq are bitpacked (4 bases in each byte).
2: for block: u32 in seq do ▷ The text is split into 32-bit blocks. Padding at end not shown.
3: for i in {0, . . . , 15} do
4: yield block & 3
5: block← block » 2

6: function IterBpDelayed(seq, k) ▷ Return two streams, one delayed by k − 1 steps.
7: in_bps← IterBp(seq)
8: out_bps← IterBp(seq)
9: for in_bp in in_bps[0 ∶ k − 1] do ▷ [i ∶ j] notation is right-exclusive.

10: yield (in_bp, _) ▷ The first k − 1 iterations, there is out base.
11: for (in_bp, out_bp) in zip(in_bps[k − 1 ∶], out_bps) do
12: yield (in_bp, out_bp)

Algorithm 4 NtHash rolling hash. The input is an iterator over pairs of characters coming in and out of
each k-mer as returned by IterBpDelayed (Algorithm 3). The output is an iterator over the hashes of
all k-mers. The algorithm first processes the first k − 1 characters to initialize the rolling hash, and then
repeatedly adds and removes one character at a time. Each operation can be vectorized to work on L lanes
in parallel.

1: function ntHash(k, in_out) ▷ in_out iterates pairs (last bp, first bp) of each k-mer.
2: Tin ← [f(A), f(C), f(T), f(G)] ▷ Static lookup tables.
3: Tout ← [rotk−1(f(A)), rotk−1(f(C)), rotk−1(f(T)), rotk−1(f(G))]
4: h← 0 ▷ 32-bit rolling hash value of (k − 1) bp overlaps.
5: for (in_bp, _) in in_out[0 ∶ k − 1] do ▷ The first k − 1 iterations, there is no out_bp.
6: h← rot1(h) ▷ In SIMD, implemented as h← (h≪ 1 ∣h≫ 31).
7: h← h⊕ table_lookup(Tin, in_bp) ▷ In SIMD, implemented with permute instructions.
8: for (in_bp, out_bp) in in_out[k − 1 ∶] do ▷ 2-bit bp coming in and out of each k-mer.
9: h← rot1(h)

10: h← h⊕ table_lookup(Tin, in_bp)
11: yield h

12: h← h⊕ table_lookup(Tout, out_bp)

Using a rolling hash has a twofold advantage in our use case: first, we only need the first and
last bases of each k-mer to update its hash based on the previous one, so that we do not have to
store the k-mer itself, and second, we are not limited to k-mers that fit in a constant number of
words.

Most of the pseudocode in Algorithm 4 can be trivially adapted to work on u32x8 SIMD
registers containing 8 32-bit values. The table_lookup function computes the values of f(x) of
the L nucleotides stored in in_bp or out_bp by looking up their value in table_in or table_out.
It can be implemented using _mm256_permutevar_ps in AVX2 or vqtbl1q_u8 in NEON.

MulHash. A drawback of ntHash is that the efficient SIMD table lookup only works because it
uses an alphabet of size 4. This means it does not work for general ASCII input. We introduce an
alternative that we call mulHash, which replaces the table lookup of ntHash by f(x) = C ⋅ x, where
C is a fixed random constant and the multiplication is wrapping over 32-bit integers. Although
slightly slower, this can be easily computed for any input value x.

S imdMin imize r s
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Figure 11.2 An example showing how sliding-window minima can be computed for windows of size
w = 4. The input k-mer hashes are split into blocks of size w, and for each block, prefix and suffix minima
are computed. Then, each window that overlaps two blocks can be split into a suffix and prefix, and the
two corresponding minima (highlighted, 5 and 1) can be looked up. The minimum of these two is the
minimum of the window. Windows that coincide with a block (as shown on the right) simply use the entire
block itself as both prefix and suffix. In practice, we track the position of each minimum alongside its value.

11.3.3 Sliding Window Minimum
The second step of our algorithm computes the position of the minimum k-mer hash in each sliding
window of w hashes. A number of different approaches can be used for this, and pseudocode for
each of the methods discussed can be found in Algorithm 5.

Naive. The simplest approach is to simply loop over the w values in each window independently.
This takes O(wn) time, but can still be quite efficient when w is small by using vectorized
instructions.

Monotone queue. An approach with better complexity is to use a monotone queue, which stores
a non-decreasing subsequence of the w hashes, alongside their positions. Every time the window
slides one to the right and we are about to push a new k-mer hash onto the right of the queue,
we first remove any values larger than it, as they are “shadowed” by the new hash and can never
be minimal anymore. The minimum of the window is then always the leftmost queue element.
This data structure guarantees an amortized constant time update, but has many unpredictable
branches due to removing between 0 and w values, which makes it costly in practice.

Rescan. Another approach used in bioinformatics is to only keep track of the minimum value and
rescan the entire window of w values when the current minimum goes out of scope [Li18, Liu23].
While this algorithm does not guarantee a worst-case constant time update, it only branches when
the minimum goes out of scope and hence is more predictable. This makes it more efficient in
practice, especially since minimizers typically have a density of O(1/w) so that the O(w) rescan
step takes amortized constant time per element.

To the best of our knowledge, most existing methods in bioinformatics use either a monotone
queue or a rescan approach [HM20, Li18, Liu23].

Two-stacks. Since our goal here is to compute L minima at the same time using vectorized
instructions, we want to avoid any kind of data-dependent branches to ensure that the code path
is the same for each chunk. A method for online sliding minima where elements may be added
and removed at varying rates is the two-stacks method [HST17, TKPP18], that is well-known in
the competitive programming community1. Here, we only discuss a version where the number of

1 https://codeforces.com/blog/entry/71687

https://codeforces.com/blog/entry/71687
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Algorithm 5 Scalar implementations of the naive, queue and rescan sliding minimum methods, that
return the position of the leftmost minimum value in each window of size w.

1: function Naive(w, vals)
2: for i in {0, . . . , ∣vals∣ −w} do
3: yield arg min{vals[i], . . . , vals[i +w − 1]}

4: function Queue(w, vals)
5: queue← empty DoubleEndedQueue
6: for i in {0, . . . , ∣vals∣ − 1} do
7: if queue.front().pos +w ≤ i then
8: queue.pop_front()
9: while queue.back.val > vals[i] do

10: queue.pop_back()
11: queue.push_back(val← vals[i], pos← i)
12: if i ≥ w − 1 then
13: yield queue.front().pos

14: function Rescan(w, vals)
15: min_val← +∞
16: min_pos← 0
17: for i in {0, . . . , ∣vals∣ − 1} do
18: if vals[i] < min_val then
19: min_val← vals[i]
20: min_pos← i

21: if min_pos +w ≤ i then
22: min_pos← arg min{vals[i −w + 1], . . . , vals[i]}
23: min_val← vals[min_pos]
24: if i ≥ w − 1 then
25: yield min_pos

elements remains constant at w.
Conceptually, we first split the sequence of input k-mer hashes into blocks of size w, as shown

in Figure 11.2. Then, we can compute both prefix minima and suffix minima of each block in O(w)
per block, or O(1) amortized per input hash. Now, any window of size w can be split into a suffix
of the previous block and a prefix of the current block (as highlighted in Figure 11.2), and we can
return the minimum of the two corresponding suffix/prefix minima. When the window exactly
coincides with a block (as shown on the right), the suffix and prefix minimum are equal.

In the implementation, Algorithm 6, the prefix minima are simply computed incrementally,
while the suffix-minima are computed in batches after every block of w hashes has been filled. This
way, only a single buffer of size w is needed, and the two cases above are unified.

The only branch in the algorithm triggers exactly every w iterations, and is thus completely
data-independent. Thus, branches are both highly predictable, and the same across all L lanes.

16-bit hashes. To easily return the leftmost position of the minimum, instead of the minimum
itself, we only use the upper 16 bits of each hash value, and store the position in the lower 16 bits.
After taking the minimum, we mask out the high bits to obtain its position. Strings longer than 216

characters can be processed in chunks of 216. We note here that while using a 16-bit hash is usually
not sufficient for k-mer indexing purposes, this is sufficiently good for selecting the minimum of
a window when w ≪ 216, which is indeed the case in bioinformatics applications, where usually

S imdMin imize r s
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Algorithm 6 Sliding minimum computation using a method based on the two-stacks algorithm. The
input is an iterator over 32-bit hash values of the k-mers in each of the chunks as returned by ntHash
(Algorithm 4), and the output is an iterator over the position of the leftmost minimum hash in each
window of w hashes. Each operation can be vectorized to work on L lanes in parallel, each identified by a
LANE_IDX ∈ [0, L − 1].

1: function SlidingMin(w, hash_it) ▷ hash_it iterates over 32-bit hashes of each k-mer.
2: val_mask← 0xffff0000 ▷ Use high 16 bits of each value.
3: pos_mask← 0x0000ffff ▷ Low 16 bits store positions.
4: prefix_min← 0xffffffff ▷ Rolling prefix min.
5: suffix_min← Buffer of size w filled with 0xffffffff
6: n← ∣hash_it∣ −w − 1 ▷ The first w − 1 hashes do not complete a window.
7: i← LANE_IDX × n ▷ Current position of the lane.
8: j ← 0 ▷ j ∶= (i − LANE_IDX × n) mod w, index in buffer.
9: for h in hash_it do

10: val← (h & val_mask) | i
11: prefix_min←min(prefix_min, val)
12: suffix_min[j] ← val ▷ Write the current value into the buffer.
13: j ← j + 1
14: if j = w then ▷ When the buffer is full, recompute suffix minima.
15: j ← 0
16: prefix_min← 0xffffffff ▷ Reset prefix min.
17: for k in {w − 2, w − 3, . . . , 0} do
18: suffix_min[k] ←min(suffix_min[k], suffix_min[k + 1])
19: if i ≥ LANE_IDX × n +w − 1 then ▷ Skip the first w − 1 incomplete windows.
20: yield min(prefix_min, suffix_min[j]) & pos_mask ▷ Position of the min.
21: i← i + 1

w ≤ 100. Our library intentionally does not expose this hash to the user. Instead, a second, larger,
hash can be computed afterwards for indexing purposes if needed.

11.3.4 Canonical Minimizers
One problem that arises when using minimizers in practice is that the DNA strand is often unknown.
Thus, we do not know whether we are reading the forward (sense) or reverse-complement (antisense)
strand, where the sequence is reversed and complementary bases A↔ T and C↔ G are used. When
given a sequence, we would like to select the same minimizers in a strand-agnostic manner.

Canonical strand. Following [PR24], we define the canonical strand for each window of length ℓ

as the strand where the count of GT bases (encoded values 3 and 2) is the highest, as shown in
Algorithm 7. (In fact, any pair of bases can be chosen, as long as they are not complementary.)
This count is in [0, ℓ] and when ℓ is odd there can be no tie between the two strands. In code, we
instead compute the more symmetric #GT −#AC = 2#GT − ℓ, which is in [−ℓ, ℓ], so that count
> 0 defines the canonical strand. Then, we select the leftmost forward minimizer when the input
window is canonical, and the rightmost reverse-complement minimizer when the input window is
not canonical.

The benefit of this method over, say, determining the strand via the middle character (assuming
again that ℓ is odd), is that the GT count is more stable across consecutive windows, since it varies
by ±1. This way, the strandedness and thus the chosen minimizer is less likely to flip between
adjacent windows.



11.4 A SIMD algorithm 147

Algorithm 7 Counting #GT −#AC. When ℓ is odd, this can never be 0, and a window is canonical
when the value is positive. The input is a stream over bases entering and leaving each window, where one is
delayed by ℓ − 1 = w + k − 2 steps. Each operation can be vectorized to work on L lanes in parallel.

1: function canonical(k, w, in_out) ▷ in_out iterates pairs (last bp, first bp) of each window.
2: ℓ← k −w + 1 ▷ Window length, it must be odd to guarantee canonicity.
3: c← −ℓ ▷ Count #GT −#AC, starting at −ℓ and adding/subtracting 2 for each G or T.
4: for (in_bp, _) in in_out[0 ∶ ℓ − 1] do ▷ The first ℓ − 1 iterations, there is no out_bp.
5: c← c + (in_bp & 2)
6: for (in_bp, out_bp) in in_out[ℓ − 1 ∶] do ▷ 2-bit bp coming in and out of each window.
7: c← c + (in_bp & 2)
8: yield c > 0 ▷ A window is canonical if #GT >#AC.
9: c← c − (out_bp & 2)

Canonical ntHash. NtHash can be easily modified to compute both the forward and reverse-
complement hash of each k-mer at the same time. Then, we can duplicate the sliding minimum
algorithm to find the minimum of (hfwd(kmer[i]), i) and the maximum of (−hrc(kmer[i]), i) over
each window. This way, ties in the forward direction are broken towards small i and ties in the
reverse-complement direction are broken towards large i. To avoid selecting a new minimizer
whenever the strand changes, we use a strand-independent canonical version of ntHash for both
strands, defined as hc = hfwd + hrc [KWN+22], and we do not distinguish which strand a minimizer
k-mer was chosen from.

While this process does not assume k to be odd, this may be a useful additional assumption
for further processing of the minimizers, so that the canonical representation of each k-mer itself
can be indexed. Alternatively, k-mers could all be processed in the direction of the strand of the
window they minimize, but this requires additional bookkeeping to store this direction, and would
require duplicating k-mers when they minimize both forward and reverse-complement strands.

Canonical minimizers are not forward. One small drawback of this scheme is that it is not forward.
Suppose a long window has many occurrences of the smallest minimizer, and that shifting the
window one position changes its canonical strand. Then, the position of the sampled minimizer
could jump backwards: from sampling the rightmost minimizer to sampling the leftmost minimizer.
In practice, this does not seem to be a major limitation, both because it is rare and because
downstream methods usually work fine on non-forward schemes anyway.

11.4 A SIMD algorithm
SIMD. So far, our algorithms for iterating the input bases (Algorithm 3), hashing k-mers (Al-
gorithm 4), and computing sliding window minima (Algorithm 6) are completely scalar. Now,
we would like to use SIMD instructions to speed them up. With 256-bit AVX2 instructions, for
example, we can process L = 8 lanes of 32-bit values at a time. A first approach could be to use
this to compute the hash of L consecutive minimizer values at the same time, and then to compute
the minimizer of the L new windows all at once. Unfortunately, this is tricky due to the sequential
nature of rolling hashing and sliding window minima.

Chunks. Instead of processing consecutive k-mers in parallel, we choose to split the input sequence
into L equally long chunks that we process in parallel. This way, we compute one hash of each
chunk in parallel, and then compute one minimizer position of a window of each chunk in parallel
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Figure 11.3 High-level view of the vectorized computation of minimizers using the building blocks
presented in Section 11.3. The sequence is first split into L chunks (in this example L = 4) that are processed
in parallel. As described in Section 11.4.1, we load 128 bases at a time for each chunk, from which we
extract 16 bases Si,j which are gathered in a SIMD register (one lane for each chunk, 32 bits per lane).
This SIMD register is used to iterate over each lane by shifting and masking 2 bits at a time, and is passed
as input to a vectorized rolling hash function that computes a hash hi,j for the k-mers in each lane. The
absolute position pi,j of the minimum is then computed over a sliding window of w vectors of hashes for
each lane. The positions are finally reordered to match the order of the original sequence and deduplicated
to keep a unique occurrence of each position. At every step of the computation, the lane corresponding to
the first chunk is highlighted in yellow. A bold outline indicates the bases in the first k-mer and the hashes
corresponding to the first window.

as well. This works, because the computations on the chunks are completely independent of each
other. We let adjacent chunks overlap by ℓ − 1 characters, so that each window is fully contained in
exactly one chunk. The total number of windows may not be divisible by L. In that case, we round
up the chunk length and return the number of elements that was added as padding, so that these
can be removed later. For simplicity, we omit that case from the code snippets.

11.4.1 Gathering the input

The parts that need special attention for SIMD instructions are the parallel reading of the input
sequence, and the parallel deduplicating of the output minimizer positions (Section 11.4.2).

The first step is to read the actual bases. Since memory access instructions are relatively slow2

compared to the SIMD operations we do on them, we cannot afford to read from each chunk one
base or one byte at a time. We could read 32 bits at a time from each chunk using SIMD gather
instructions, but these are relatively slow. Instead3, we read a full SIMD register of 256 bits worth

2 https://uops.info/html-instr/VPGATHERDD_YMM_VSIB_YMM_YMM.html
3 As suggested by one of the anonymous reviewers, for which we thank them.

https://uops.info/html-instr/VPGATHERDD_YMM_VSIB_YMM_YMM.html
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Figure 11.4 The SIMD version of the sliding window minimum algorithm produces minimizer positions
for L chunks at a time. For example, the top row on the left indicates a SIMD vector containing the
minimizer position of a window in each of the L = 4 chunks. In the end, we want to return a single “flat”
vector. Thus, we have to “deinterleave” the L lanes. First, we collect L minimizer positions of every
chunk (the matrix on the left). Then, we transpose this matrix, so that the resulting SIMD vectors each
correspond to a single chunk, with values corresponding to the first chunk highlighted. These are then
compared with their preceding element (including the previous minimizer position, as shown in grey), and
distinct elements are shuffled to the front. These positions are accumulated in a separate buffer for each
chunk, and these buffers are finally concatenated into a single flat vector.

Algorithm 8 Pseudocode for splitting the input sequence into L chunks and iterating each chunk in
parallel. The input sequence is assumed to be bitpacked, and indexed by bytes. Yields an iterator over L

lanes of u32 values.

1: function gather(k, seq) ▷ Chunks overlap by k − 1 bases.
2: n = ∣seq∣ − (k − 1) ▷ Number of k-mers. The sequence length is in bases.
3: b = ⌈n/(4L)⌉ ▷ Byte offset between chunks.
4: B = ⌈(4b + (k − 1))/16⌉ ▷ Number of u32 covering each chunk.
5: M ← [] ▷ L ×L matrix of u32, represented as L u32xL registers.
6: for i in {0, . . . , B − 1} do
7: if (i mod L) = 0 then
8: for j in {0, . . . , L − 1} do ▷ Read a full SIMD-vector of data from each chunk.
9: M[j] ← seq[jb + 4i ∶ jb + 4i + 4L] ▷ seq is indexed by bytes.

10: M ← transpose(M) ▷ Transpose the L ×L matrix.
11: yield M[i mod L] ▷ Yield one u32 per lane.

of data at a time from each chunk, as shown in Algorithm 8. Then, we transpose45 this matrix so
that we obtain L SIMD registers, where the first contains the upcoming u32 for each chunk, the
second contains the next u32 for each lane, and so on. Then, we use this transposed matrix as a
buffer, and use it for the next 128 bases. After each 16 bases, we shift to the next u32x8 from it.

11.4.2 Collecting and Deduplicating Positions
Transpose. The last step of the minimizer algorithm is to deduplicate the results, since adjacent
windows often share the same minimizer position. In practice, deduplicating works best when the
data to be duplicated is linear in memory. But the output of the vectorized sliding-window-minimum
gives a u32x8 containing the position of one minimizer of each chunk. Thus, every L iterations we
reuse the matrix transpose to obtain a u32x8 for each chunk, containing L consecutive minimizer

4 https://stackoverflow.com/questions/25622745/transpose-an-8x8-float-using-avx-avx2
5 https://github.com/rust-seq/simd-minimizers/blob/master/simd-minimizers/src/intrinsics/

transpose.rs

S imdMin imize r s

https://stackoverflow.com/questions/25622745/transpose-an-8x8-float-using-avx-avx2
https://github.com/rust-seq/simd-minimizers/blob/master/simd-minimizers/src/intrinsics/transpose.rs
https://github.com/rust-seq/simd-minimizers/blob/master/simd-minimizers/src/intrinsics/transpose.rs
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Table 11.1 Total time per base taken
when incrementally including more steps
of the implementation, for (w, k) =
(11, 21).

Part ns/bp

Iterate the bases 0.15
+ collect to vector 0.30
+ iterate the delayed bases 0.30
+ ntHash 0.32
+ sliding window min 0.90

+ collect 1.48
+ dedup 1.61

+ canonical nthash 1.04
+ canonical strand 1.53

+ collect 2.03
+ dedup 2.20

Table 11.2 Comparison of our simd-minimizers implemen-
tation against minimizer-iter [Mar] and a rescan implemen-
tation based on [Liu23]. Times in ns/bp are shown for both
forward and canonical minimizers (where supported), and for
various (w, k) tuples. For our library, we test both ntHash and
mulHash with multiple encodings of the input DNA: 1) 2-bit
packed, 2) ASCII-ACGT that is packed on-the-fly, and 3) plain
ASCII (for mulHash only).

(w, k): (5, 31) (11, 21) (19, 19)
Method fwd. cano. fwd. cano. fwd. cano.

minimizer-iter 25.30 32.84 26.96 33.93 26.81 34.04
Rescan ntHash 11.65 - 7.41 - 5.61 -
simd-minimizers ntHash
- packed input 1.69 2.28 1.61 2.20 1.64 2.16
- on-the-fly packing 1.92 2.50 1.84 2.42 1.91 2.42

Rescan mulHash 11.37 - 6.79 - 5.76 -
simd-minimizers mulHash
- packed input 1.85 2.49 1.74 2.40 1.78 2.42
- on-the-fly packing 2.12 2.70 2.05 2.62 2.05 2.65
- ASCII input 2.11 2.71 2.06 2.63 2.01 2.66

positions6.

Dedup. We deduplicate each lane using the technique of [Lem17]. This compares each element
to the previous one, and compares the first element to the last minimizer of the window before.
The distinct elements are then shuffled to the front of the SIMD vector using a lookup table and
appended to a buffer for each lane (Figure 11.4). We end by concatenating all the per-lane buffers
into a single vector of minimizer positions, and make sure to avoid duplicates between the end and
start of adjacent lanes.

Super-k-mers. The deduplication can be amended to also find super-k-mers, which are sequences
of consecutive windows sharing the same minimizer position. After comparing adjacent minimizer
positions, we obtain a mask that determines the shuffle instruction to apply. Normally we shuffle
the 32-bit minimizer positions directly. Instead, we can mask out the upper 16 bits and store there
the index of its window. If we then shuffle those values, we obtain for each minimizer its position
in the input text, and the position of the first window where this k-mer became a minimizer. This
information is sufficient to recover all super-k-mers, and sequences longer than 216 bp can be either
split-up, or else it is easy to detect manually when the values wrapped.

11.5 Experimental Evaluation

Our code is available in the simd-minimizers crate that can be found at https://github.com/
rust-seq/simd-minimizers. Part of the code was extracted into a separate library, packed-seq,
for easy reuse in other projects, which is available at https://github.com/rust-seq/packed-seq.

6 https://github.com/rust-seq/simd-minimizers/blob/master/simd-minimizers/src/collect.rs

https://github.com/rust-seq/simd-minimizers
https://github.com/rust-seq/simd-minimizers
https://github.com/rust-seq/packed-seq
https://github.com/rust-seq/simd-minimizers/blob/master/simd-minimizers/src/collect.rs


11.5 Experimental Evaluation 151

Both libraries support both AVX2 and NEON instruction sets, and we will now look at their
performance. The code to reproduce the experiments is available in the simd-minimizers-bench
subdirectory.

The experiments were run on an Intel Core i7-10750H with 6 cores with AVX2 running at a
fixed frequency of 2.6GHz with hyperthreading disabled and cache sizes of 32 KiB (L1), 256 KiB
(L2), and 12 MiB shared L3. Code is compiled with rustc 1.88.0-nightly7. As input, we use a
fixed random string of 108 bases, depending on the method encoded either as ASCII or as packed
representation. Reported timings are the median of five runs and shown in nanoseconds per base.

In our experiments, we use parameter values for w and k as used by Kraken2 [WLL19] (5, 31),
SSHash [Pib22] (11, 21), and Minimap2 [Li18] (19, 19).

Tables 11.3 and 11.4 in Section 11.A show equivalent results for the NEON architecture.

Incremental time usage. Table 11.1 shows the time usage for various incremental subsets of our
method. To start, iterating the 8 chunks of the input and summing all bases takes 0.15 ns/bp.
Appending all u32x8 SIMD vectors containing the bases to a vector takes 0.30 ns/bp, indicating
that writing to memory induces some overhead. Collecting the second k − 1-delayed stream of
characters that leave the k-mer (by adding them to the non-delayed stream) has no additional
overhead. Computing ntHash only takes 0.02ns/bp extra. The sliding window computation nearly
triples the total time. Collecting the minimizer positions to a linear vector (i.e., transposing matrices
and writing output for each of the 8 chunks) again incurs 50% overhead, ad deduplicating them
actually again adds some time.

Going back a step, using canonical ntHash instead of forward ntHash takes 0.14 ns/bp extra,
and determining the canonical strand (via a third ℓ-delayed stream and counting GT bases) takes
another 0.49 ns/bp. As before, collecting and deduplicating are slow and add around 0.70ns/bp.

In conclusion, we see that iterating the chunks of the input and determining minimizers is quite
fast, but that a lot of time must then be spent to “deinterleave” the output into a linear stream.
As can be expected, canonical minimizers are slower to compute than forward minimizers, but
the overhead is less than 50%, which seems quite low given that the ntHash and sliding window
minimum computation are duplicated and a canonical-strand computation is added.

Full comparison. We compare against the minimizer-iter crate (v1.2.1) [Mar], which implements
a queue-based sliding window minimum using wyhash [YBR] and also supports canonical minimizers.
For an additional comparison, we optimized an implementation of the remap method with ntHash
based on a code snippet by Daniel Liu [Liu23].

Results are in Table 12.2 and Figure 11.5. minimizer-iter takes around 26ns/bp for forward
and 33ns/bp for canonical minimizers, and its runtime does not depend much on w and k, because
the popping from the queue is unpredictable regardless of w. Rescan starts out at 11.7 ns/bp
for w = 5 and gets significantly faster as w increases, converging to around 5 ns/bp for w ≫ 100.
This is explained by the fact that rescan has a branch miss every time the current minimizer falls
out of the window, which happens for roughly half the minimizers at a rate of 1/(w + 1). Thus,
as w increases, the method becomes more predictable and branch misses go down. Our method,
simd-minimizers, runs around 1.61 ns/bp for forward and 2.20 ns/bp for canonical minimizers
when given packed input, and therefore is 3.4× to 6.8× faster than the rescan method.

7 We have made sure that all layers of iterators are inlined into single function. This is usually needed for optimal
performance. Even then, small changes to the generated code (by changing the source, or compiler version) can
impact performance by as much as 20%.
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Figure 11.5 Running time (logarithmic) of minimizer-iter, rescan, and simd-minimizers for different
values of w and k. For minimizer-iter and simd-minimizers, runtime is nearly independent of k, while
both are slower when computing canonical minimizers (indicated with crosses).

In Figure 11.5, we see that simd-minimizers’ performance is mostly independent of k and w

since it is mostly data-independent. Only for small w ≤ 5 it is slightly slower due to the larger
number of minimizers and hence larger size of the output.

As we use SIMD with 8 lanes, we could in theory expect up to 8× speedup. In practice this is
hard to reach because of constant overhead and because the overhead to work well with SIMD in
the first place. In particular for large w, rescan benefits from very predictable and simple code and
only outputs unique minimizer positions, making it very efficient. In SIMD, on the other hand,
we use a data-independent algorithm, and output the minimizer position for every single window,
which then has to be deduplicated. Thus, it is nice to see that even for large w, our method is over
3× faster, despite this overhead.

ASCII input and mulHash. Apart from taking bit-packed input, simd-minimizers also works on
ASCII-encoded DNA sequences of ACTG characters directly, which are then packed into values
{0, 1, 2, 3} for ntHash (in that order) during iteration. This is around 0.25ns/bp slower, mostly
because of the larger size of the unpacked input.

The mulHash variant is around 0.20ns/bp slower again, but works for any ASCII input. Per-
formance on 100 MB of the Pizza&Chili corpus [FN07] English8 and Sources9 datasets is nearly
identical to performance on the random DNA shown in Table 12.2.

Human genome. We also run simd-minimizers on the chromosomes of a human genome (T2T-
CHM13v2.010 [NKR+22]), of total size 3.2 Gbp. Here, computing forward minimizers takes 5.19
seconds, and canonical minimizers takes 6.71 seconds for (w, k) = (11, 21), which corresponds 1.67
and 2.15 ns/bp, which is within a few percent of Table 12.2.

8 https://pizzachili.dcc.uchile.cl/texts/nlang/
9 https://pizzachili.dcc.uchile.cl/texts/code/
10 Available at https://github.com/marbl/CHM13

https://pizzachili.dcc.uchile.cl/texts/nlang/
https://pizzachili.dcc.uchile.cl/texts/code/
https://github.com/marbl/CHM13
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Density. For (w, k) = (11, 21), we get a density of 0.173 for forward minimizers, and 0.167 for
canonical minimizers, which are both close to the expected density of 2/(w + 1) = 1/6 ≈ 0.167.
Changing to (w, k) = (19, 19), we get density 0.098 for forward minimizers and 0.100 for canonical
minimizers, both close to the expected density of 2/(19 + 1) = 1/10 = 0.1. Thus, we see that in
practice, ntHash is a sufficiently random hash function to approach the expected density of random
minimizers with a perfectly uniform random hash function.

Multithreading. We test throughput in a multithreaded setting, by using 6 threads to process
the 25 chromosomes (22, X, Y, and mitochondrion) in parallel. This way, processing takes 0.97
s (forward) and 1.27 s (canonical) when the input data is already loaded into memory, showing
slightly above 5× speedup. This is just below 6× speedup as the chromosomes don’t perfectly
partition the data into 6 equal parts, so that some threads finish before others.

For applications, we recommend to simply call our library in parallel from multiple threads as
needed.

11.6 Conclusions and Future Work

Our library simd-minimizers computes minimizer positions 3.4× to 6.8× faster than other methods.
Using the library, only a single function call is needed to obtain the list of (canonical) minimizer
positions, taking as input the (packed) DNA sequence and the parameters k and w. General ASCII
input are also supported, allowing use cases such as sketching protein sequences. We hope that the
community will adopt simd-minimizers as the standard library to compute random minimizers.

Future work. We chose to use the data-independent two-stacks method as the core of our algorithm,
that returns the minimizer position of every window and then requires deduplication. Given the
promising performance of rescan for large w in Table 12.2, an interesting alternative could be to
go the opposite way and speed up the rescan step. This is particularly relevant when minimizers
are sparse, as the number of branches may be small enough for linear scans to benefit from SIMD.
Accelerating linear scans could also be useful for smaller inputs such as short reads, where splitting
into 8 chunks may not be very efficient.

Another approach would be to use 512-bit AVX512 instructions and process 16 lanes in parallel.
In theory that could be another 2× faster, but in practice the collecting and deduplicating of
values may become an even larger bottleneck. In simple experiments, without further profiling and
optimizing the code, it is in fact 20% slower.

Additionally, implementing low-density schemes like the open-closed mod-minimizer [GKLP25,
GKP24] would be a valuable extension.
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11.A Results for NEON Architecture

The NEON experiments are run on a performance core on an Apple M1 chip with 4 efficiency and
4 performance cores. The performance core runs at 3.2GHz and has 128KiB of L1 cache, 12MiB of
shared L2 cache (for the performance cores) and 8MiB of shared L3 cache (for the whole system).

Table 11.3 Time per base taken when
adding steps of the implementation, for
(w, k) = (11, 21) on NEON architecture.

Part ns/bp

Gather and sum all bases 0.10
+ collect to vector 0.18
+ collect the delayed bases 0.19
+ ntHash 0.33
+ sliding window min 0.82

+ collect 0.95
+ dedup 1.38

+ canonical nthash 0.85
+ canonical strand 1.16

+ collect 1.37
+ dedup 1.82

Table 11.4 Comparison of our simd-minimizers implemen-
tation against minimizer-iter [Mar] and a rescan implemen-
tation based on [Liu23]. Times in ns/bp are shown for both
forward and canonical minimizers (where supported), and for
various (w, k) tuples, on NEON architecture.

(w, k): (5, 31) (11, 21) (19, 19)
Method fwd. cano. fwd. cano. fwd. cano.

minimizer-iter 12.89 16.60 14.26 18.08 14.20 18.04
Rescan ntHash 5.95 - 3.92 - 2.82 -
simd-minimizers ntHash
- packed input 1.42 1.85 1.38 1.82 1.38 1.83
- on-the-fly packing 1.66 2.07 1.58 1.99 1.59 2.02

Rescan mulHash 6.94 - 3.93 - 3.42 -
simd-minimizers mulHash
- packed input 1.97 4.34 1.91 4.27 1.93 4.26
- on-the-fly packing 2.11 4.37 2.04 4.41 2.03 4.30
- ASCII input 2.12 4.39 2.06 4.44 2.04 4.29

Figure 11.6 Running time of minimizer-iter, rescan and simd-minimizers on NEON architecture for
different values of w and k.
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12 PtrHash: Minimal Perfect Hashing
at RAM Throughput

Summary
Given a set K of n keys, a minimal perfect hash function (MPHF) is a collision-free bijective map Hmphf

from K to {0, . . . , n − 1}. These functions have uses in databases, search engines, and are used in multiple
bioinformatics indexing tools. For example, the PTHash MPHF is used in SSHash, a data structure on
k-mers that supports membership queries. In this case, PTHash only takes around 5% of the total space of
SSHash, and thus, trading slightly more space for faster queries is beneficial.

In this chapter, we take PTHash (and the more recent PHOBIC) as a starting point, and optimize them
for query throughput, at the cost of using slightly more space. At the core, we achieve this by simplifying
the data structure as much as possible to make queries as simple and fast as possible. Then, we apply
the batching and streaming techniques to achieve query throughput that is within 10% of the maximum
possible throughput of the CPU, at 8 ns/query.

Attribution
This chapter is based on “PtrHash: minimal perfect hashing at RAM throughput” [GK25]. Large parts of
this chapter are copied verbatim or with minor changes from that publication. Both PtrHash software and
paper are fully my own work.

12.1 Introduction

Given a set of n keys {k0, . . . , kn−1}, a hash function maps them to some co-domain [m] ∶=
{0, . . . , m − 1}. When m ≥ n and the hash is injective (collision-free), it is also called perfect. When
additionally m = n and it is surjective onto [n], it is minimal. Thus, a minimal perfect hash
function (MPHF) bijectively maps a set of n keys onto [n].

Metrics. Various aspects of MPHF data structures can be optimized. First, one could minimize
its space usage and try to approach the log2(e) = 1.4427 bits/key lower bound [Meh82]. Indeed,
there are many recent works in this direction, such as Bipartite ShockHash-RS, which uses under
1.5 bits/key [LSW24, LSW23a, Leh24], and Consensus-RecSplit [LSWZ25], which goes as low as
1.444 bits/key.

In this paper, we focus primarily on optimizing for query throughput and secondarily on
construction speed, while relaxing space usage up to 3 bits/key. This continues the line of work
of FCH [FCH92], PTHash [PT21, PT24], and PHOBIC [HLP+24a], that all provide relatively fast
queries.

PtrHash
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Problem statement. Construct a minimal perfect hash function data structure Hmphf that is fast
to query, ideally using one memory access per lookup, and fast to construct, while staying below 3
bits/key of space.

Motivation. Our main motivating application is to optimize the use of PTHash in SSHash [Pib22],
a data structure to index a set of k-mers (sequences of k DNA bases). There, the MPHF only takes
around 5% of the total space. Thus, a slightly increased space usage of the MPHF has little effect
on the total space, while faster lookups could significantly improve the overall query speed. In this
application, k-mers are typically encoded as 64-bit integers, and thus we will focus our attention on
integer keys.

Further applications can be found in domains such as networking [LPB06], databases [Cha05],
and full-text indexing [BN14], where one could imagine hashing IP addresses, URLs, or (compact)
suffix-trie edge labels.

Contributions. We introduce PtrHash, a minimal perfect hash function that is primarily optimized
for query throughput and construction speed, at the cost of slightly more memory usage. It builds
on the same principles als PTHash(-HEM) and Phobic: first, keys are partitioned into parts. Then,
the keys in each part are further split into buckets, and each bucket is assigned a pilot that controls
the values (slots) that the keys in the bucket hash to.

Compared to PTHash and PHOBIC, the main novelties of PtrHash are:
1. a fixed number of buckets and slots per part, removing the need for a part-offset lookup;
2. the use of fixed-width 8-bit pilots, so that no compact encoding is needed;
3. a pilot search based on Cuckoo hashing;
4. remapping using a single remap table, again simplifying lookups;
5. a remap table based on a per-cacheline Elias-Fano encoding [Eli74, Fan71], CacheLineEF;
6. the use of prefetching to stream multiple queries in parallel.

Results. When using 300 million string keys, PtrHash with default parameters takes 2.4 bits/key
and is nearly as fast to construct as the fastest other methods, while being much faster to query.
Compared to the next-fastest method to query, PtrHash provides 2.1× faster queries when looping
naively, or 3.3× faster when streaming.

When using 109 integer keys instead, PtrHash can achieve an inverse throughput1 as low as
12 ns/key when looping over queries, or even 8 ns/key when streaming.

The hardware used for benchmarking has a maximum single-threaded memory bandwidth of
7.4 ns per cache line. Thus, under the assumption2 that almost every query requires reading at
least one new cache line from main memory, our method is close to the maximum possible query
throughput. Likewise, in a multi-threaded setting, PtrHash can fully saturate the DDR4 memory
bandwidth while answering around 1 query per fetched cache line.

1 For interpretability and consistency with latency numbers, we report the inverse throughput in nanoseconds
per key, rather than keys per second. We will still refer to this as throughput, rather than inverse throughput,
following the intel instruction manual.

2 This is a strong assumption, and indeed, PtrHash with the cubic bucket assignment function already slightly
breaks this assumed lower bound.

https://www.intel.com/content/www/us/en/docs/intrinsics-guide/index.html
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12.2 Related work

There is a vast amount of literature on (minimal) perfect hashing, going back to e.g. [Maj96]. Here
we only give a highlight of recent approaches. We refer the reader to Section 2 of [PT24] and
Sections 4 and 8 of the thesis of Hans-Peter Lehmann [Leh24], which contains a nice overview of
different approches taken by various tools.

Space lower bound. There is a lower bound of n log2(e) bits to store a minimal perfect hash
function on n random keys [Meh82]. To get some feeling for this bound, consider any hash function.
Intuitively the probability that this is an MPHF is n!/nn. From this, it follows that at most, around
log2(nn/n!) ≈ n log2(e) bits of information are needed to “steer” the hash function in the right
direction. Now, a naive approach is to use a seeded hash function, and try O(en) seeds until a
perfect hash function is found. However, that is not feasible in practice. The method that currently
gets closest to the lower bound is Consensus-RecSplit [LSWZ25], which goes as low as 1.444
bits/key.

Bucket placement. PtrHash builds on methods that first group the keys into buckets of a few
keys. Then, keys in the buckets are assigned their hash value one bucket at a time, such that newly
assigned values do not collide with previously taken values. All methods iterate different possible
key assignments for each bucket until a collision-free one is found, but differ in the way hash values
are determined. To speed up this search, large buckets are assigned a hash before small buckets,
since smaller buckets are easier to place when many slots are already taken.

FCH [FCH92] uses a fixed number of bits to encode the seed for each bucket and uses a skew
distribution of bucket sizes. The seed stored in each bucket determines how far the keys are displaced
(rotated) to the right from their initially hashed positions. A fallback hash can be used if needed, and
construction can fail if that also does not work. CHD [BBD09] uses uniform bucket sizes, but uses
a variable-width encoding for the seeds. PTHash [PT21] combines these two ideas and introduces
a number of compression schemes for the seed values, that are called pilots. Instead of directly
generating an MPHF, it first generates a PHF to [n′] for n′ = n/α ≈ n/0.99, and values mapping
to positions ≥ n are remapped to the skipped values in [n]. PTHash-HEM [PT24] first partitions
the keys, and uses this to build multiple parts in parallel. This also enables external-memory
construction. Lastly, PHOBIC [HLP+24a] improves from the simple skew distribution of FCH to
an optimal bucket assignment function, which speeds up construction and enables smaller space
usage. Secondly, it partitions the input into parts of expected size 2500 and uses the same number
of buckets for each part. Then, it uses that the pilot values of the i’th bucket of each part follow
the same distribution, and encodes them together. Together, this saves 0.17 bits/key over PTHash.
Lastly, some of the ideas in PtrHash (fixed 8-bit pilots and cuckoo hashing) have been independently
proposed in [Her23].

PtrHash



158 12. PtrHash: Minimal Perfect Hashing at RAM Throughput

171 5 1513 2017

n=23 keys, with hashes < H

Sorted hashes, split into

Minimal perfect hash

P=2 parts, B=5 buckets per part

slots per part

P×B 8-bit pilots, main datastructure

Remap slots ≥n to <n, in order

6

106



10

Figure 12.1 Overview of PtrHash on n = 23 keys. The keys are hashed into [H] = [264] and this range
is split into P = 2 parts and B = 5 buckets per part. The key highlighted in yellow has a the 9’th smallest
hash, and ends up in bucket 4 (starting at index 0). The corresponding pilot p4 hashes the key to slot 6.
The array of pilots (grey background) is the main component of the PtrHash data structure, and ensures
that all keys hash to different slots. The blue key has a hash in the second part (upper half) of hashes, in
bucket 6. It gets hashed to slot 25, which is larger than the number of keys n = 23. Thus, it is remapped
(along with the other red cells) into an empty slot < n via a (compressed) list of free slots, which is the
second main component of the data structure.

12.3 PtrHash

The core design goal of PtrHash3 is to simplify PTHash to speed up both query speed and
construction time, at the cost of possibly using slightly more memory.

12.3.1 Overview

Before going into details, we first briefly explain the fully constructed PtrHash data structure and
how to query it, see Figure 12.1. We also highlight differences to PTHash [PT21] and PHOBIC
[HLP+24a].

Parts and buckets. The input is a set of n keys {k0, . . . , kn−1} that we want to hash to n slots
[n] ∶= {0, . . . , n− 1}. We first hash the keys using a 64-bit hash function h into {h(k0), . . . , h(kn−1)}.
The total space of hashes [264] is equally partitioned into P parts, and the part of a key is easily
found as ⌊P ⋅ h(ki)/264⌋ = hi(P ⋅h(ki)) [Lem19], where hi(a ⋅b) returns the high 64 bits of the product
of two 64-bit integers, and likewise, lo(a ⋅ b) returns the low 64 bits. Then, the expected n/P keys
in each part are further split into exactly B non-uniform buckets: each key has a relative position x

inside the part, and this is passed through a bucket assignment function γ ∶ [0, 1) ↦ [0, 1) such as
γ(x) = x2 that controls the distribution of expected bucket sizes [HLP+24a], as explained in detail

3 The PT in PTHash stand for Pilot Table. The author of the present paper mistakenly understood it to stand
for Pibiri and Trani, the authors of the PTHash paper. Due to the current author’s unconventional last name,
and PTGK not sounding great, the first initial (R) was appended instead, doubling as a hint that PtrHash
is written in Rust. As things go, nothing is as permanent as a temporary name. Furthermore, we follow the
Google style guide and avoid a long run of uppercase letters, and write PtrHash instead of PTRHash.
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in Section 12.3.3. The result is then scaled to a bucket index in [B]:

part(ki) ∶= hi(P ⋅ h(ki)),
x ∶= lo(P ⋅ h(ki))/264,

bucket(ki) ∶= hi(B ⋅ (264 ⋅ γ(x))). (12.1)

Slots and pilots. Now, the goal and core of the data structure is to map the n/P expected keys
in each part to S ≈ (n/P )/α slots, where α ≈ 0.99 gives us ≈ 1% extra slots to play with. The pilot
for each bucket controls to which slots its keys map. PtrHash uses fixed-width 8-bit pilots [Her23]
{p0, . . . , pP ⋅B−1}, one for each bucket. Specifically, key ki in bucket bucket(ki) with pilot pbucket(ki)
maps to slot

slot(ki) ∶= part(ki) ⋅ S + reduce(h(ki) ⊕ hp(pbucket(ki)), S), (12.2)

where reduce(⋅, S) maps the random 64-bit integer into [S] as explained below, and ⊕ denotes xor.
Compared to PHOBIC and PTHash(-HEM) [PT24], there are two differences here. First, while

we still split the input into parts, we assign each part not only the same number of buckets, but
also the same number of slots, instead of scaling the number of slots with the actual size of each
part. This removes the need store a prefix sum of part sizes, and avoids one memory access at
query time to look up the offset of the key’s part. This idea was recently independently introduced
as ε-cost sharding [Vig25]. Second, previous methods search for arbitrary large pilot values that
require some form of compression to store efficiently. Our 8-bit pilots can simply be stored in an
array so that lookups are simple.

We now go over some specific details.

Hash functions. The 8-bit pilots pb are hashed into pseudo-random 64-bit integers by using
FxHash [Bre] for hp, which simply multiplies the pilot with a mixing constant C after xoring by a
global seed:

hp(p) ∶= C ⋅ (p⊕ seed). (12.3)

When the keys are 64-bit integers, we use this same FxHash algorithm to hash them (h(k) ∶= C⋅k),
since multiplication by an odd constant is invertible modulo 264 (since gcd(C, 264) = 1) and hence
collision-free. For other types of keys, the hash function depends on the number of elements. When
the number of elements is not too far above 109, the probability of hash collisions with a 64-bit
hash function is sufficiently small, and, following PHast [BS25], we use the 64-bit variant of GxHash
[Gin23], a hash function based on AES hardware instructions. When the number of keys goes
beyond 232 ≈ 4 ⋅ 109, the probability of 64-bit hash collisions increases. In this case, we use the
128-bit variant of GxHash. The high 64-bits determine the part and bucket in Equation (12.1), and
the low 64-bits are used in Equation (12.2) to determine the slot.

The reduce function. To obtain the slot inside the current part, we must reduce the hash based
on the key and its pilot to a number in {0, . . . , S − 1}. One way of doing this is to use “fast
mod” [LKK19], which uses two multiplications when the modulus (the number of slots per part S)
is less than 232.

When S is a power of two, we can instead use reduce(x, S) = hi(C ⋅ x)mod S, which only needs
a single multiplication and a bitmask. The multiplication by the mixing constant C ensures that
all bits of x are used. In practice, this is the method we use.

When the number of parts is small, a drawback of limiting S to powers of two is that this could
cause up to 50% empty slots. In this case, fast mod can be used for reliability. Then, that S must
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not a power of two, so that x mod S depends on all4 bits of x. Additionally, we can only use a
single part, simplifying queries.

Remapping. Since each part has slightly (≈ 1%) more slots than keys, some keys will map to
an index ≥ n, leading to a non-minimal perfect hash function. To fix this, those are remapped
back into the “gaps” left behind in slots < n using a (possibly compressed) lookup table. This is
explained in detail in Section 12.3.4.

Whereas PTHash-HEM uses a separate remap per part, PtrHash only has a single “global”
remap table.

Construction. The main difficulty of PtrHash is during construction (Section 12.3.2), where we
must find values of the pilots pj such that all keys indeed map to different slots. Like other methods,
PtrHash processes multiple parts in parallel. Within each part, it sorts the buckets from large to
small and “greedily” assigns them the smallest pilot value that maps the keys in the bucket to slots
that are still free. Unlike other methods though, PtrHash only allows pilots up to 255. When no
suitable pilot is found, we use a method similar to (blocked) Cuckoo hashing [PR01, FPSS04]: a
pilot with a minimal number of collisions is chosen, and the colliding buckets are “evicted” and will
have to search for a new pilot.

Parameter values. In practice, we usually use α = 0.99. Similar to PHOBIC, the number of
buckets per part is set to B = ⌈(α ⋅S)/λ⌉, where λ is the expected size of each bucket and is around
3 to 4. The number of parts is P = ⌈n/(αS)⌉. Smaller parts fit better in cache and hence are faster
to construct, while too small parts have too much variance in their size, causing some parts to
possibly have more than S keys in them. Thus, we would like to choose S as the smallest size for
which the probability that any part is over-subscribed is sufficiently small. Vigna [Vig25, eq. 3]
shows that in practice, the following formula works well:

P ≈ n/(αS) ≤ nε2/2
ln (nε2/2) ,

where we use ε = (1 − α)/2 to ensure that all parts have at last half of the average number of free
slots. For α = 0.99, this reduces to

αS ≥ 80 000 ⋅ ln(n/80 000), (12.4)

and so this is the number of key per part αS we choose, with a minimum of 80 000 for when
n ≤ 80 000.

Streaming queries. PtrHash supports streaming queries, where multiple queries are processed in
parallel. This allows prefetching pilots from memory, and thus increases throughput and better
uses the available memory bandwidth. This is explained and evaluated in Section 12.A.

Sharding. When the number of keys is so large that their hashes do not fit into memory, one of
three sharding strategies can be used: in-memory, on-disk, or hybrid. These are explained and
evaluated in Section 12.B.

4 Only depending on the lg2 S low bits is not good enough, since the part and bucket functions only depend on
the high lg2(P ⋅B) bits, leaving some bits in the middle usused.
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12.3.2 Construction
Both PTHash-HEM and PHOBIC first partition the keys into parts, and then build an MPHF
part-by-part, optionally in parallel on multiple threads. Within each part, the keys are randomly
split into buckets of average size λ (Figure 12.1). Since λ ≤ 4 in practice, the variance on bucket sizes
is quite large. Thus, the buckets are sorted from large to small, and one-by-one greedily assigned a
pilot, such that the keys in the bucket map to slots not yet covered by earlier buckets.

As more buckets are placed, there are fewer remaining empty slots, and searching for pilots
becomes harder. Hence, PTHash uses n/α > n slots to ensure there sufficiently many empty slots
for the last pilots. This speeds up the search and reduces the values of the pilots. PHOBIC, on
the other hand, uses relatively small parts of expected size 2500, so that the search for the last
empty slot usually should not take much more than 2500 attempts. Nevertheless, a drawback of the
greedy approach is that pilots values have an uneven distribution, making it somewhat harder to
compress them while still allowing fast access (e.g., requiring the interleaved coding of PHOBIC).

Hash-evict. In PtrHash, we instead use fixed width, single byte pilots. To achieve this, we use a
technique resembling Cuckoo hashing [PR01] that was also independently found in [Her23, Section
4.5]. As before, buckets are greedily inserted from large to small. For some buckets, there may be
no pilot in [28] such that all its keys map to empty slots. When this happens, a pilot is found with
the lowest weighted number of collisions. The weight of a collision with an element of a bucket of
size s is s2, to prevent evicting5 large buckets, as those are harder to place. The colliding buckets
are evicted by emptying the slots they map to and pushing them back onto the priority queue of
remaining buckets. Then, the new bucket is inserted, and the next largest remaining or evicted
bucket is processed.

In order to efficiently search for pilot vectors, we use a bitvector of taken slots. Additionally, we
avoid infinite loops of evicted buckets by storing the 16 most recently placed buckets, and never
displacing those.

12.3.3 Bucket Assignment Functions
During construction, slots fill up as more buckets are placed. Because of this, the first buckets are
much easier to place than the later ones, when only few empty slots are left. To compensate for
this, we can introduce an uneven distribution of bucket sizes, so that the first buckets are much
larger and the last buckets are smaller. FCH [FCH92] accomplishes this by a skew mapping that
assigns 60% of the elements to 30% of the buckets, so that those 30% are large buckets while the
remaining 70% is small (Figure 12.2). This is also the scheme used by PTHash.

The optimal bucket function. PHOBIC [HLP+24a] provides a more thorough analysis and uses
the optimal function γp(x) = x + (1 − x) ln(1 − x) when the target load factor is α = 1. A small
modification is optimal for α < 1 [HLP+24b, Appendix B], but for simplicity we only consider
the original γp. This function has derivative 0 at x = 0, so that many x values map close to 0.
In practice, this causes the largest buckets to have size much larger than

√
S. Such buckets are

hard to place, because by the birthday paradox they are likely to have multiple elements hashing
to the same slot. To fix this, PHOBIC ensures the slope of γ is at least ε = 1/(5

√
S) by using

5 We would have preferred to call this method hash-displace, as displace is the term used instead of evict in e.g. the
cuckoo filter [FAKM14]. Unfortunately, hash and displace is already taken by hash-and-displace [Pag99, BBD09].
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Figure 12.2 The left shows various bucket assignment functions γ, such as the piecewise linear function
(skewed) used by FCH and PTHash, and the optimal function introduced by PHOBIC. Flatter slopes at
x = 0 create larger buckets, while steeper slopes at x = 1 create more small buckets, as shown on the right,
as the distribution of expected bucket sizes given by (γ−1)′ when the expected bucket size is λ = 4.

γp,ε(x) = x + (1 − ε)(1 − x) ln(1 − x) instead. For simplicity in the implementation, we fix ε = 1/28,
which works well in practice.

Approximations. For PtrHash, we aim for high query throughput, and thus we would like to
only use simple computations and avoid additional lookups as much as possible. To this end, we
replace the ln(1 − x) by its first order Taylor approximation at x = 0, ln(1 − x) ≈ −x, giving the
quadratic γ2(x) ∶= x2. Using the second order approximation ln(1 − x) ≈ −x − x2/2 results in the
cubic γ(x) = (x2 + x3)/2. This version again suffers from too large buckets, so in practice we use
γ3(x) = 28−1

28 ⋅ (x2 + x3)/2 + 1
28 ⋅ x. We also test the trivial γ1(x) ∶= x.

These values can all be computed efficiently by using that the input and output of γ are 64-bit
unsigned integers representing a fraction of 264, so that e.g. x2 can simply be computed as hi(x ⋅ x).

12.3.4 Remapping using CacheLineEF
Like PTHash, PtrHash uses a parameter 0 < α ≤ 1 to use a total of n′ = n/α slots, introducing
n′ − n additional free slots. As a result of the additional slots, some, say R, of the keys will map to
positions n ≤ q0 < ⋅ ⋅ ⋅ < qR−1 < n′, causing the perfect hash function to not be minimal.

Remapping. Since there are a total of n keys, this means there are exactly R empty slots (“gaps”)
left behind in [n], say at positions L0 to LR−1. We remap the keys that map to positions ≥ n to
the empty slots at positions < n to obtain a minimal perfect hash function.

A simple way to store the remap is as a plain array F , such that F [qi−n] = Li. PTHash encodes
this array using Elias-Fano coding [Eli74, Fan71], after setting undefined positions of F equal to
their predecessor. The benefit of a plain F array is fast and cache-local lookups, whereas Elias-Fano
coding provides a more compact encoding that typically requires multiple lookups to memory.

CacheLineEF. We would like to answer each query by reading only a single cache line from
memory. To do this, we use a method based on interleaving data. First, the list of non-decreasing F

positions is split into chunks of C = 44 values {v0, . . . , v43}, with the last chunk possibly containing
fewer values. We assume that values are at most 40 bits, and that the average difference between
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44 bytes

Low 8 bits of each 40 bit value

4 byte

Offset

16 bytes = 128 bits

Relative high parts

64 byte CacheLineEF

Figure 12.3 Overview of the CacheLineEF data structure.

adjacent values in each chunk is not more than 500. Then, each chunk is encoded into 64 bytes
that can be stored as single cache line, as shown in Figure 12.3.

We first split all values into their 8 low bits (vi mod 28) and 32 high bits (⌊vi/28⌋). Further, the
high part is split into an offset (the high part of v0) and the relative high part:

vi = 28 ⋅ ⌊v0/28⌋
´¹¹¹¹¹¹¹¹¹¸¹¹¹¹¹¹¹¹¹¶

Offset

+28 ⋅ (⌊vi/28⌋ − ⌊v0/28⌋)
´¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¸¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¶

Relative high part

+(vi mod 28)
´¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¸¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¹¶

Low bits

. (12.5)

This is stored as follows.
First, the 32 bit offset ⌊v0/28⌋ is stored.
Then, the relative high parts are encoded into 128 bits. For each i ∈ [44], bit i+ ⌊vi/28⌋ − ⌊v0/28⌋
is set to 1. Since the vi are increasing, each i sets a distinct bit, for a total of 44 set bits.
Lastly, the low 8 bits of each vi are directly written to the 44 trailing bytes.

Lookup. The value at position i is found by summing the terms of Equation (12.5). The offset
and low bits can be read directly. This relative high part can be found as 28 ⋅ (select(i) − i), where
select(i) gives the position of the i’th 1 bit in the 128-bit-encode relative high parts. In practice,
this can be implemented efficiently using a popcount to go into the high or low half, followed by
the PDEP instruction6 provided by the BMI2 bit manipulation instruction set [PBJ17].

Limitations. CacheLineEF uses 64/44 ⋅ 8 = 11.6 bits per value, which is more than the usual
Elias-Fano, which for example takes 8 + 2 = 10 bits per value for data with an average stride (gap
between consecutive integers) of 28. Furthermore, values are limited to 40 bits, covering 1012 items.
The range could be increased to 48 bit numbers by storing 5 bytes of the offset, but this has not been
necessary so far. Lastly, each CacheLineEF can only span a range of around (128 − 44) ⋅ 28 = 21 504,
or an average stride of 500. This means that for PtrHash, we only use CacheLineEF when α ≤ 0.99,
so that the average distance between empty slots is 100 and the average stride of 500 is not exceeded
in practice. When α > 0.99, a simple plain array can be used without much overhead.

12.4 Results

We now evaluate PtrHash construction and query throughput for different parameters, and compare
PtrHash to other minimal perfect hash functions. All experiments are run on an Intel Core
i7-10750H CPU with 6 cores and hyper-threading disabled. The frequency is pinned to 2.6 GHz.

6 Unfortunately, while AMD Zen 2 does support this instruction, it is very slow in practice.
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Figure 12.4 Bucket size distribution (red) and average number of evictions (black) per additionally
placed bucket during construction of the pilot table, for different bucket assignment functions. Parameters
are n = 109 keys, S = 218 slots per part, and α = 0.99, and the red shaded load factor ranges from 0 to α.
In the first five plots λ = 3.5 so that the pilots take 2.29 bits/key. For λ = 4.0 (bottom-right), the linear,
skewed, and optimal bucket assignment functions cause endless evictions, and construction fails. The cubic
function does work, resulting in 2.0 bits/key for the pilots.

Cache sizes are 32 KiB L1 and 256 KiB L2 per core, and 12 MiB shared L3 cache. Main memory is
64 GiB DDR4 at 3200 MHz, split over two 32 GiB banks.

In Section 12.4.1, we compare the effect of various parameters and configurations on the size,
construction speed, and query speed of PtrHash. In Section 12.4.2, we compare PtrHash to other
methods.

Further, Section 12.A.2 evaluates the effect of prefetching with batching and streaming queries.
We select streaming with prefetching 32 iterations ahead as the default. We also show that in a
multi-threaded setting, this can fully exhaust the available memory bandwidth.

Lastly, in Section 12.B.1 we state the results of constructing PtrHash on 50 billion keys using
various sharding strategies.

12.4.1 Construction

The construction experiments use 109 random 64-bit integer keys, for which the data structure takes
around 300 MB and thus is much larger than L3 cache. Unless otherwise mentioned, construction
is in parallel using 6 cores. For the query throughput experiments, we also test on 20 million keys,
for which the data structure take around 6 MB and easily fit in L3 cache. To avoid the time needed
for hashing keys, and since our motivating application is indexing k-mers that fit in 64 bits, we
always use random 64-bit integer keys, and hash them using FxHash.

Without using the external memory construction, memory usage during construction is domi-
nated by the size of the input keys and their hashes, which are typically much larger than the few
bits per key needed for the construction itself.
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Figure 12.5 This plot shows the construction time (blue and red, left axis) and data structure size
(black, green, and yellow, right axis) as a function of λ for n = 109 keys. Parallel construction time on 6
threads is shown for both the linear and cubic γ, and for various values of α (thickness). The curves stop
because construction times out when λ is too large. For each λ, the black line shows the space taken by the
array of pilots. For larger λ there are fewer buckets, and hence the pilots take less space. The total size
including the remap table is shown in green (plain vector) and yellow (CacheLineEF) for various α. The
blue (fast), black (default), and red (compact) dots highlight the chosen parameter configurations.

12.4.1.1 Bucket Functions
In Figure 12.4, we compare the performance of different bucket assignment functions γ in terms
of the bucket size distribution and the number of evictions for each additionally placed bucket.
We see that the linear γ1(x) = x has a lot of evictions for the last buckets of size 3 and 2, but
like all methods it is fast for the last buckets of size 1 due to the load factor α < 1. The optimal
distribution of PHOBIC performs only slightly better than the skewed one of FCH and PTHash,
and can be seen to create more large buckets since the load factor increases fast for the first buckets.
The cubic γ3 is clearly much better than all other functions, and is also tested with larger buckets
of average size λ = 4, where all other functions fail.

In the remainder, we will test the linear γ1 for simplicity and lookup speed, and the cubic γ3 for
space efficiency.

12.4.1.2 Tuning Parameters for Construction
In Figure 12.5 we compare the multi-threaded construction time and space usage of PtrHash on
n = 109 keys for various parameters γ ∈ {γ1, γ3}, 2.7 ≤ λ ≤ 4.2, α ∈ {0.98, 0.99, 0.995, 0.998}, and
plain remapping or CacheLineEF. We see that for fixed γ and α, the construction time appears to
increase exponentially as λ increases. At too large λ, some parts fail to build after a total of 10S

evictions, which is a hard limit we impose to avoid running into eviction cycles. Load factors α

closer to 1 (thinner lines) achieve smaller overall data structure size, but take longer to construct
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Table 12.1 Comparison of space usage (bits/key) and query throughput (ns/query) of PtrHash when
using the recommended parameters with different remap structures. Query throughput is shown both
for perfect hashing (without remap), and for minimal perfect hashing (with remap). Additionally, query
throughput is shown both for a for-loop and for streaming.

Configuration Pilots Query PHF Remap Query MPHF

Space Loop Stream Type Space Loop Stream

2.67 11.5 8.6 Vec<u32> 0.33 12.5 8.8
Fast CacheLineEF 0.12 12.9 8.8
α = 0.99, λ = 3.0, linear γ1 EF 0.09 14.2 9.7

2.29 17.6 7.9 Vec<u32> 0.33 20.0 8.6
Default CacheLineEF 0.12 21.0 8.7
α = 0.99, λ = 3.5, cubic γ3 EF 0.09 21.2 9.6

2.00 17.7 8.0 Vec<u32> 0.33 20.3 8.6
Compact CacheLineEF 0.12 20.9 8.6
α = 0.99, λ = 4.0, cubic γ3 EF 0.09 21.7 9.7

and time out at smaller λ. The cubic γ3 is faster to construct than the identity γ1 for small λ ≤ 3.5.
Unlike γ1, it also scales to much larger λ up to 4, and thereby achieves significantly smaller overall
size.

We note that for small λ, construction time does converge to around 19!ns/key. A rough time
breakdown is that for each key, 1 ns is spent on hashing, 5 ns on sorting all the keys, 12 ns to
search for pilots, and lastly 1 ns on remapping to empty slots.

Recommended parameters. Based on these results, we choose three sets of parameters for further
evaluation, as indicated with blue, black, and red dots in Figure 12.5:

Fast (blue), aiming for query speed: using the linear γ1, λ = 3.0, α = 0.99, and a plain vector for
remapping. Construction takes only just over 20 ns/key, close to the apparent lower bound, and
space usage is 3 bits/key. This can be used when n is small, or more generally when memory
usage is not a bottleneck.
Default (black), a trade-off between fast construction and small space: using cubic γ3, λ = 3.5,
and α = 0.99, with CacheLineEF remapping.
Compact (red), aiming for small space: using the cubic γ3, λ = 4.0, α = 0.99, and CacheLineEF
remapping. Construction now takes around 50 ns/key, but the data structure only uses 2.12
bits/key. In practice, this configuration sometimes ends up in endless eviction cycles, and λ = 3.9
may be better.

12.4.1.3 Remap
In Table 12.1, we compare the space usage and query throughput of the different remap data
structures for both the fast and compact parameters, for n = 109 keys. We observe that the overhead
of CacheLineEF is 2.75× smaller than a plain vector, and only 40% larger than Elias-Fano encoding
as implemented in the sux library [Vig24].

The speed of non-minimal (PHF) queries that do not remap does not depend on the remap
structure used.

For minimal (MPHF) queries with the for loop, with fast parameters, EF is significantly slower
(14.2 ns) with the fast parameters than the plain vector (12.5 ns), while CacheLineEF (12.9 ns)
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Table 12.2 Performance comparison of MPHF methods on 300 million random string keys of uniform
length between 10 and 50. Construction time is shown for 6 threads. A * indicates single-threaded timings
(optimistic 6-fold speedup in parentheses). Near-optimal values in each column are bolded.

Approach Configuration Space
bits/key

Construction
6t, ns/key

Query
ns/query

B
ru

te
fo

rc
e SIMDRecSplit n=5, b=5 2.96 26 310

n=8, b=100 1.81 66 258

Bip. ShockHash-Flat n=64 1.62 2140* (357) 201

Consensus-RecSplit k = 256, ε = 0.10 1.58 521* (87) 565
k = 512, ε = 0.03 1.49 1199* (200) 528

Fi
ng

er
pr

in
tin

g FMPH γ=2.0 3.40 44 168
γ=1.0 2.80 69 236

FMPHGO s=4, b=16, γ=2.0 2.86 298 160
s=4, b=16, γ=1.0 2.21 423 212

FiPS γ=2.0 3.52 93* (16) 109
γ=1.5 3.12 109* (18) 124

G
ra

ph SicHash p1=0.21, p2=0.78, α=0.90 2.41 48 149
p1=0.45, p2=0.31, α=0.97 2.08 63 141

B
uc

ke
t

pl
ac

em
en

t

CHD λ=3.0 2.27 1059* (177) 542

PTHash

λ=4.0, α=0.99, C-C 3.19 403 77
+ HEM 173

λ=5.0, α=0.99, EF 2.17 765 156
+ HEM 323

PHOBIC

λ=3.9, α=1.0, IC-C 4.14 62 116
λ=4.5, α=1.0, IC-R 2.34 80 179
λ=6.5, α=1.0, IC-C 2.44 220 108
λ=7.0, α=1.0, IC-R 1.86 446 157

PtrHash

Fast λ=3.0, α=0.99, γ1, Vec 2.99 27 33
+ streaming 16

Default λ=3.5, α=0.99, γ3, CLEF 2.40 32 37
+ streaming 23

Compact λ=4.0, α=0.99, γ3, CLEF 2.12 63 35
+ streaming 23

is only slightly slower. The difference is much smaller with the compact parameters, because the
additional computations for the cubic γ3 reduce the number of iterations the processor can work
ahead. When streaming queries, for both parameter choices CacheLineEF is less than 0.1 ns slower
than the plain vector, while EF is 1 ns slower.

In the end, we choose CacheLineEF when using compact parameters, but prefer the simpler and
slightly faster plain vector for fast parameters. Since α = 0.99 is close to 1, the remap structure is
not accessed much, and the performance improvement of CacheLineEF over plain EliasFano coding
is not too large.

12.4.2 Comparison to Other Methods
In Table 12.2 we compare the performance of PtrHash against other methods on short, random
strings. In particular, we compare against methods and configurations that are reasonably fast
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to construct: SIMDRecSplit [EGV20, BKLS23], Bipartite ShockHash-Flat [LSW24, LSW23a],
Consensus-RecSplit [LSWZ25], FMPH and FMPHGO [Bel23], FiPS [Leh24], SicHash [LSW23b],
CHD [BBD09], PTHash [PT21, PT24], and PHOBIC [HLP+24a]. The specific parameters are based
on Table 1 of [HLP+24a], Table 8.1 of [Leh24], and Table 3 of [Bel23]. These results were obtained
using the excellent MPHF-Experiments library [Leh25] by Hans-Peter Lehmann. Construction is
done on 6 threads in parallel when supported. By default, the framework queries one key at a time.
For PtrHash with streaming queries, we modified this to query all keys at once.

Input. The input is 300 million random strings of random length between 10 and 50 characters.
This input size is such that the MPHF data structures take around 75 MB, which is much larger
than the 12 MB L3 cache.

PtrHash. As expected, the space usage of PtrHash matches the numbers of Table 12.1. In general,
PtrHash can be slightly larger due to rounding in the number of parts and slots per part, but
for large inputs like here this effect is small. Construction times per key are slightly slower than
as predicted by Figure 12.5, while we might expect slightly faster construction due to the lower
number of keys. Likely, the slowdown is caused by hashing the input strings. The hashing of input
strings has a much worse effect on query throughput. In Table 12.1, we obtained query throughput
of 12 ns and 18 ns for the fast and compact configurations when looping over integer keys, and
as low as 8 ns when streaming queries. With string inputs, these numbers increase to 33 ns resp.
35 ns when looping, and 16 ns (resp. 23 ns) when streaming. A similar effect can be seen when
comparing Tables 3 and 4 of [Bel23].

Speed. We observe that PtrHash with fast parameters is the fastest to construct alongside
SIMDRecSplit (27 ns/key and 26 ns/key) and FiPS (16 ns/key, assuming optimal scaling to 6
threads), resulting in around 3 bits/key for all three methods. However, query throughput of
PtrHash is 9× (SIMDRecSplit) resp. 3.3× (FiPS) faster, going up to 19× resp. 6.8× faster when
streaming all queries at once. Compared to the next-fastest method to query, PTHash-CC (HEM),
PtrHash is twice faster to query (or nearly 5× when streaming), is 6.5× faster to build, and even
slightly smaller.

With default parameters, PtrHash is 2.1× faster to query than the fastest configuration of
PTHash, and 3.3× faster when using streaming, while being over 5× faster to construct. Indeed,
the speedup in query speed is explained by the fact that only a single memory access is needed for
most queries (compared to ≥ 2 for PtrHash-HEM and PHOBIC), and generally by the fact that the
code for querying is short.

Space. PtrHash with the fast parameters is larger (2.99 bits/key) than some other methods, but
compensates by being significantly faster to construct and/or query. When space is of importance,
the compact version can be used (2.12 bits/key). This takes 2.4× longer to build at 63 ns/key, and
has only slightly slower queries. Compared to methods that are smaller, PtrHash is over 3× faster
to build than PHOBIC. Consensus, SIMDRecSplit, and SicHash achieve smaller space of 1.58, 1.81,
and 2.08 bits/key in comparable time (63-87 ns/key), but again are at least 3× slower to query, or
over 6× compared to streaming queries.
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12.5 Conclusions and Future Work

We have introduced PtrHash, a minimal perfect hash function that builds on PTHash and PHOBIC.
Its main novelty is the used of fixed-width 8-bit pilots that simplify queries. To make this possible,
we use hash-and-evict, similar to Cuckoo hashing: when there is no pilot that leads to a collision-free
placement of the corresponding keys, some other pilots are evicted and have to search for a new
value.

The result is an MPHF with twice faster queries (37 ns/key) than any other method (at least
77 ns/key) for datasets larger than L3 cache. Further, due to its simplicity, queries can be processed
in streaming fashion, giving another two times speedup (as low as 16 ns/key). At this point, the
hashing of string inputs becomes a bottleneck. For integer keys, such as k-mers, much higher
throughput of up to 8 ns/key can be obtained, close to the 7.4 ns per cache line bandwidth, or
when using multiple cores even saturating the main memory (2.5 ns/key).

Future work. A theoretical analysis of our method is currently missing. While the hash-evict
strategy works well in practice, we currently have no relation between the bucket size λ, load
factor α, and the number of evicts arising during construction. Such an analysis could help to
better understand the optimal bucket assignment function, like PHOBIC [HLP+24a] did for the
case without eviction. Possibly, the analysis of [Her23, Section 5] could be extended to fully cover
our method.

Second, the size of pilots could possibly be improved by further parameter tuning. In particular
we use 8-bit pilots, while slightly fewer or more bits may lead to smaller data structures. An
experiment with 4-bit pilots was not promising, however.

To further improve the throughput, we suggest that more attention is given to the exact input
format. As already seen, hashing all queries at once can provide significant performance gains via
prefetching. For string input specifically, it is more efficient when the strings are consecutively
packed in memory rather than separately allocated, and it might be more efficient to explicitly
hash multiple strings in parallel. More generally, applications should investigate whether they can
be rewritten to take advantage of streaming queries. Furthermore, current throughput is limited by
the fact that nearly every query needs to fetch a new cache line. It would be interesting to design
an MPHF that only requires, say, half a cache line per query, or to disprove the existance of such
an MPHF.

Lastly, we refer the reader to PHast [BS25], an MPHF that introduces a number of interesting
simplifications, leading to a datastructure is both smaller and faster to query than PtrHash, although
it is somewhat slower to construct. It remains an open problem whether it is possible to construct
an MPHF with space within 0.1 bits/key from the lower bound that is as fast to query as PtrHash
and PHast.
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12.A Query Throughput

12.A.1 Batching and Streaming
Throughput. In practice in bioinformatics applications such as SSHash, we expect many indepen-
dent queries to the MPHF. This means that queries can be answered in parallel, instead of one
by one. Thus, we should optimize for query throughput rather than individual query latency. We
report throughput as inverse throughput in amortized nanoseconds per query, rather than the usual
queries per second.

Out-of-order execution. An MPHF on 109 keys requires memory at least 1.5 bits/key×109 keys =
188 MB, which is much larger than the L3 cache of size around 16 MB. Thus, most queries require
reading a pilot from main memory (RAM), which usually has a latency around 80 ns. Nevertheless,
existing MPHFs such as FCH [FCH92] achieve an inverse throughput as low as 35 ns/query on such
a dataset [PT21]. This is achieved by pipelining and the reorder buffer. For example, Intel Skylake
CPUs can execute over 200 instructions ahead while waiting for memory to become available
[Won13, Dow17]. This allows the CPU to already start processing future queries and fetch the
required cache lines from RAM while waiting for the current query. Thus, when each iteration
requires less than 100 instructions and there are no branch-misses, this effectively makes up to two
reads in parallel. A large part of speeding up queries is then to reduce the length of each iteration
so that out-of-order execution can fetch memory more iterations ahead.

Prefetching. Instead of relying on the CPU hardware to parallellize requests to memory, we can
also explicitly prefetch7 cache lines from our code. Each prefetch requires a line fill buffer to store
the result before it is copied into the L1 cache. Skylake has 12 line fill buffers [Dow18], and hence
can support up to 12 parallel reads from memory. In theory, this gives a maximal random memory
throughput around 80/12 = 6.67 ns per read from memory, but in practice experiments show that
the limit is 7.4 ns per read. Thus, our goal is to achieve a query throughput of 7.4 ns.

We consider two models to implement prefetching: batching and streaming.

Batching. In this approach, the queries are split into batches (chunks) of size B, and are then
processed one batch at a time. In each batch, two passes are made over all keys. In the first pass,
each key is hashed, its bucket it determined, and the cache line containing the corresponding pilot
is prefetched. In the second pass, the hashes are iterated again, and the corresponding slots are
computed.

Streaming. A drawback of batching is that at the start and end of each batch, the memory
bandwidth is not fully saturated. Streaming fixes this by prefetching the cache line for the pilot B

iterations ahead of the current one, and is able to sustain the maximum possible number of parallel
prefetches throughout, apart from at the very start and end.

7 There are multiple types of prefetching instructions that prefetch into a different level of the cache hierarchy.
We prefetch into all levels of cache using prefetcht0. Other prefetch variants give similar results.
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Figure 12.6 Query throughput of prefetching via batching (dotted) and streaming (dashed) with various
batch/lookahead sizes, compared to a plain for loop (solid), for n = 20 ⋅ 106 (left) and n = 109 (right) keys.
Blue shows the results for the fast parameters, and red for the compact parameters. Default parameters
give performance nearly identical to the compact parameters, since the main differentiating factor is the use
of γ1 versus γ3. All times are measured over a total of 109 queries, and for (non-minimal) perfect hashing
only, without remapping.

12.A.2 Evaluation
A note on benchmarking throughput. To our knowledge, all recent papers on (minimal) perfect
hashing measure query speed by first creating a list of keys, and then querying all keys in the list,
as in for key in keys { ptr_hash.query(key); }. One might think this measures the average
latency of a query, but that is not the case, as the CPU will execute instructions from adjacent
iterations at the same time. Indeed, as can be seen in Table 12.1, this loop can be as fast as
12 ns/key for n = 109, which is over 6 times faster than the RAM latency of around 80 ns (for an
input of size 300 MB), and thus, at least 6 iterations are being processed in parallel.

Hence, we argue that existing benchmarks measure (and optimize for) throughput and that
they assume that the list of keys to query is known in advance. We make this assumption explicit
by changing the API to benchmark all queries at once, as in ptr_hash.query_all(keys). This
way, we can explicitly process multiple queries in parallel.

We also argue that properly optimizing for throughput is relevant for applications. SSHash,
for example, queries all minimizers of a DNA sequence, which can be done by first computing and
storing those minimizers, followed by querying them all at once.

We now explore the effect of the batch size and number of parallel threads on query throughput.

Batching and Streaming. In Figure 12.6, we compare the query throughput of a simple for loop
with the batching and streaming variants with various batch/lookahead sizes. We see that both for
small n = 20 ⋅ 106 and large n = 109, the fast parameters yield higher throughput than the compact
parameters when using a for loop. This is because of the overhead of computing γ3(x). For small
n, batching and streaming do not provide much benefit, indicating that memory latency is not a
bottleneck. However, for large n, both batching and streaming improve over the plain for loop.
As expected, streaming is faster than batching here. For streaming, throughput saturates when
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Figure 12.7 In this plot we compare the throughput of a for loop (solid) versus streaming (dashed) for
multiple threads, for both non-minimal (dimmed) and minimal (bright) perfect hashing. The left shows
results for n = 20 ⋅106, and the right shows results for n = 109. In blue are the results for the fast parameters
with γ1, while results for the compact parameters with γ3 are in red, which performs identical to the default
parameters. On the right, the solid black line shows the maximum throughput based on 7.4 ns per random
memory access per thread, and the solid black line shows the maximum throughput based on the total
memory bandwidth of 25.6 GB/s.

prefetching around 16 iterations ahead. At this point, memory throughput is the bottleneck, and
the difference between the compact and fast parameters disappears. In fact, compact parameters
with γ3 are slightly faster. This is because γ3 has a more skew distribution of bucket sizes with
more large buckets. When the pilots for these large buckets are cached, they are more likely to be
hit by subsequent queries, and hence avoid some accesses to main memory.

For further experiments we choose streaming over batching, and use a lookahead of 32 iterations.
The final throughput of 8 ns per query is very close to the optimal throughput of 7.4 ns per random
memory read.

12.A.3 Multi-threaded Throughput.
In Figure 12.7 we compare the throughput of the fast and compact parameters for multiple threads.
When n = 20 ⋅ 106 is small and the entire data structure fits in L3 cache, the scaling to multiple
threads is nearly perfect. As expected, minimal perfect hashing (bright) tends to be slightly slower
than perfect hashing (dimmed), but the difference is small. The fast γ1 is faster than the compact
γ3, and streaming provides only a small benefit over a for loop. For large n = 109, all methods
converge towards the limit imposed by the full RAM throughput of 25.6 GB/s. Streaming variants
hit this starting at around 4 threads, and remain faster than the for loop. As before, the compact
version is slightly faster because of its more efficient use of the caches, and is even slightly better
than the maximum throughput of random reads to RAM. Minimal perfect hashing is only slightly
slower than perfect hashing.
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12.B Sharding

When the number of keys is large, say over 1010, their 64-bit (or 128-bit) hashes may not all fit in
memory at the same time, even though the final PtrHash data structure (the list of pilots) would fit.
Thus, we can not simply sort all hashes in memory to partition them. Instead, we split the set of
all n hashes into, say s = ⌈n/232⌉ shards of ≈ 232 elements each, where the i’th shard corresponds to
hash values in si ∶= [264 ⋅ i/s, 264 ⋅ (i + 1)/s). Then, shards are processed one at a time. The hashes
in each shard are sorted and split into parts, after which the parts are constructed as usual. This
way, the shards only play a role during construction, and the final constructed data structure is
independent of which sharding strategy was used.

In-memory sharding. The first approach to sharding is to iterate over the set of keys s times. In
the i’th iteration, all keys are hashed, and only those hashes in the corresponding interval si are
stored and processed. This way, no disk space is needed for construction.

On-disk sharding. A drawback of the first approach is that keys are potentially hashed many
times. This can be avoided by writing hashes to disk. Specifically, we can create one file per shard
and append hashes to their corresponding file. These files are then read and processed one by one.

Hybrid sharding. A hybrid of the two approaches above only requires disk space for D < s shards.
This iterates and hashes the keys ⌈s/D⌉ times, and in each iteration writes hashes for D shards to
disk. Those are then processed one by one as before.

On-disk PtrHash. When the number of keys is so large that even the pilots do not fit in memory,
they can also be stored to disk and read on-demand while querying. This is supported using ε-serde
[VF24, FVZ24].

12.B.1 Evaluation
We tested the in-memory and hybrid sharding by constructing PtrHash with default parameters on
5 ⋅ 1010 random integer keys on a laptop with only 64 GB of memory, using 6 cores in parallel. All
64-bit hashes would take 400 GB, so we use 24 shards of around 231 keys, that each take 16 GB.
The final data structure takes 2.40 bits/key, or 15 GB in total, and the peak memory usage is
around 50 GB.

The in-memory strategy iterates through and hashes the integer keys 24 times, and takes 3098
seconds in total or 129 s per shard. Of this, 67 s (52%) is spent on hashing the keys, 14 s (11%) is
spent sorting hashes into buckets, and 45 s (35%) is spent searching for pilots.

The hybrid strategy is allowed to use up to 128 GB of disk space, and thus writes hashes to
disk in 3 batches of 8 shards at a time. This brings the total time down to 2494 s (19% faster), and
uses 104 s per shard. Of this, an amortized 31 s (30%) per shard is spent writing hashes to disk,
and 9 s (9%) is spent reading hashes from disk, which together is faster than the 67 s that was
previously spent on hashing all keys.
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13 Discussion

In this thesis, we have worked on optimizing algorithms and implementations for several problems
in bioinformatics. These contributions fall into two categories: for some problems, we focused
on achieving practical speedups by using highly efficient implementations of algorithms that are
amenable to this. For other problems, we took a more theoretical approach, and tried to reach a
linear time algorithm, for pairwise alignment, or to reach an optimal density minimizer scheme.

Building on an earlier observation of Paul Medvedev [Med23a], my main thesis is:

Provably optimal software consists of two parts: a provably optimal algorithm, and a provably
optimal implementation of this algorithm, given the hardware constraints. This can only be
achieved through algorithm/implementation co-design, where hardware capabilities influence
design choices in the algorithm.

13.1 Pairwise Alignment

We first looked at the problem of pairwise alignment, where the differences (mutations) between
two biological sequences are to be found. We reviewed many early improvements to theoretical
algorithms, and a number of techniques for implementing these algorithms efficiently.

Nearly all existing methods are based on some variant of dynamic programming. In A*PA
(Chapter 3), we use the A* shortest path algorithm, which is a graph-based method instead. This
allows us to use a heuristic that can quickly and closely “predict” the edit distance in many cases.
We additionally introduced pruning, which dynamically improves the heuristic as the A* search
progresses, thereby leading to near-linear runtime. To my knowledge, this is the first heuristic
of this type, and this same technique may have wider applications, such as in classic navigation
software.

As it turns out, even though A*PA has near-linear complexity, the constant overhead is large:
each visited state requires a memory access. This makes the method completely impractical
whenever the scaling is super-linear, for example due to noisy regions or gaps in the alignment.
Thus, in A*PA2 (Chapter 4), we revert back to a DP-based method, and we incorporate the A*
heuristic into the classic band-doubling algorithm. Alongside additional optimizations, this yields
up to 19× speedup over previous methods.

A lesson here is that a lot of time was spent on optimizing A*PA, even though this an inherently
slow algorithm. In hindsight, it would have been more efficient to not try too many hacky
optimizations, and instead shift focus towards the inherently faster DP-based methods earlier.

In Chapter 5, a start has been made to extend the aligner to both semi-global alignment and to
affine costs, but a large part of this remains as future work.
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13.2 Low Density Minimizers

We then looked at minimizer schemes (Chapter 6), which are used to sub-sample the k-mers of a
genomic sequence as a form of compressing the sequence. The constraint is that at least one k-mer
must be sampled every w positions, and the goal is to minimize the fraction (density) of sampled
k-mers.

We were able to answer a number of open questions in this field. We proved a near-tight lower
bound (Chapter 7) that is the first to show that the density is at least 2/(w + 1) when k = 1, and
generally this new bound is near-tight as k →∞. Alongside this, we introduced the mod-minimizer
(Chapter 8), which matches the scaling of the lower bound, making this the first near-optimal
scheme for large k.

Open problems. We also started the exploration of optimal schemes for k = 1 (Chapter 9), and
introduced the anti-lexicographic sus-anchor, which is nearly optimal in practice. However, it is not
quite theoretically optimal, and improving this remains an interesting open problem. Similarly,
experiments suggest that perfectly optimal schemes exist for k = w + 1, but also here no general
construction has been found so far. On the other hand, for 1 < k ≤ w, our lower bound appears to
not be tight, and it would be interesting to improve it.

Lastly, our analysis focused mostly on forward schemes. Local schemes are a more general class
of schemes that break our lower bound on forward scheme density. In practice, though, they are
only marginally better, and it remains an open problem to prove this.

13.3 High Throughput Bioinformatics

Lastly, we optimized two specific applications in bioinformatics to achieve high throughput. In the
case of PtrHash (Chapter 12), we were able to achieve throughput within 10% of what the hardware
is capable of, and up to nearly 5× faster than the second fastest alternative. In the cases of both
A*PA2 (Chapter 4) and simd-minimizers (Chapter 11), we were able to achieve on the order of
10× speedups over previous implementations. In all these cases, this was achieved by designing the
algorithm with the implementation in mind, and by optimizing the implementation to fully utilize
the capabilities of modern CPUs.

The implementation matters. Concluding, it seems inconsistent that so many papers start by
stating the need for faster algorithms, but then never discuss implementation details. We reached
10× speedups on multiple applications by closely considering the implementation. On the other
hand, many papers introduce new algorithmic techniques that yield significantly smaller speedups.
Thus, this raises the suggestion that more attention should be given to the implementation of
methods, rather than just the high level algorithm.

13.4 Propositions

I will end this thesis with a number of opinionated propositions.

1. Complexity theory’s days are numbered.
2. log log n ≤ 6
3. Succinct data structures are cute, but it’s better to use some more space and not be terribly

slow.
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4. There is beauty in chasing mathematical perfection.
5. Too many PhDs are wasted shaving of small factors of complexities that will never be practical.
6. It is a fallacy to open a paper with “there is too much data, faster methods are needed” and

then not say a word about optimizing code for modern hardware.
7. Fast code must exploit all assumptions on the input.
8. Fast code puts requirements on the input format, and the input has to adjust.
9. Optimizing ugly code is a waste of time – prettier methods will replace it.

10. Flat, unstructured text should be avoided at all costs. We research text indices, so index the
text you write.

11. Assembly is not scary.
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